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INTERNATIONAL STANDARD

Draft ISO/IEC 23090-3

Draft Rec. ITU-T H.VVC

ITU-T RECOMMENDATION

Versatile video coding

# Introduction

## Purpose

This Recommendation | International Standard specifies a video coding technology known as *Versatile Video Coding*. It has been drafted by a joint collaborative team of ITU-T and ISO/IEC experts known as the Joint Video Experts Team (JVET), which is a partnership of the ITU-T Video Coding Experts Group (VCEG) and the ISO/IEC Moving Picture Experts Group (MPEG). It has been designed with two primary goals. The first of these is to specify a video coding technology with a compression capability that is substantially beyond that of the prior generations of such standards, and the second is for this technology to be highly versatile for effective use in a broader range of applications than that addressed by prior standards. Some key application areas for the use of this standard particularly include ultra-high-definition video (e.g., with 3840×2160 or 7620×4320 picture resolution and bit depth of 10 or 12 bits as specified in Rec. ITU-R BT.2100), video with a high dynamic range and wide colour gamut (e.g., with the perceptual quantization or hybrid log-gamma transfer characteristics specified in Rec. ITU-R BT.2100), and video for immersive media applications such as 360° omnidirectional video projected using a common projection format such as the equirectangular or cubemap projection format, in addition to the applications that have commonly been addressed by prior video coding standards.

## Profiles, tiers, and levels

This Recommendation | International Standard is designed to be versatile in the sense that it serves a wide range of applications, bit rates, resolutions, qualities, and services. Applications should cover, among other things, digital storage media, television broadcasting, video streaming services, and real-time communications. In the course of creating this Recommendation | International Standard, various requirements from typical applications have been considered, necessary algorithmic elements have been developed, and these have been integrated into a single syntax. Hence, this Recommendation | International Standard will facilitate video data interchange among different applications.

Considering the practicality of implementing the full syntax of this Recommendation | International Standard, however, a limited number of subsets of the syntax are also stipulated by means of "profiles", "tiers", and "levels". These and other related terms are formally defined in Clause 3.

A "profile" is a subset of the entire bitstream syntax that is specified in this Recommendation | International Standard. Within the bounds imposed by the syntax of a given profile it is still possible to require a very large variation in the performance of encoders and decoders depending upon the values taken by syntax elements in the bitstream, such as the specified size of the decoded pictures. In many applications, it is currently neither practical nor economical to implement a decoder capable of dealing with all hypothetical uses of the syntax within a particular profile.

In order to deal with this problem, "tiers" and "levels" are specified within each profile. A level of a tier is a specified set of constraints imposed on values of the syntax elements in the bitstream. These constraints may be simple limits on values. Alternatively, they may take the form of constraints on arithmetic combinations of values (e.g. picture width multiplied by picture height multiplied by number of pictures decoded per second). A level specified for a lower tier is more constrained than a level specified for a higher tier.

Coded video content conforming to this Recommendation | International Standard uses a common syntax. In order to achieve a subset of the complete syntax, flags, parameters, and other syntax elements are included in the bitstream that signal the presence or absence of syntactic elements that occur later in the bitstream.

## Overview of the design characteristics

The coded representation specified in the syntax is designed to enable a high compression capability for a desired image or video quality. The algorithm is typically not mathematically lossless, as the exact source sample values are typically not preserved through the encoding and decoding processes, although some modes are included that provide lossless coding capability. A number of techniques may be used to achieve highly efficient compression. Encoding algorithms (not specified within the scope of this Recommendation | International Standard) may select between inter, intra, and intra block copy (IBC) coding for block-shaped regions of each picture. Inter coding uses motion vectors for block-based inter-picture prediction to exploit temporal statistical dependencies between different pictures, intra coding uses various spatial prediction modes to exploit spatial statistical dependencies in the source signal within the same picture, and intra block copy coding uses block displacement vectors to reference previously decoded regions of the same picture to exploit statistical similarities among different areas of the same picture. Motion vectors, intra prediction modes, and IBC block vectors may be specified for a variety of block sizes in the picture. The prediction residual may then be further compressed using a spatial transform to remove spatial correlation inside a block before it is quantized, producing a possibly irreversible process that typically discards less important visual information while forming a close approximation to the source samples. Finally, the motion vectors, intra prediction modes, and block vectors may also be further compressed using a variety of prediction mechanisms, and, after prediction, are combined with the quantized transform coefficient information and encoded using arithmetic coding.

## How to read this document

It is suggested that the reader starts with Clause 1 (Scope) and moves on to Clause 3 (Terms and definitions). Clause 6 should be read for the geometrical relationship of the source, input, and output of the decoder. Clause 7 (Syntax and semantics) specifies the order to parse syntax elements from the bitstream. See subclauses 7.1 to 7.3 for syntactical order and subclause7.4 for semantics; e.g. the scope, restrictions, and conditions that are imposed on the syntax elements. The actual parsing for most syntax elements is specified in Clause 9 (Parsing process). Clause 10 (Sub-bitstream extraction process) specifies the sub-bitstream extraction process. Finally, Clause 8 (Decoding process) specifies how the syntax elements are mapped into decoded samples. Throughout reading this document, the reader should refer to Clauses 2 (Normative references), 4 (Abbreviations), and 5 (Conventions) as needed. Annexes A through E also form an integral part of this Recommendation | International Standard.

Annex A specifies profiles, each being tailored to certain application domains, and defines the so-called tiers and levels of the profiles. Annex B specifies syntax and semantics of a byte stream format for delivery of coded video as an ordered stream of bytes. Annex C specifies the hypothetical reference decoder, bitstream conformance, decoder conformance, and the use of the hypothetical reference decoder to check bitstream and decoder conformance. Annex D specifies syntax and semantics for supplemental enhancement information (SEI) message payloads that affect the conformance specifications in Annex C. Annex E specifies syntax and semantics of the video usability information parameters of the sequence parameter set. SEI messages that do not affect the conformance specifications in Annex C that may be used together with this Recommendation | International Standard are specified by reference to Rec. ITU-T H.SEI | ISO/IEC 23002-7.

Throughout this Recommendation | International Standard, statements appearing with the preamble "NOTE" are informative and are not an integral part of the Recommendation | International Standard.

# Scope

This Recommendation | International Standard specifies a video coding technology known as *Versatile Video Coding*, comprising a video coding technology with a compression capability that is substantially beyond that of the prior generations of such standards and with sufficient versatility for effective use in a broad range of applications.

Only the syntax format, semantics, and associated decoding process requirements are specified, while other matters such as pre-processing, the encoding process, system signalling and multiplexing, data loss recovery, post-processing, and video display are considered to be outside the scope of this Recommendation | International Standard. Any encoding process that produces bitstream data that conforms to the specified bitstream syntax format requirements of this Recommendation | International Standard is considered to be in conformance with the requirements of this Recommendation | International Standard. Additionally, the internal processing steps performed within a decoder are also considered to be outside the scope of this Recommendation | International Standard; only the externally observable output behaviour is required to conform to the specifications of this Recommendation | International Standard. The decoding process is specified such that all decoders that conform to a specified combination of capabilities known as the profile, tier, and level will produce numerically identical cropped decoded output pictures when invoking the decoding process associated with that profile for a bitstream conforming to that profile, tier and level. Any decoding process that produces identical cropped decoded output pictures to those produced by the process described herein (with the correct output order or output timing, as specified) is considered to be in conformance with the requirements of this Recommendation | International Standard.

This Recommendation | International Standard is designed to be generic in the sense that it serves a wide range of applications, bit rates, resolutions, qualities and services. Applications should cover, among other things, digital storage media, television broadcasting and real-time communications. In the course of creating this Recommendation | International Standard, various requirements from typical applications have been considered, necessary algorithmic elements have been developed, and these have been integrated into a single syntax. Hence, this Recommendation | International Standard will facilitate video data interchange among different applications.

Considering the practicality of implementing the full syntax of this Recommendation | International Standard, however, a limited number of subsets of the syntax are also stipulated by means of "profiles", "tiers" and "levels". These and other related terms are formally defined in clause ‎3.

A "profile" is a subset of the entire bitstream syntax that is specified in this Recommendation | International Standard. Within the bounds imposed by the syntax of a given profile, it is still possible to require a very large variation in the performance of encoders and decoders depending upon the values taken by syntax elements in the bitstream such as the specified size of the decoded pictures. In many applications, it is currently neither practical nor economical to implement a decoder capable of dealing with all hypothetical uses of the syntax within a particular profile.

In order to deal with this problem, "tiers" and "levels" are specified within each profile. A level of a tier is a specified set of constraints imposed on values of the syntax elements in the bitstream. These constraints may be simple limits on values. Alternatively they may take the form of constraints on arithmetic combinations of values (e.g., picture width multiplied by picture height multiplied by number of pictures decoded per second). A level specified for a lower tier is more constrained than a level specified for a higher tier.

Coded video content conforming to this Recommendation | International Standard uses a common syntax. In order to achieve a subset of the complete syntax, flags, parameters and other syntax elements are included in the bitstream that signal the presence or absence of syntactic elements that occur later in the bitstream.

Supplemental enhancement information (SEI) messages that do not affect the hypothetical reference decoder conformance specifications in Annex C that may be used together with this Recommendation | International Standard are specified by reference to Rec. ITU-T H.SEI | ISO/IEC 23002-7.

This is the first version of this Recommendation | International Standard.

# Normative references

The following Recommendations and International Standards contain provisions which, through reference in this text, constitute provisions of this Recommendation | International Standard. At the time of publication, the editions indicated were valid. All Recommendations and Standards are subject to revision, and parties to agreements based on this Recommendation | International Standard are encouraged to investigate the possibility of applying the most recent edition of the Recommendations and Standards listed below. Members of IEC and ISO maintain registers of currently valid International Standards. The Telecommunication Standardization Bureau of the ITU maintains a list of currently valid ITU-T Recommendations.

## Identical Recommendations | International Standards

– None

## Paired Recommendations | International Standards equivalent in technical content

– Rec. ITU-T H.273 | ISO/IEC 23091-2 *Coding-independent code points for video signal type identification*

– Rec. ITU-T H.SEI | ISO/IEC 23002-7 *Supplemental enhancement information messages for coded video bitstreams*

## Additional references

– None

# Definitions

For the purposes of this Recommendation | International Standard, the following definitions apply.

* 1. **access unit**: A set of *NAL units* that are associated with each other according to a specified classification rule, are consecutive in *decoding order,* and contain exactly one *coded picture* for each present *layer access unit*.
  2. **adaptive loop filter (ALF)**: A filtering process that is applied as part of the the *decoding process* and is controlled by parameters conveyed in an *APS*.
  3. **AC transform coefficient**: Any *transform coefficient* for which the *frequency index* in at least one of the two dimensions is non-zero.
  4. **ALF APS**: An *APS* that controls the *ALF* process.
  5. **adaptation parameter set (APS)**: A *syntax structure* containing *syntax elements* that apply to zero or more *slices* as determined by zero or more *syntax elements* found in *slice headers.*
  6. **associated IRAP picture**: The previous *IRAP picture* in *decoding order* (when present).
  7. **associated non-VCL NAL unit**: A *non-VCL NAL unit* (when present) for a *VCL NAL unit* where the *VCL NAL unit* is the *associated VCL NAL unit* of the *non-VCL NAL unit*.
  8. **associated VCL NAL unit**: The preceding *VCL NAL unit* in *decoding order* for a *non-VCL NAL unit* with nal\_unit\_type equal to EOS\_NUT, EOB\_NUT, SUFFIX\_SEI\_NUT, RSV\_NVCL\_7, RSV\_NVCL\_23, or in the range of UNSPEC30..UNSPEC31; or otherwise the next *VCL NAL unit* in *decoding order*.
  9. **bin**: One bit of a *bin string*.
  10. **binarization**: A set of *bin strings* for all possible values of a *syntax element*.
  11. **binarization process**: A unique mapping process of all possible values of a *syntax element* onto a set of *bin strings*.
  12. **binary split**: A split of a rectangular MxN *block* of samples into two *blocks* where a vertical split results in a first (M / 2)xN *block* and a second (M / 2)xN *block*, and a horizontal split results in a first Mx(N / 2) *block* and a second Mx(N / 2) *block*.
  13. **bin string**: An intermediate binary representation of values of *syntax elements* from the *binarization* of the *syntax element*.
  14. **bi-predictive (B) slice**: A *slice* that is decoded using *intra* *prediction* or using *inter prediction* with at most two *motion vectors* and *reference indices* to *predict* the sample values of each *block*.
  15. **bitstream**: A sequence of bits, in the form of a *NAL unit stream* or a *byte stream*, that forms the representation of *coded pictures* and associated data forming one or more coded video sequences *(CVSs)*.
  16. **block**: An MxN (M-column by N-row) array of samples, or an MxN array of *transform coefficients*.
  17. **block vector**: A two-dimensional vector used for *IBC prediction* that provides an offset from the coordinates of the current *coding block* to the coordinates of the prediction block in the same *decoded picture*.
  18. **brick**: A rectangular region of *CTU* rows within a particular *tile* in a *picture*.

NOTE – A tile may be partitioned into multiple bricks, each of which consisting of one or more CTU rows within the tile. A tile that is not partitioned into multiple bricks is also referred to as a brick. However, a brick that is a true subset of a tile is not referred to as a tile.

* 1. **brick scan**: A specific sequential ordering of *CTUs* *partitioning* a *picture* in which the *CTUs* are ordered consecutively in *CTU* *raster scan* in a *brick*, *bricks* within a *tile* are ordered consecutively in a *raster scan* of the *bricks* of the *tile*, and *tiles* in a *picture* are ordered consecutively in a *raster scan* of the *tiles* of the *picture*.
  2. **byte**: A sequence of 8 bits, within which, when written or read as a sequence of bit values, the left-most and right-most bits represent the most and least significant bits, respectively.
  3. **byte-aligned**: A position in a *bitstream* is byte-aligned when the position is an integer multiple of 8 bits from the position of the first bit in the *bitstream*, and a bit or *byte* or *syntax element* is said to be byte-aligned when the position at which it appears in a *bitstream* is byte-aligned.
  4. **byte stream**: An encapsulation of a *NAL unit stream* containing *start code prefixes* and *NAL units* as specified in Annex B.
  5. **can**: A term used to refer to behaviour that is allowed, but not necessarily required*.*
  6. **chroma**: An adjective, represented by the symbols Cb and Cr, specifying that a sample array or single sample is representing one of the two colour difference signals related to the primary colours.

NOTE – The term chroma is used rather than the term chrominance in order to avoid the implication of the use of linear light transfer characteristics that is often associated with the term chrominance.

* 1. **clean random access (CRA) access unit**: An *access unit* in which the *coded picture* is a *CRA picture*.
  2. **clean random access (CRA) picture**: An *IRAP picture* for which each *VCL NAL unit* has nal\_unit\_type equal to CRA\_NUT.

NOTE – A CRA picture does not refer to any pictures other than itself for inter prediction in its decoding process, and may be the first picture in the bitstream in decoding order, or may appear later in the bitstream. A CRA picture may have associated RADL or RASL pictures. When a CRA picture has NoIncorrectPicOutputFlag equal to 1, the associated RASL pictures are not output by the decoder, because they may not be decodable, as they may contain references to pictures that are not present in the bitstream.

* 1. **coded layer video sequence (CLVS)**: A sequence of *layer* *access units* that consists, in *decoding order*, of a *CLVSS layer access unit*, followed by zero or more *layer* *access* *units* that are not *CLVSS layer access units*, including all subsequent *layer* *access units* up to but not including any subsequent *layer* *access unit* that is a *CLVSS layer* *access unit*.

NOTE – A CLVSS layer access unit may be an IDR layer access unit, a CRA layer access unit, or a GDR layer access unit. The value of NoIncorrectPicOutputFlag is equal to 1 for each IDR layer access unit, and each CRA layer access unit that has HandleCraAsCvsStartFlag equal to 1, and each CRA or GDR layer access unit that is the first layer access unit in the layer of the bitstream in decoding order or the first layer access unit in the layer of the bitstream that follows an end of sequence NAL unit in decoding order.

* 1. **coded layer video sequence start (CLVSS) layer access unit**: A *layer* *access unit* in which the *coded picture* is a *CLVSS picture*.
  2. **coded layer video sequence start (CLVSS) picture**: A *coded picture* that is an *IRAP picture* with NoIncorrectPicOutputFlag equal to 1 or a *GDR picture* with NoIncorrectPicOutputFlag equal to 1.
  3. **coded picture**: A *coded representation* of a *picture* comprising *VCL NAL units* with a particular value of nuh\_layer\_id within an *access unit* and containing all *CTUs* of the *picture*.
  4. **coded picture buffer (CPB)**: A first-in first-out buffer containing *decoding units* in *decoding order* specified in the *hypothetical reference decoder* in Annex C.
  5. **coded representation**: A data element as represented in its coded form.
  6. **coded video sequence (CVS)**: A sequence of *access units* that consists, in *decoding order*, of a *CVSS access unit*, followed by zero or more *access* *units* that are not *CVSS access units*, including all subsequent *access units* up to but not including any subsequent *access unit* that is a *CVSS access unit*.
  7. **coded video sequence start (CVSS) access unit**: An *access unit* in which the *coded picture* in each present *layer* *access unit* is a *CLVSS picture*.
  8. **coding block**: An MxN *block* of samples for some values of M and N such that the division of a *CTB* into *coding blocks* is a *partitioning*.
  9. **coding tree block (CTB)**: An NxN *block* of samples for some value of N such that the division of a *component* into *CTBs* is a *partitioning*.
  10. **coding tree unit (CTU)**: A *CTB* of *luma* samples, two corresponding *CTBs* of *chroma* samples of a *picture* that has three sample arrays, or a *CTB* of samples of a monochrome *picture* or a *picture* that is coded using three separate colour planes and *syntax structures* used to code the samples.
  11. **coding unit (CU)**: A *coding block* of *luma* samples, two corresponding *coding blocks* of *chroma* samples of a *picture* that has three sample arrays, or a *coding block* of samples of a monochrome *picture* or a *picture* that is coded using three separate colour planes and *syntax structures* used to code the samples.
  12. **component**: An array or single sample from one of the three arrays (*luma* and two *chroma*) that compose a *picture* in 4:2:0, 4:2:2, or 4:4:4 colour format or the array or a single sample of the array that compose a *picture* in monochrome format.
  13. **context variable**: A variable specified for the *adaptive binary arithmetic decoding* *process* of a *bin* by an equation containing recently decoded *bins*.
  14. **deblocking filter**: A filtering process that is applied as part of the the *decoding process* in order to minimize the appearance of visual artefacts at the boundaries between *blocks*.
  15. **decoded picture**: A *picture* produced by applying the *decoding process* to a *coded picture*.
  16. **decoder**: An embodiment of a *decoding process*.
  17. **decoding order**: The order in which *syntax elements* are processed by the *decoding process*.
  18. **decoding process**: The process specified in this Specification that reads a *bitstream* and derives *decoded* *pictures* from it.
  19. **decoding unit**: An *access unit* if DecodingUnitHrdFlag is equal to 0 or a subset of an *access unit* otherwise, consisting of one or more *VCL NAL units* in an *access unit* and the *associated non-VCL NAL units*.
  20. **emulation prevention byte**: A *byte* equal to 0x03 that is present within a *NAL unit* when the *syntax elements* of the *bitstream* form certain patterns of *byte* values in a manner that ensures that no sequence of consecutive *byte-aligned* *bytes* in the *NAL unit* can contain a *start code prefix*.
  21. **encoder**: An embodiment of an *encoding process*.
  22. **encoding process**: A process not specified in this Specification that produces a *bitstream* conforming to this Specification.
  23. **flag**: A variable or single-bit *syntax element* that can take one of the two possible values: 0 and 1.
  24. **frequency index**: A one-dimensional or two-dimensional index associated with a *transform coefficient* prior to the application of a *transform* in the *decoding process.*
  25. **gradual decoding refresh (GDR) access unit**: An *access unit* in which the *coded picture* in each present *layer access unit* is a *GDR picture*.
  26. **gradual decoding refresh (GDR) layer access unit**: A *layer* *access unit* in which the *coded picture* is a *GDR picture*.
  27. **gradual decoding refresh (GDR) picture:** A *picture* for which each VCL NAL unit has nal\_unit\_type equal to GDR\_NUT.
  28. **informative**: A term used to refer to content provided in this Specification that does not establish any mandatory requirements for conformance to this Specification and thus is not considered an integral part of this Specification.
  29. **instantaneous decoding refresh (IDR) layer access unit**: A *layer* *access unit* in which the *coded picture* is an *IDR picture*.
  30. **instantaneous decoding refresh (IDR) picture**: An *IRAP* *picture* for which each *VCL NAL unit* has nal\_unit\_type equal to IDR\_W\_RADL or IDR\_N\_LP.

NOTE – An IDR picture does not refer to any pictures other than itself for inter prediction in its decoding process, and may be the first picture in the bitstream in decoding order, or may appear later in the bitstream. Each IDR picture is the first picture of a CVS in decoding order. When an IDR picture for which each VCL NAL unit has nal\_unit\_type equal to IDR\_W\_RADL, it may have associated RADL pictures. When an IDR picture for which each VCL NAL unit has nal\_unit\_type equal to IDR\_N\_LP, it does not have any associated leading pictures. An IDR picture does not have associated RASL pictures.

* 1. **inter-layer reference picture (ILRP)**: A *picture* in the same *access unit* with the *current picture*, with nuh\_layer\_id less than the nuh\_layer\_id of the *current picture*, and is marked as "used for long-term reference".
  2. **inter coding**: Coding of a *coding block*, *slice*, or *picture* that uses *inter prediction*.
  3. **inter prediction**: A *prediction* derived in a manner that is dependent on data elements (e.g., sample values or motion vectors) of one or more *reference* *pictures*.
  4. **intra block copy (IBC) prediction**: A *prediction* derived in a manner that is dependent on data elements (e.g., sample values or block vectors) of the same decoded *slice* without referring to a *reference picture*.
  5. **intra coding**: Coding of a *coding block, slice*, or *picture* that uses *intra prediction*.
  6. **intra prediction**: A *prediction* derived from only data elements (e.g., sample values) of the same decoded *slice* without referring to a *reference picture*.
  7. **intra random access point (IRAP) access unit**: An *access unit* in which the *coded picture* in each present *layer access unit* is an *IRAP picture*.
  8. **intra random access point (IRAP) layer access unit**: A *layer access unit* in which the *coded picture* is an *IRAP picture*.
  9. **intra random access point (IRAP) picture**: A *coded picture* for which each *VCL NAL unit* has nal\_unit\_type in the range of IDR\_W\_RADL to CRA\_NUT, inclusive.

NOTE – An IRAP picture does not refer to any pictures other than itself for inter prediction in its decoding process, and may be a CRA picture or an IDR picture. The first picture in the bitstream in decoding order must be an IRAP or GDR picture. Provided the necessary parameter sets are available when they need to be referred, the IRAP picture and all subsequent non-RASL pictures in the CVS in decoding order can be correctly decoded without performing the decoding process of any pictures that precede the IRAP picture in decoding order.

* 1. **intra (I) slice**: A *slice* that is decoded using *intra prediction* only.
  2. **layer**: A set of *VCL NAL units* that all have a particular value of nuh\_layer\_id and the *associated non-VCL NAL units*.
  3. **layer access unit**: A set of *NAL units* for which the VCL NAL units all have a particular value of nuh\_layer\_id, that are associated with each other according to a specified classification rule, that are consecutive in *decoding order,* and that contain exactly one *coded picture.*
  4. **leading picture**: A *picture* that that is in the same *layer* as the *associated IRAP picture* and precedes the *associated* *IRAP picture* in *output order*.
  5. **leaf**: A terminating node of a tree that is a root node of a tree of depth 0.
  6. **level**: A defined set of constraints on the values that may be taken by the *syntax elements* and variables of this Specification, or the value of a *transform coefficient* prior to *scaling*.

NOTE – The same set of levels is defined for all profiles, with most aspects of the definition of each level being in common across different profiles. Individual implementations may, within the specified constraints, support a different level for each supported profile.

* 1. **list 0 (list 1) motion vector**: A *motion vector* associated with a *reference index* pointing into *reference picture list 0* (*list 1*).
  2. **list 0 (list 1) prediction**: *Inter prediction* of the content of a *slice* using a *reference index* pointing into *reference picture list 0* (*list 1*).
  3. **LMCS APS**: An *APS* that controls the *LMCS* process.
  4. **long-term reference picture (LTRP)**: A *picture* that is marked as "used for long-term reference".
  5. **luma**: An adjective, represented by the symbol or subscript Y or L, specifying that a sample array or single sample is representing the monochrome signal related to the primary colours.

NOTE – The term luma is used rather than the term luminance in order to avoid the implication of the use of linear light transfer characteristics that is often associated with the term luminance. The symbol L is sometimes used instead of the symbol Y to avoid confusion with the symbol y as used for vertical location.

* 1. **luma mapping with chroma scaling (LMCS)**: A process that is applied as part of the the *decoding process* that maps *luma* samples to particular values and may apply a scaling operation to the values of *chroma* samples.
  2. **may**: A term that is used to refer to behaviour that is allowed, but not necessarily required*.*

NOTE – In some places where the optional nature of the described behaviour is intended to be emphasized, the phrase "may or may not" is used to provide emphasis.

* 1. **motion vector**: A two-dimensional vector used for *inter prediction* that provides an offset from the coordinates in the *decoded picture* to the coordinates in a *reference picture*.
  2. **multi-type tree**: A *tree* in which a parent node can be split either into two child nodes using a *binary split* or into three child nodes using a *ternary split*, each of which may become parent node for another split into either two or three child nodes.
  3. **must**: A term that is used in expressing an observation about a requirement or an implication of a requirement that is specified elsewhere in this Specification (used exclusively in an *informative* context).
  4. **network abstraction layer (NAL) unit**: A *syntax structure* containing an indication of the type of data to follow and *bytes* containing that data in the form of an *RBSP* interspersed as necessary with *emulation prevention bytes*.
  5. **network abstraction layer (NAL) unit stream**: A sequence of *NAL units*.
  6. **note**: A term that is used to prefix *informative* remarks (used exclusively in an *informative* context).
  7. **output order**: The order in which the *decoded* *pictures* are output from the *decoded picture buffer* (for the *decoded pictures* that are to be output from the *decoded picture buffer*).
  8. **parameter**: A *syntax element* of a *sequence parameter set (SPS)* or *picture parameter set (PPS)*, or the second word of the defined term *quantization parameter*.
  9. **partitioning**: The division of a set into subsets such that each element of the set is in exactly one of the subsets.
  10. **picture**: An array of *luma* samples in monochrome format or an array of *luma* samples and two corresponding arrays of *chroma* samples in 4:2:0, 4:2:2, and 4:4:4 colour format.

NOTE – A picture may be either a frame or a field. However, in one CVS, either all pictures are frames or all pictures are fields.

* 1. **picture parameter set (PPS)**: A *syntax structure* containing *syntax elements* that apply to zero or more entire *coded pictures* as determined by a *syntax element* found in each *slice header.*
  2. **picture order count (POC)**: A variable that is associated with each *picture*, uniquely identifies the associated *picture* among all *pictures* in the *CLVS*, and, when the associated *picture* is to be output from the *decoded picture buffer*, indicates the position of the associated *picture* in *output order* relative to the *output order* positions of the other *pictures* in the same *CLVS* that are to be output from the *decoded picture buffer*.
  3. **prediction**: An embodiment of the *prediction process*.
  4. **prediction process**: The use of a *predictor* to provide an estimate of the data element (e.g., sample value or motion vector) currently being decoded.
  5. **predictive (P) slice**: A *slice* that is decoded using *intra* *prediction* or using *inter prediction* with at most one *motion vector* and *reference index* to *predict* the sample values of each *block*.
  6. **predictor**: A combination of specified values or previously decoded data elements (e.g., sample value or motion vector) used in the *decoding process* of subsequent data elements.
  7. **profile**: A specified subset of the syntax of this Specification.
  8. **quadtree**: A *tree* in which a parent node can be split into four child nodes, each of which may become parent node for another split into four child nodes.
  9. **quantization parameter**: A variable used by the *decoding process* for *scaling* of *transform coefficient levels*.
  10. **random access**: The act of starting the decoding process for a *bitstream* at a point other than the beginning of the stream.
  11. **random access decodable leading (RADL) layer access unit**: A *layer* *access unit* in which the *coded picture* is a *RADL picture*.
  12. **random access decodable leading (RADL) picture**: A *coded picture* for which each *VCL NAL unit* has nal\_unit\_type equal to RADL\_NUT.

NOTE – All RADL pictures are leading pictures. RADL pictures are not used as reference pictures for the decoding process of trailing pictures of the same associated IRAP picture. When present, all RADL pictures precede, in decoding order, all trailing pictures of the same associated IRAP picture.

* 1. **random access skipped leading (RASL) layer access unit**: A *layer* *access unit* in which the *coded picture* is a *RASL picture.*
  2. **random access skipped leading (RASL) picture**: A *coded picture* for which each *VCL NAL unit* has nal\_unit\_type equal to RASL\_NUT.

NOTE – All RASL pictures are leading pictures of an associated CRA picture. When the associated CRA picture has NoIncorrectPicOutputFlag equal to 1, the RASL picture is not output and may not be correctly decodable, as the RASL picture may contain references to pictures that are not present in the bitstream. RASL pictures are not used as reference pictures for the decoding process of non-RASL pictures. When present, all RASL pictures precede, in decoding order, all trailing pictures of the same associated CRA picture.

* 1. **raster scan**: A mapping of a rectangular two-dimensional pattern to a one-dimensional pattern such that the first entries in the one-dimensional pattern are from the first top row of the two-dimensional pattern scanned from left to right, followed similarly by the second, third, etc., rows of the pattern (going down) each scanned from left to right.
  2. **raw byte sequence payload (RBSP)**: A *syntax structure* containing an integer number of *bytes* that is encapsulated in a *NAL unit* and that is either empty or has the form of a *string of data bits* containing *syntax elements* followed by an *RBSP stop bit* and zero or more subsequent bits equal to 0.
  3. **raw byte sequence payload (RBSP) stop bit**: A bit equal to 1 present within a *raw byte sequence payload (RBSP)* after a *string of data bits*, for which the location of the end within an *RBSP* can be identified by searching from the end of the *RBSP* for the *RBSP stop bit*, which is the last non-zero bit in the *RBSP.*
  4. **reference index**: An index into a *reference picture list*.
  5. **reference picture**: A *picture* that is a *short-term reference picture*, a *long-term reference picture,* or an *inter-layer reference picture*.

NOTE – A reference picture contains samples that may be used for inter prediction in the decoding process of subsequent pictures in decoding order.

* 1. **reference picture list**: A list of *reference pictures* that is used for *inter prediction* of a *P* or *B slice.*

NOTE – Two reference picture lists, reference picture list 0 and reference picture list 1, are generated for each slice of a non-IDR picture. The set of unique pictures referred to by all entries in the two reference picture lists associated with a picture consists of all reference pictures that may be used for inter prediction of the associated picture or any picture following the associated picture in decoding order. For the decoding process of a P slice, only reference picture list 0 is used for inter prediction. For the decoding process of a B slice, both reference picture list 0 and reference picture list 1 are used for inter prediction. For decoding the slice data of an I slice, no reference picture list is used for for inter prediction.

* 1. **reference picture list 0**: The *reference picture list* used for *inter prediction* of a *P* or the first *reference picture list* used for *inter prediction* of a *B* *slice*.
  2. **reference picture list 1**: The second *reference picture list* used for *inter prediction* of a *B slice*.
  3. **reserved**: A term that may be used to specify that some values of a particular *syntax element* are for future use by ITU-T | ISO/IEC and shall not be used in *bitstreams* conforming to this version of this Specification, but may be used in bitstreams conforming to future extensions of this Specification by ITU‑T | ISO/IEC.
  4. **residual**: The decoded difference between a *prediction* of a sample or data element and its decoded value.
  5. **scaling**: The process of multiplying *transform coefficient levels* by a factor, resulting in *transform coefficients*.
  6. **scaling list**: A list that associates each *frequency index* with a scale factor for the *scaling* process.
  7. **scaling list APS**: An *APS* with syntax elements used to construct the *scaling lists*.
  8. **sequence parameter set (SPS)**: A *syntax structure* containing *syntax elements* that apply to zero or more entire *CVSs* as determined by the content of a *syntax element* found in the *PPS* referred to by a *syntax element* found in each *slice header.*
  9. **shall**: A term used to express mandatory requirements for conformance to this Specification.

NOTE – When used to express a mandatory constraint on the values of syntax elements or on the results obtained by operation of the specified decoding process, it is the responsibility of the encoder to ensure that the constraint is fulfilled. When used in reference to operations performed by the decoding process, any decoding process that produces identical cropped decoded pictures to those output from the decoding process described in this Specification conforms to the decoding process requirements of this Specification.

* 1. **short-term reference picture (STRP)**: A *picture* with nuh\_layer\_id equal to the nuh\_layer\_id of the current picture and that is marked as "used for short-term reference".
  2. **should**: A term used to refer to behaviour of an implementation that is encouraged to be followed under anticipated ordinary circumstances, but is not a mandatory requirement for conformance to this Specification.
  3. **slice**: An integer number of *bricks* of a *picture* that are exclusivelycontained in a single *NAL unit*.

NOTE – A slice consists of either a number of complete tiles or only a consecutive sequence of complete bricks of one tile.

* 1. **slice header**: A part of a coded *slice* containing the data elements pertaining to the first or all *bricks* represented in the *slice*.
  2. **source**: A term used to describe the video material or some of its attributes before encoding.
  3. **start code prefix**: A unique sequence of three *bytes* equal to 0x000001 embedded in the *byte stream* as a prefix to each *NAL unit*.

NOTE – The location of a start code prefix can be used by a decoder to identify the beginning of a new NAL unit and the end of a previous NAL unit. Emulation of start code prefixes is prevented within NAL units by the inclusion of emulation prevention bytes.

* 1. **step-wise temporal sub-layer access (STSA) layer access unit**: A *layer* *access unit* in which the *coded picture* is an *STSA picture*.
  2. **step-wise temporal sub-layer access (STSA) picture**: A *coded picture* for which each *VCL NAL unit* has nal\_unit\_type equal to STSA\_NUT.

NOTE – An STSA picture does not use pictures with the same TemporalId as the STSA picture for inter prediction reference. Pictures following an STSA picture in decoding order with the same TemporalId as the STSA picture do not use pictures prior to the STSA picture in decoding order with the same TemporalId as the STSA picture for inter prediction reference. An STSA picture enables up-switching, at the STSA picture, to the sub-layer containing the STSA picture, from the immediately lower sub-layer. STSA pictures must have TemporalId greater than 0.

* 1. **string of data bits (SODB)**: A sequence of some number of bits representing *syntax elements* present within a *raw byte sequence payload* prior to the *raw byte sequence payload stop bit*, where the left-most bit is considered to be the first and most significant bit, and the right-most bit is considered to be the last and least significant bit.
  2. **sub-bitstream extraction process**: A specified process by which *NAL units* in a *bitstream* that do not belong to a target set, determined by a target highest TemporalId and a target LayerId, are removed from the *bitstream*, with the output sub-bitstream consisting of the NAL units in the *bitstream* that belong to the target set.
  3. **sub-layer**: A temporal scalable layer of a temporal scalable *bitstream*, consisting of *VCL NAL units* with a particular value of the TemporalId variable and the associated *non-VCL NAL units*.
  4. **sub-layer representation**: A subset of the *bitstream* consisting of *NAL units* of a particular *sub-layer* and the lower *sub-layers*.
  5. **subpicture:** An rectangular region of one or more *slices* within a *picture*.
  6. **supplemental enhancement information (SEI) message**: A *syntax structure* with specified semantics that conveys information that is not needed by the *decoding process* in order to determine the values of the samples in *decoded pictures*.
  7. **syntax element**: An element of data represented in the *bitstream*.
  8. **syntax structure**: Zero or more *syntax elements* present together in the *bitstream* in a specified order*.*
  9. **ternary split**: A split of a rectangular MxN *block* of samples into three *blocks* where a vertical split results in a first (M / 4)xN *block*, a second (M / 2)xN *block*, a third (M / 4)xN *block*, and a horizontal split results in a first Mx(N / 4) *block*, a second Mx(N / 2) *block*, a third Mx(N / 4) *block*.
  10. **tier**: A specified category of *level* constraints imposed on values of the *syntax elements* in the *bitstream*, where the *level* constraints are nested within a *tier* and a *decoder* conforming to a certain *tier* and *level* would be capable of decoding all *bitstreams* that conform to the same *tier* or the lower *tier* of that *level* or any *level* below it.
  11. **tile**: A rectangular region of *CTUs* within a particular *tile column* and a particular *tile row* in a *picture*.
  12. **tile column**: A rectangular region of *CTUs* having a height equal to the height of the *picture* and a width specified by *syntax elements* in the *picture parameter set*.
  13. **tile row**: A rectangular region of *CTUs* having a height specified by *syntax elements* in the *picture parameter set* and a width equal to the width of the *picture*.
  14. **tile scan**: A specific sequential ordering of *CTUs* *partitioning* a *picture* in which the *CTUs* are ordered consecutively in *CTU* *raster scan* in a *tile* whereas *tiles* in a *picture* are ordered consecutively in a *raster scan* of the *tiles* of the *picture*.
  15. **trailing picture**: A non-IRAP *picture* that follows the *associated IRAP picture* in *output order* and that is not an STSA picture.

NOTE – Trailing pictures associated with an IRAP picture also follow the IRAP picture in decoding order. Pictures that follow the associated IRAP picture in output order and precede the associated IRAP picture in decoding order are not allowed.

* 1. **transform**: A part of the *decoding process* by which a *block* of *transform coefficients* is converted to a *block* of spatial-domain values.
  2. **transform block**: A rectangular MxN *block* of samples resulting from a *transform* in the *decoding process*.
  3. **transform coefficient**: A scalar quantity, considered to be in a frequency domain, that is associated with a particular one-dimensional or two-dimensional *frequency index* in a *transform* in the *decoding process*.
  4. **transform coefficient level**: An integer quantity representing the value associated with a particular two‑dimensional frequency index in the *decoding process* prior to *scaling* for computation of a *transform coefficient* value.
  5. **transform unit (TU)**: A *transform block* of *luma* samples and two corresponding *transform blocks* of *chroma* samples of a *picture* and *syntax structures* used to transform the *transform block* samples.
  6. **tree**: A tree is a finite set of nodes with a unique root node.
  7. **unspecified**: A term that may be used to specify some values of a particular *syntax element* to indicate that the values have no specified meaning in this Specification and will not have a specified meaning in the future as an integral part of future versions of this Specification.
  8. **video coding layer (VCL) NAL unit**: A collective term for *coded slice NAL units* and the subset of *NAL units* that have *reserved* values of nal\_unit\_type that are classified as VCL NAL units in this Specification.

# Abbreviations

For the purposes of this Recommendation | International Standard, the following abbreviations apply.

ALF Adaptive Loop Filter

AMVR Adaptive Motion Vector Resolution

APS Adaptation Parameter Set

B Bi-predictive

BCW Bi-prediction with CU-level Weights

BDOF Bi-Directional Optical Flow

BDPCM Block-based Delta Pulse Code Modulation

CABAC Context-based Adaptive Binary Arithmetic Coding

CB Coding Block

CBR Constant Bit Rate

CPB Coded Picture Buffer

CRA Clean Random Access

CRC Cyclic Redundancy Check

CTB Coding Tree Block

CTU Coding Tree Unit

CU Coding Unit

CVS Coded Video Sequence

DPB Decoded Picture Buffer

DPS Decoding Parameter Set

DRAP Dependent Random Access Point

EG Exponential-Golomb

EGk k-th order Exponential-Golomb

FCC Federal Communications Commission (of the United States)

FIFO First-In, First-Out

FIR Finite Impulse Response

FL Fixed-Length

GBR Green, Blue and Red

GDR Gradual Decoding Refresh

I Intra

IBC Intra Block Copy

IDR Instantaneous Decoding Refresh

ILRP Inter-Layer Reference Picture

IRAP Intra Random Access Point

LFNST Low Frequency Non-Separable Transform

LPS Least Probable Symbol

LSB Least Significant Bit

LTRP Long-Term Reference Picture

LMCS Luma Mapping with Chroma Scaling

MIP Matrix-based Intra Prediction

MPS Most Probable Symbol

MSB Most Significant Bit

MTS Multiple Transform Selection

MVP Motion Vector Prediction

NAL Network Abstraction Layer

NTSC National Television System Committee (of the United States)

P Predictive

POC Picture Order Count

PPS Picture Parameter Set

PROF Prediction Refinement with Optical Flow

QP Quantization Parameter

RADL Random Access Decodable Leading (Picture)

RASL Random Access Skipped Leading (Picture)

RBSP Raw Byte Sequence Payload

RGB Same as GBR

RPS Reference Picture Set

SAO Sample Adaptive Offset

SAR Sample Aspect Ratio

SEI Supplemental Enhancement Information

SMPTE Society of Motion Picture and Television Engineers

SODB String Of Data Bits

SPS Sequence Parameter Set

STRP Short-Term Reference Picture

STSA Step-wise Temporal Sub-layer Access

TR Truncated Rice

UCS Universal Coded Character Set

UTF UCS Transmission Format

VBR Variable Bit Rate

VCL Video Coding Layer

VPS Video Parameter Set

# Conventions

## General

NOTE – The mathematical operators used in this Specification are similar to those used in the C programming language. However, the results of integer division and arithmetic shift operations are defined more precisely, and additional operations are defined, such as exponentiation and real-valued division. Numbering and counting conventions generally begin from 0, e.g., "the first" is equivalent to the 0-th, "the second" is equivalent to the 1-th, etc.

## Arithmetic operators

The following arithmetic operators are defined as follows:

|  |  |
| --- | --- |
| + | Addition |
| − | Subtraction (as a two-argument operator) or negation (as a unary prefix operator) |
| \* | Multiplication, including matrix multiplication |
| xy | Exponentiation. Specifies x to the power of y. In other contexts, such notation is used for superscripting not intended for interpretation as exponentiation. |
| / | Integer division with truncation of the result toward zero. For example, 7 / 4 and −7 / −4 are truncated to 1 and −7 / 4 and 7 / −4 are truncated to −1. |
| ÷ | Used to denote division in mathematical equations where no truncation or rounding is intended. |
|  | Used to denote division in mathematical equations where no truncation or rounding is intended. |
|  | The summation of f( i ) with i taking all integer values from x up to and including y. |
| x % y | Modulus. Remainder of x divided by y, defined only for integers x and y with x >= 0 and y > 0. |

## Logical operators

The following logical operators are defined as follows:

x && y Boolean logical "and" of x and y

x | | y Boolean logical "or" of x and y

! Boolean logical "not"

x ? y : z If x is TRUE or not equal to 0, evaluates to the value of y; otherwise, evaluates to the value of z.

## Relational operators

The following relational operators are defined as follows:

> Greater than

>= Greater than or equal to

< Less than

<= Less than or equal to

= = Equal to

!= Not equal to

When a relational operator is applied to a syntax element or variable that has been assigned the value "na" (not applicable), the value "na" is treated as a distinct value for the syntax element or variable. The value "na" is considered not to be equal to any other value.

## Bit-wise operators

The following bit-wise operators are defined as follows:

& Bit-wise "and". When operating on integer arguments, operates on a two's complement representation of the integer value. When operating on a binary argument that contains fewer bits than another argument, the shorter argument is extended by adding more significant bits equal to 0.

| Bit-wise "or". When operating on integer arguments, operates on a two's complement representation of the integer value. When operating on a binary argument that contains fewer bits than another argument, the shorter argument is extended by adding more significant bits equal to 0.

^ Bit-wise "exclusive or". When operating on integer arguments, operates on a two's complement representation of the integer value. When operating on a binary argument that contains fewer bits than another argument, the shorter argument is extended by adding more significant bits equal to 0.

x >> y Arithmetic right shift of a two's complement integer representation of x by y binary digits. This function is defined only for non-negative integer values of y. Bits shifted into the most significant bits (MSBs) as a result of the right shift have a value equal to the MSB of x prior to the shift operation.

x << y Arithmetic left shift of a two's complement integer representation of x by y binary digits. This function is defined only for non-negative integer values of y. Bits shifted into the least significant bits (LSBs) as a result of the left shift have a value equal to 0.

## Assignment operators

The following arithmetic operators are defined as follows:

= Assignment operator

+ + Increment, i.e., *x*+ + is equivalent to *x* = *x* + 1; when used in an array index, evaluates to the value of the variable prior to the increment operation.

− − Decrement, i.e., *x*− − is equivalent to *x* = *x* − 1; when used in an array index, evaluates to the value of the variable prior to the decrement operation.

+= Increment by amount specified, i.e., x += 3 is equivalent to x = x + 3, and x += (−3) is equivalent to x = x + (−3).

−= Decrement by amount specified, i.e., x −= 3 is equivalent to x = x − 3, and x −= (−3) is equivalent to x = x − (−3).

## Range notation

The following notation is used to specify a range of values:

x = y..z x takes on integer values starting from y to z, inclusive, with x, y, and z being integer numbers and z being greater than y.

## Mathematical functions

The following mathematical functions are defined:

Abs( x ) = (5‑1)

Asin( x ) the trigonometric inverse sine function, operating on an argument x that is  
in the range of −1.0 to 1.0, inclusive, with an output value in the range of   
−π÷2 to π÷2, inclusive, in units of radians (5‑2)

Atan( x ) the trigonometric inverse tangent function, operating on an argument x, with  
an output value in the range of −π÷2 to π÷2, inclusive, in units of radians (5‑3)

Atan2( y, x ) = (5‑4)

Ceil( x ) the smallest integer greater than or equal to x. (5‑5)

Clip1Y( x ) = Clip3( 0, ( 1 << BitDepthY ) − 1, x ) (5‑6)

Clip1C( x ) = Clip3( 0, ( 1 << BitDepthC ) − 1, x ) (5‑7)

Clip3( x, y, z ) = (5‑8)

ClipH( o, W, x ) = (5‑9)

Cos( x ) the trigonometric cosine function operating on an argument x in units of radians. (5‑10)

Floor( x ) the largest integer less than or equal to x. (5‑11)

GetCurrMsb( a, b, c, d ) = (5‑12)

Ln( x ) the natural logarithm of x (the base-e logarithm, where e is the natural logarithm base constant 2.718 281 828...). (5‑13)

Log2( x ) the base-2 logarithm of x. (5‑14)

Log10( x ) the base-10 logarithm of x. (5‑15)

Min( x, y ) = (5‑16)

Max( x, y ) = (5‑17)

Round( x ) = Sign( x ) \* Floor( Abs( x ) + 0.5 ) (5‑18)

Sign( x ) = (5‑19)

Sin( x ) the trigonometric sine function operating on an argument x in units of radians (5‑20)

Sqrt( x ) = (5‑21)

Swap( x, y ) = ( y, x ) (5‑22)

Tan( x ) the trigonometric tangent function operating on an argument x in units of radians (5‑23)

## Order of operation precedence

When order of precedence in an expression is not indicated explicitly by use of parentheses, the following rules apply:

– Operations of a higher precedence are evaluated before any operation of a lower precedence.

– Operations of the same precedence are evaluated sequentially from left to right.

Table 5‑1 specifies the precedence of operations from highest to lowest; a higher position in the table indicates a higher precedence.

NOTE – For those operators that are also used in the C programming language, the order of precedence used in this Specification is the same as used in the C programming language.

Table 5‑1 – Operation precedence from highest (at top of table) to lowest (at bottom of table)

|  |
| --- |
| **operations (with operands x, y, and z)** |
| "x++", "x− −" |
| "!x", "−x" (as a unary prefix operator) |
| xy |
| "x \* y", "x / y", "x ÷ y", "", "x % y" |
| "x + y", "x − y" (as a two-argument operator), "" |
| "x  <<  y", "x  >>  y" |
| "x < y", "x  <=  y", "x > y", "x  >=  y" |
| "x  = =  y", "x  !=  y" |
| "x & y" |
| "x | y" |
| "x  &&  y" |
| "x  | |  y" |
| "x ? y : z" |
| "x..y" |
| "x = y", "x  +=  y", "x  −=  y" |

## Variables, syntax elements and tables

Syntax elements in the bitstream are represented in **bold** type. Each syntax element is described by its name (all lower case letters with underscore characters), and one descriptor for its method of coded representation. The decoding process behaves according to the value of the syntax element and to the values of previously decoded syntax elements. When a value of a syntax element is used in the syntax tables or the text, it appears in regular (i.e., not bold) type.

In some cases the syntax tables may use the values of other variables derived from syntax elements values. Such variables appear in the syntax tables, or text, named by a mixture of lower case and upper case letter and without any underscore characters. Variables starting with an upper case letter are derived for the decoding of the current syntax structure and all depending syntax structures. Variables starting with an upper case letter may be used in the decoding process for later syntax structures without mentioning the originating syntax structure of the variable. Variables starting with a lower case letter are only used within the clause in which they are derived.

In some cases, "mnemonic" names for syntax element values or variable values are used interchangeably with their numerical values. Sometimes "mnemonic" names are used without any associated numerical values. The association of values and names is specified in the text. The names are constructed from one or more groups of letters separated by an underscore character. Each group starts with an upper case letter and may contain more upper case letters.

NOTE – The syntax is described in a manner that closely follows the C-language syntactic constructs.

Functions that specify properties of the current position in the bitstream are referred to as syntax functions. These functions are specified in clause 7.2 and assume the existence of a bitstream pointer with an indication of the position of the next bit to be read by the decoding process from the bitstream. Syntax functions are described by their names, which are constructed as syntax element names and end with left and right round parentheses including zero or more variable names (for definition) or values (for usage), separated by commas (if more than one variable).

Functions that are not syntax functions (including mathematical functions specified in clause 5.8) are described by their names, which start with an upper case letter, contain a mixture of lower and upper case letters without any underscore character, and end with left and right parentheses including zero or more variable names (for definition) or values (for usage) separated by commas (if more than one variable).

A one-dimensional array is referred to as a list. A two-dimensional array is referred to as a matrix. Arrays can either be syntax elements or variables. Subscripts or square parentheses are used for the indexing of arrays. In reference to a visual depiction of a matrix, the first subscript is used as a row (vertical) index and the second subscript is used as a column (horizontal) index. The indexing order is reversed when using square parentheses rather than subscripts for indexing. Thus, an element of a matrix s at horizontal position x and vertical position y may be denoted either as s[ x ][ y ] or as syx. A single column of a matrix may be referred to as a list and denoted by omission of the row index. Thus, the column of a matrix s at horizontal position x may be referred to as the list s[ x ].

A specification of values of the entries in rows and columns of an array may be denoted by { {...} {...} }, where each inner pair of brackets specifies the values of the elements within a row in increasing column order and the rows are ordered in increasing row order. Thus, setting a matrix s equal to { { 1 6 } { 4 9 }} specifies that s[ 0 ][ 0 ] is set equal to 1, s[ 1 ][ 0 ] is set equal to 6, s[ 0 ][ 1 ] is set equal to 4, and s[ 1 ][ 1 ] is set equal to 9.

Binary notation is indicated by enclosing the string of bit values by single quote marks. For example, '01000001' represents an eight-bit string having only its second and its last bits (counted from the most to the least significant bit) equal to 1.

Hexadecimal notation, indicated by prefixing the hexadecimal number by "0x", may be used instead of binary notation when the number of bits is an integer multiple of 4. For example, 0x41 represents an eight-bit string having only its second and its last bits (counted from the most to the least significant bit) equal to 1.

Numerical values not enclosed in single quotes and not prefixed by "0x" are decimal values.

A value equal to 0 represents a FALSE condition in a test statement. The value TRUE is represented by any value different from zero.

## Text description of logical operations

In the text, a statement of logical operations as would be described mathematically in the following form:

if( condition 0 )  
 statement 0  
else if( condition 1 )  
 statement 1  
...  
else /\* informative remark on remaining condition \*/  
 statement n

may be described in the following manner:

... as follows / ... the following applies:

– If condition 0, statement 0

– Otherwise, if condition 1, statement 1

– ...

– Otherwise (informative remark on remaining condition), statement n

Each "If ... Otherwise, if ... Otherwise, ..." statement in the text is introduced with "... as follows" or "... the following applies" immediately followed by "If ... ". The last condition of the "If ... Otherwise, if ... Otherwise, ..." is always an "Otherwise, ...". Interleaved "If ... Otherwise, if ... Otherwise, ..." statements can be identified by matching "... as follows" or "... the following applies" with the ending "Otherwise, ...".

In the text, a statement of logical operations as would be described mathematically in the following form:

if( condition 0a && condition 0b )  
 statement 0  
else if( condition 1a | | condition 1b )  
 statement 1  
...  
else  
 statement n

may be described in the following manner:

... as follows / ... the following applies:

– If all of the following conditions are true, statement 0:

– condition 0a

– condition 0b

– Otherwise, if one or more of the following conditions are true, statement 1:

– condition 1a

– condition 1b

– ...

– Otherwise, statement n

In the text, a statement of logical operations as would be described mathematically in the following form:

if( condition 0 )  
 statement 0  
if( condition 1 )  
 statement 1

may be described in the following manner:

When condition 0, statement 0

When condition 1, statement 1

## Processes

Processes are used to describe the decoding of syntax elements. A process has a separate specification and invoking. All syntax elements and upper case variables that pertain to the current syntax structure and depending syntax structures are available in the process specification and invoking. A process specification may also have a lower case variable explicitly specified as input. Each process specification has explicitly specified an output. The output is a variable that can either be an upper case variable or a lower case variable.

When invoking a process, the assignment of variables is specified as follows:

– If the variables at the invoking and the process specification do not have the same name, the variables are explicitly assigned to lower case input or output variables of the process specification.

– Otherwise (the variables at the invoking and the process specification have the same name), assignment is implied.

In the specification of a process, a specific coding block may be referred to by the variable name having a value equal to the address of the specific coding block.

# Bitstream and picture formats, partitionings, scanning processes and neighbouring relationships

## Bitstream formats

This clause specifies the relationship between the network abstraction layer (NAL) unit stream and byte stream, either of which are referred to as the bitstream.

The bitstream can be in one of two formats: the NAL unit stream format or the byte stream format. The NAL unit stream format is conceptually the more "basic" type. It consists of a sequence of syntax structures called NAL units. This sequence is ordered in decoding order. There are constraints imposed on the decoding order (and contents) of the NAL units in the NAL unit stream.

The byte stream format can be constructed from the NAL unit stream format by ordering the NAL units in decoding order and prefixing each NAL unit with a start code prefix and zero or more zero-valued bytes to form a stream of bytes. The NAL unit stream format can be extracted from the byte stream format by searching for the location of the unique start code prefix pattern within this stream of bytes. Methods of framing the NAL units in a manner other than use of the byte stream format are outside the scope of this Specification. The byte stream format is specified in Annex B.

## Source, decoded and output picture formats

This clause specifies the relationship between source and decoded pictures that is given via the bitstream.

The video source that is represented by the bitstream is a sequence of pictures in decoding order.

The source and decoded pictures are each comprised of one or more sample arrays:

– Luma (Y) only (monochrome).

– Luma and two chroma (YCbCr or YCgCo).

– Green, blue, and red (GBR, also known as RGB).

– Arrays representing other unspecified monochrome or tri-stimulus colour samplings (for example, YZX, also known as XYZ).

For convenience of notation and terminology in this Specification, the variables and terms associated with these arrays are referred to as luma (or L or Y) and chroma, where the two chroma arrays are referred to as Cb and Cr; regardless of the actual colour representation method in use. The actual colour representation method in use can be indicated in syntax that is specified in Annex E.

The variables SubWidthC and SubHeightC are specified in Table 6‑1, depending on the chroma format sampling structure, which is specified through chroma\_format\_idc and separate\_colour\_plane\_flag. Other values of chroma\_format\_idc, SubWidthC and SubHeightC may be specified in the future by ITU‑T | ISO/IEC.

Table 6‑1 – SubWidthC and SubHeightC values derived from  
chroma\_format\_idc and separate\_colour\_plane\_flag

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **chroma\_format\_idc** | **separate\_colour\_plane\_flag** | **Chroma format** | **SubWidthC** | **SubHeightC** |
| 0 | 0 | Monochrome | 1 | 1 |
| 1 | 0 | 4:2:0 | 2 | 2 |
| 2 | 0 | 4:2:2 | 2 | 1 |
| 3 | 0 | 4:4:4 | 1 | 1 |
| 3 | 1 | 4:4:4 | 1 | 1 |

In monochrome sampling there is only one sample array, which is nominally considered the luma array.

In 4:2:0 sampling, each of the two chroma arrays has half the height and half the width of the luma array.

In 4:2:2 sampling, each of the two chroma arrays has the same height and half the width of the luma array.

In 4:4:4 sampling, depending on the value of separate\_colour\_plane\_flag, the following applies:

– If separate\_colour\_plane\_flag is equal to 0, each of the two chroma arrays has the same height and width as the luma array.

– Otherwise (separate\_colour\_plane\_flag is equal to 1), the three colour planes are separately processed as monochrome sampled pictures.

The number of bits necessary for the representation of each of the samples in the luma and chroma arrays in a video sequence is in the range of 8 to 16, inclusive, and the number of bits used in the luma array may differ from the number of bits used in the chroma arrays.

When the value of chroma\_format\_idc is equal to 1, the nominal vertical and horizontal relative locations of luma and chroma samples in pictures are shown in Figure 6‑1. Alternative chroma sample relative locations may be indicated in video usability information (see Annex E).
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Figure 6‑1 – Nominal vertical and horizontal locations of 4:2:0 luma and chroma samples in a picture

When the value of chroma\_format\_idc is equal to 2, the chroma samples are co-sited with the corresponding luma samples and the nominal locations in a picture are as shown in Figure 6‑2.
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Figure 6‑2 – Nominal vertical and horizontal locations of 4:2:2 luma and chroma samples in a picture

When the value of chroma\_format\_idc is equal to 3, all array samples are co-sited for all cases of pictures and the nominal locations in a picture are as shown in Figure 6‑3.
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Figure 6‑3 – Nominal vertical and horizontal locations of 4:4:4 luma and chroma samples in a picture

## Partitioning of pictures, subpictures, slices, tiles, bricks, and CTUs

### Partitioning of pictures into subpictures, slices, tiles, and bricks

This subclause specifies how a picture is partitioned into slices, tiles, and bricks.

A picture is divided into one or more tile rows and one or more tile columns. A tile is a sequence of CTUs that covers a rectangular region of a picture.

A tile is divided into one or more bricks, each of which consisting of a number of CTU rows within the tile.

A tile that is not partitioned into multiple bricks is also referred to as a brick. However, a brick that is a true subset of a tile is not referred to as a tile.

A slice either contains a number of tiles of a picture or a number of bricks of a tile.

A subpicture contains one or more slices that collectively cover a rectangular region of a picture.

Two modes of slices are supported, namely the raster-scan slice mode and the rectangular slice mode. In the raster-scan slice mode, a slice contains a sequence of tiles in a tile raster scan of a picture. In the rectangular slice mode, a slice contains a number of bricks of a picture that collectively form a rectangular region of the picture. The bricks within a rectangular slice are in the order of brick raster scan of the slice.

Figure 6‑4 shows an example of raster-scan slice partitioning of a picture, where the picture is divided into 12 tiles and 3 raster-scan slices.
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Figure 6‑4 – A picture with 18 by 12 luma CTUs that is partitioned into 12 tiles and 3 raster-scan slices (informative)

Figure 6‑5 shows an example of rectangular slice partitioning of a picture, where the picture is divided into 24 tiles (6 tile columns and 4 tile rows) and 9 rectangular slices.
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Figure 6‑5 – A picture with 18 by 12 luma CTUs that is partitioned into 24 tiles and 9 rectangular slices (informative)

Figure 6‑6 shows an example of a picture partitioned into tiles, bricks, and rectangular slices, where the picture is divided into 4 tiles (2 tile columns and 2 tile rows), 11 bricks (the top-left tile contains 1 brick, the top-right tile contains 5 bricks, the bottom-left tile contains 2 bricks, and the bottom-right tile contain 3 bricks), and 4 rectangular slices.
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Figure 6‑6 – A picture that is partitioned into 4 tiles, 11 bricks, and 4 rectangular slices (informative)

Figure 6‑7 shows an example of subpicture partitioning of a picture, where a picture is partitioned into 28 subpictures of varying dimensions.
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Figure 6‑7 – A picture with 28 subpictures (informative)

When a picture is coded using three separate colour planes (separate\_colour\_plane\_flag is equal to 1), a slice contains only CTUs of one colour component being identified by the corresponding value of colour\_plane\_id, and each colour component array of a picture consists of slices having the same colour\_plane\_id value. Coded slices with different values of colour\_plane\_id within a picture may be interleaved with each other under the constraint that for each value of colour\_plane\_id, the coded slice NAL units with that value of colour\_plane\_id shall be in the order of increasing CTU address in brick scan order for the first CTU of each coded slice NAL unit.

NOTE 1 – When separate\_colour\_plane\_flag is equal to 0, each CTU of a picture is contained in exactly one slice. When separate\_colour\_plane\_flag is equal to 1, each CTU of a colour component is contained in exactly one slice (i.e., information for each CTU of a picture is present in exactly three slices and these three slices have different values of colour\_plane\_id).

### Block, quadtree and multi-type tree structures

The samples are processed in units of CTBs. The array size for each luma CTB in both width and height is CtbSizeY in units of samples. The width and height of the array for each chroma CTB are CtbWidthC and CtbHeightC, respectively, in units of samples.

Each CTB is assigned a partition signalling to identify the block sizes for intra or inter prediction and for transform coding. The partitioning is a recursive quadtree partitioning. The root of the quadtree is associated with the CTB. The quadtree is split until a leaf is reached, which is referred to as the quadtree leaf. When the component width is not an integer number of the CTB size, the CTBs at the right component boundary are incomplete. When the component height is not an integer multiple of the CTB size, the CTBs at the bottom component boundary are incomplete.

The coding block is the root node of two trees, the prediction tree and the transform tree. The prediction tree specifies the position and size of prediction blocks. The transform tree specifies the position and size of transform blocks. The splitting information for luma and chroma is identical for the prediction tree and may or may not be identical for the transform tree.

The blocks and associated syntax structures are grouped into "unit" structures as follows:

– One transform block (monochrome picture or separate\_colour\_plane\_flag is equal to 1) or three transform blocks (luma and chroma components of a picture in 4:2:0, 4:2:2 or 4:4:4 colour format) and the associated transform syntax structures units are associated with a transform unit.

– One coding block (monochrome picture or separate\_colour\_plane\_flag is equal to 1) or three coding blocks (luma and chroma), the associated coding syntax structures and the associated transform units are associated with a coding unit.

– One CTB (monochrome picture or separate\_colour\_plane\_flag is equal to 1) or three CTBs (luma and chroma), the associated coding tree syntax structures and the associated coding units are associated with a CTU.

### Spatial or component-wise partitionings

The following divisions of processing elements of this Specification form spatial or component-wise partitioning:

– The division of each picture into components

– The division of each component into CTBs

– The division of each picture into subpictures

– The division of each picture into tile columns

– The division of each picture into tile rows

– The division of each tile column into tiles

– The division of each tile row into tiles

– The division of each tile into bricks

– The division of each tile into CTUs

– The division of each brick into CTUs

– The division of each picture into slices

– The division of each subpicture into slices

– The division of each slice into bricks

– The division of each slice into CTUs

– The division of each CTU into CTBs

– The division of each CTB into coding blocks, except that the CTBs are incomplete at the right component boundary when the component width is not an integer multiple of the CTB size and the CTBs are incomplete at the bottom component boundary when the component height is not an integer multiple of the CTB size

– The division of each CTU into coding units, except that the CTUs are incomplete at the right picture boundary when the picture width in luma samples is not an integer multiple of the luma CTB size and the CTUs are incomplete at the bottom picture boundary when the picture height in luma samples is not an integer multiple of the luma CTB size

– The division of each coding unit into transform units

– The division of each coding unit into coding blocks

– The division of each coding block into transform blocks

– The division of each transform unit into transform blocks.

## Availability processes

### Allowed quad split process

Inputs to this process are:

* a coding block size cbSize in luma samples,
* a multi-type tree depth mttDepth,
* a variable treeType specifying whether a single tree (SINGLE\_TREE) or a dual tree is used to partition the CTUs and, when a dual tree is used, whether the luma (DUAL\_TREE\_LUMA) or chroma components (DUAL\_TREE\_CHROMA) are currently processed,
* a variable modeType specifying whether intra (MODE\_INTRA), IBC (MODE\_IBC), palette (MODE\_PLT), and inter coding modes can be used (MODE\_TYPE\_ALL), or whether only intra, IBC, and palette coding modes can be used (MODE\_TYPE\_INTRA), or whether only inter coding modes can be used (MODE\_TYPE\_INTER) for coding units inside the coding tree node.

Output of this process is the variable allowSplitQt.

The variable allowSplitQt is derived as follows:

* If one or more of the following conditions are true, allowSplitQt is set equal to FALSE:
* treeType is equal to SINGLE\_TREE or DUAL\_TREE\_LUMA and cbSize is less than or equal to MinQtSizeY
* treeType is equal to DUAL\_TREE\_CHROMA and cbSize / SubWidthC is less than or equal to MinQtSizeC
* mttDepth is not equal to 0
* treeType is equal to DUAL\_TREE\_CHROMA and ( cbSize / SubWidthC ) is less than or equal to 4
* treeType is equal to DUAL\_TREE\_CHROMA and modeType is equal to MODE\_TYPE\_INTRA
* Otherwise, allowSplitQt is set equal to TRUE.

### Allowed binary split process

Inputs to this process are:

* a binary split mode btSplit,
* a coding block width cbWidth in luma samples,
* a coding block height cbHeight in luma samples,
* a location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture,
* a multi-type tree depth mttDepth,
* a maximum multi-type tree depth with offset maxMttDepth,
* a maximum binary tree size maxBtSize,
* a minimium quadtree size minQtSize,
* a partition index partIdx,
* a variable treeType specifying whether a single tree (SINGLE\_TREE) or a dual tree is used to partition the CTUs and, when a dual tree is used, whether the luma (DUAL\_TREE\_LUMA) or chroma components (DUAL\_TREE\_CHROMA) are currently processed,
* a variable modeType specifying whether intra (MODE\_INTRA), IBC (MODE\_IBC), palette (MODE\_PLT), and inter coding modes can be used (MODE\_TYPE\_ALL), or whether only intra, IBC, and palette coding modes can be used (MODE\_TYPE\_INTRA), or whether only inter coding modes can be used (MODE\_TYPE\_INTER) for coding units inside the coding tree node.

Output of this process is the variable allowBtSplit.

Table 6‑2 – Specification of parallelTtSplit and cbSize based on btSplit.

|  |  |  |
| --- | --- | --- |
|  | **btSplit = = SPLIT\_BT\_VER** | **btSplit = = SPLIT\_BT\_HOR** |
| **parallelTtSplit** | SPLIT\_TT\_VER | SPLIT\_TT\_HOR |
| **cbSize** | cbWidth | cbHeight |

The variables parallelTtSplit and cbSize are derived as specified in  Table 6‑2.

The variable allowBtSplit is derived as follows:

* If one or more of the following conditions are true, allowBtSplit is set equal to FALSE:
* cbSize is less than or equal to MinBtSizeY
* cbWidth is greater than maxBtSize
* cbHeight is greater than maxBtSize
* mttDepth is greater than or equal to maxMttDepth
* treeType is equal to DUAL\_TREE\_CHROMA and ( cbWidth / SubWidthC ) \* ( cbHeight / SubHeightC ) is less than or equal to 16
* treeType is equal to DUAL\_TREE\_CHROMA and modeType is equal to MODE\_TYPE\_INTRA
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE
* btSplit is equal to SPLIT\_BT\_VER
* y0 + cbHeight is greater than pic\_height\_in\_luma\_samples
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE
* btSplit is equal to SPLIT\_BT\_VER
* cbHeight is greater than MaxTbSizeY
* x0 + cbWidth is greater than pic\_width\_in\_luma\_samples
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE
* btSplit is equal to SPLIT\_BT\_HOR
* cbWidth is greater than MaxTbSizeY
* y0 + cbHeight is greater than pic\_height\_in\_luma\_samples
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE
* x0 + cbWidth is greater than pic\_width\_in\_luma\_samples
* y0 + cbHeight is greater than pic\_height\_in\_luma\_samples
* cbWidth is greater than minQtSize
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE
* btSplit is equal to SPLIT\_BT\_HOR
* x0 + cbWidth is greater than pic\_width\_in\_luma\_samples
* y0 + cbHeight is less than or equal to pic\_height\_in\_luma\_samples
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE:
* mttDepth is greater than 0
* partIdx is equal to 1
* MttSplitMode[ x0 ][ y0 ][ mttDepth − 1 ] is equal to parallelTtSplit
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE
* btSplit is equal to SPLIT\_BT\_VER
* cbWidth is less than or equal to MaxTbSizeY
* cbHeight is greater than MaxTbSizeY
* Otherwise, if all of the following conditions are true, allowBtSplit is set equal to FALSE
* btSplit is equal to SPLIT\_BT\_HOR
* cbWidth is greater than MaxTbSizeY
* cbHeight is less than or equal to MaxTbSizeY

– Otherwise, allowBtSplit is set equal to TRUE.

### Allowed ternary split process

Inputs to this process are:

* a ternary split mode ttSplit,
* a coding block width cbWidth in luma samples,
* a coding block height cbHeight in luma samples,
* a location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture,
* a multi-type tree depth mttDepth
* a maximum multi-type tree depth with offset maxMttDepth,
* a maximum ternary tree size maxTtSize,
* a variable treeType specifying whether a single tree (SINGLE\_TREE) or a dual tree is used to partition the CTUs and, when a dual tree is used, whether the luma (DUAL\_TREE\_LUMA) or chroma components (DUAL\_TREE\_CHROMA) are currently processed,
* a variable modeType specifying whether intra (MODE\_INTRA), IBC (MODE\_IBC), palette (MODE\_PLT), and inter coding modes can be used (MODE\_TYPE\_ALL), or whether only intra, IBC, and palette coding modes can be used (MODE\_TYPE\_INTRA), or whether only inter coding modes can be used (MODE\_TYPE\_INTER) for coding units inside the coding tree node.

Output of this process is the variable allowTtSplit.

Table 6‑3 – Specification of cbSize based on ttSplit.

|  |  |  |
| --- | --- | --- |
|  | **ttSplit = = SPLIT\_TT\_VER** | **ttSplit = = SPLIT\_TT\_HOR** |
| **cbSize** | cbWidth | cbHeight |

The variable cbSize is derived as specified in Table 6‑3.

The variable allowTtSplit is derived as follows:

* If one or more of the following conditions are true, allowTtSplit is set equal to FALSE:
* cbSize is less than or equal to 2 \* MinTtSizeY
* cbWidth is greater than Min( MaxTbSizeY, maxTtSize )
* cbHeight is greater than Min( MaxTbSizeY, maxTtSize )
* mttDepth is greater than or equal to maxMttDepth
* x0 + cbWidth is greater than pic\_width\_in\_luma\_samples
* y0 + cbHeight is greater than pic\_height\_in\_luma\_samples
* treeType is equal to DUAL\_TREE\_CHROMA and ( cbWidth / SubWidthC ) \* ( cbHeight / SubHeightC ) is less than or equal to 32
* treeType is equal to DUAL\_TREE\_CHROMA and modeType is equal to MODE\_TYPE\_INTRA

– Otherwise, allowTtSplit is set equal to TRUE.

### Derivation process for neighbouring block availability

Inputs to this process are:

* the luma location ( xCurr, yCurr ) of the top-left sample of the current block relative to the top-left luma sample of the current picture,
* the luma location ( xNbY, yNbY ) covered by a neighbouring block relative to the top-left luma sample of the current picture,
* the variable checkPredModeY specifying whether availability depends on the prediction mode.
* the variable cIdx specifying the colour component of the current block.

Output of this process is the availability of the neighbouring block covering the location ( xNbY, yNbY ), denoted as availableN.

The neighbouring block availability availableN is derived as follows:

– If one or more of the following conditions are true, availableN is set equal to FALSE:

– xNbY is less than 0.

– yNbY is less than 0.

– xNbY is greater than or equal to pic\_width\_in\_luma\_samples.

– yNbY is greater than or equal to pic\_height\_in\_luma\_samples.

– IsAvailable[ cIdx ][ yNbY ][ xNbY ] is equal to FALSE.

– The neighbouring block is contained in a different brick than the current block, availableN is set equal to FALSE.

– Otherwise, availableN is set equal to TRUE.

When all of the following conditions are true, availableN is set equal to FALSE.

– checkPredModeY is equal to TRUE.

– availableN is set equal to TRUE.

– CuPredMode[ 0][ xNbY ][ yNbY ] is not equal to CuPredMode[ 0][ xCurr ][ yCurr ].

## Scanning processes

### CTB raster scanning, tile scanning, brick scanning, and subpicture scanning processes

The list colWidth[ i ] for i ranging from 0 to num\_tile\_columns\_minus1, inclusive, specifying the width of the i-th tile column in units of CTBs, is derived, and when uniform\_tile\_spacing\_flag is equal to 1, the value of num\_tile\_columns\_minus1 is inferred, as follows:

if( uniform\_tile\_spacing\_flag ) {  
 remainingWidthInCtbsY = PicWidthInCtbsY  
 i = 0  
 while( remainingWidthInCtbsY > ( tile\_cols\_width\_minus1 + 1 ) ) {  
 colWidth[ i++ ] = tile\_cols\_width\_minus1 + 1  
 remainingWidthInCtbsY −= ( tile\_cols\_width\_minus1 + 1 )  
 }  
 colWidth[ i ] = remainingWidthInCtbsY  
 num\_tile\_columns\_minus1 = i  
} else {  
 colWidth[ num\_tile\_columns\_minus1 ] = PicWidthInCtbsY (6‑1)  
 for( i = 0; i < num\_tile\_columns\_minus1; i++ ) {  
 colWidth[ i ] = tile\_column\_width\_minus1[ i ] + 1  
 colWidth[ num\_tile\_columns\_minus1 ] −= colWidth[ i ]  
 }  
}

The list RowHeight[ j ] for j ranging from 0 to num\_tile\_rows\_minus1, inclusive, specifying the height of the j-th tile row in units of CTBs, is derived, and when uniform\_tile\_spacing\_flag is equal to 1, the value of num\_tile\_rows\_minus1 is inferred, as follows:

if( uniform\_tile\_spacing\_flag ) {  
 remainingHeightInCtbsY = PicHeightInCtbsY  
 i = 0  
 while( remainingHeightInCtbsY > ( tile\_rows\_height\_minus1 + 1 ) ) {  
 RowHeight[ i++ ] = tile\_rows\_height\_minus1 + 1  
 remainingHeightInCtbsY −= ( tile\_rows\_height\_minus1 + 1 )  
 }  
 RowHeight[ i ] = remainingHeightInCtbsY  
 num\_tile\_rows\_minus1 = i  
} else {  
 RowHeight[ num\_tile\_rows\_minus1 ] = PicHeightInCtbsY (6‑2)  
 for( j = 0; j < num\_tile\_rows\_minus1; j++ ) {  
 RowHeight[ j ] = tile\_row\_height\_minus1[ j ] + 1  
 RowHeight[ num\_tile\_rows\_minus1 ] −= RowHeight[ j ]  
 }  
}

The list tileColBd[ i ] for i ranging from 0 to num\_tile\_columns\_minus1 + 1, inclusive, specifying the location of the i-th tile column boundary in units of CTBs, is derived as follows:

for( tileColBd[ 0 ] = 0, i = 0; i <= num\_tile\_columns\_minus1; i++ )  
 tileColBd[ i + 1 ] = tileColBd[ i ] + colWidth[ i ] (6‑3)

The list tileRowBd[ j ] for j ranging from 0 to num\_tile\_rows\_minus1 + 1, inclusive, specifying the location of the j-th tile row boundary in units of CTBs, is derived as follows:

for( tileRowBd[ 0 ] = 0, j = 0; j <= num\_tile\_rows\_minus1; j++ )  
 tileRowBd[ j + 1 ] = tileRowBd[ j ] + RowHeight[ j ] (6‑4)

The variable NumBricksInPic, specifying the number of bricks in a picture referring to the PPS, and the lists BrickColBd[ brickIdx ], BrickRowBd[ brickIdx ], BrickWidth[ brickIdx ], and BrickHeight[ brickIdx ] for brickIdx ranging from 0 to NumBricksInPic − 1, inclusive, specifying the locations of the vertical brick boundaries in units of CTBs, the locations of the horizontal brick boundaries in units of CTBs, the widths of the bricks in units of CTBs, and the heights of bricks in units of CTBs, are derived, and for each i ranging from 0 to NumTilesInPic − 1, inclusive, when uniform\_brick\_spacing\_flag[ i ] is equal to 1, the value of num\_brick\_rows\_minus2[ i ] is inferred, as follows:

for ( brickIdx = 0, i = 0; i < NumTilesInPic; i++ ) {  
 tileX = i % ( num\_tile\_columns\_minus1 + 1 )  
 tileY = i / ( num\_tile\_columns\_minus1 + 1 )  
 if( !brick\_split\_flag[ i ] ) {  
 BrickColBd[ brickIdx ] = tileColBd[ tileX ]  
 BrickRowBd[ brickIdx ] = tileRowBd[ tileY ]  
 BrickWidth[ brickIdx ] = colWidth[ tileX ]  
 BrickHeight[ brickIdx ] = RowHeight[ tileY ] (6‑5)  
 brickIdx++  
 } else {  
 if( uniform\_brick\_spacing\_flag[ i ] ) {  
 remainingHeightInCtbsY = RowHeight[ tileY ]  
 j = 0  
 while( remainingHeightInCtbsY > ( brick\_height\_minus1[ i ] + 1 ) ) {  
 rowHeight2[ j++ ] = brick\_height\_minus1[ i ] + 1  
 remainingHeightInCtbsY −= ( brick\_height\_minus1[ i ] + 1 )  
 }  
 rowHeight2[ j ] = remainingHeightInCtbsY  
 num\_brick\_rows\_minus2[ i ] = j − 1  
 } else {  
 rowHeight2[ num\_brick\_rows\_minus2[ i ] + 1 ] = RowHeight[ tileY ]  
 for( j = 0; j <= num\_brick\_rows\_minus2[ i ]; j++ ) {  
 rowHeight2[ j ] = brick\_row\_height\_minus1[ i ][ j ]+ 1  
 rowHeight2[ num\_brick\_rows\_minus2[ i ] + 1 ] −= rowHeight2[ j ]  
 }  
 }  
 for( rowBd2[ 0 ] = 0, j = 0; j <= num\_brick\_rows\_minus2[ i ] + 1; j++ )  
 rowBd2[ j + 1 ] = rowBd2[ j ] + rowHeight2[ j ]  
 for( j = 0; j <= num\_brick\_rows\_minus2[ i ] + 1; j++ ) {  
 BrickColBd[ brickIdx ] = tileColBd[ tileX ]  
 BrickRowBd[ brickIdx ] = tileRowBd[ tileY ] + rowBd2[ j ]  
 BrickWidth[ brickIdx ] = colWidth[ tileX ]  
 BrickHeight[ brickIdx ] = rowHeight2[ j ]  
 brickIdx++  
 }  
 }  
}  
NumBricksInPic = brickIdx

The list CtbAddrRsToBs[ ctbAddrRs ] for ctbAddrRs ranging from 0 to PicSizeInCtbsY − 1, inclusive, specifying the conversion from a CTB address in CTB raster scan of a picture to a CTB address in brick scan, is derived as follows:

for( ctbAddrRs = 0; ctbAddrRs < PicSizeInCtbsY; ctbAddrRs++ ) {  
 tbX = ctbAddrRs % PicWidthInCtbsY  
 tbY = ctbAddrRs / PicWidthInCtbsY  
 brickFound = FALSE  
 for( bkIdx = NumBricksInPic − 1, i = 0; i < NumBricksInPic − 1 && !brickFound; i++ ) {  
 brickFound = tbX < ( BrickColBd[ i ] + BrickWidth[ i ] ) &&  
 tbY < ( BrickRowBd[ i ] + BrickHeight[ i ] )  
 if( brickFound ) (6‑6)  
 bkIdx = i  
 }  
 CtbAddrRsToBs[ ctbAddrRs ] = 0  
 for( i = 0; i < bkIdx; i++ )  
 CtbAddrRsToBs[ ctbAddrRs ] += BrickHeight[ i ] \* BrickWidth[ i ]  
 CtbAddrRsToBs[ ctbAddrRs ] +=  
 ( tbY − BrickRowBd[ bkIdx ] ) \* BrickWidth[ bkIdx ] + tbX − BrickColBd[ bkIdx ]  
}

The list CtbAddrBsToRs[ ctbAddrBs ] for ctbAddrBs ranging from 0 to PicSizeInCtbsY − 1, inclusive, specifying the conversion from a CTB address in brick scan to a CTB address in CTB raster scan of a picture, is derived as follows:

for( ctbAddrRs = 0; ctbAddrRs < PicSizeInCtbsY; ctbAddrRs++ ) (6‑7)  
 CtbAddrBsToRs[ CtbAddrRsToBs[ ctbAddrRs ] ] = ctbAddrRs

The list BrickId[ ctbAddrBs ] for ctbAddrBs ranging from 0 to PicSizeInCtbsY − 1, inclusive, specifying the conversion from a CTB address in brick scan to a brick ID, is derived as follows:

for( i = 0, i < NumBricksInPic; i++ )  
 for( y = BrickRowBd[ i ]; y < BrickRowBd[ i ] + BrickHeight[ i ]; y++ ) (6‑8)  
 for( x = BrickColBd[ i ]; x < BrickColBd[ i ] + BrickWidth[ i ]; x++ )  
 BrickId[ CtbAddrRsToBs[ y \* PicWidthInCtbsY+ x ] ] = i

The list NumCtusInBrick[ brickIdx ] for brickIdx ranging from 0 to NumBricksInPic − 1, inclusive, specifying the conversion from a brick index to the number of CTUs in the brick, is derived as follows:

for( i = 0; i < NumBricksInPic; i++ ) (6‑9)  
 NumCtusInBrick[ i ] = BrickWidth[ i ] \* BrickHeight[ i ]

The list FirstCtbAddrBs[ brickIdx ] for brickIdx ranging from 0 to NumBricksInPic − 1, inclusive, specifying the conversion from a brick ID to the CTB address in brick scan of the first CTB in the brick are derived as follows:

for( ctbAddrBs = 0, brickIdx = 0, brickStartFlag = 1; ctbAddrBs < PicSizeInCtbsY; ctbAddrBs++ ) {  
 if( brickStartFlag ) {  
 FirstCtbAddrBs[ brickIdx ] = ctbAddrBs (6‑10)  
 brickStartFlag = 0  
 }  
 brickEndFlag = ( ctbAddrBs = = PicSizeInCtbsY − 1 ) | |  
 ( BrickId[ ctbAddrBs + 1 ] != BrickId[ ctbAddrBs ] )  
 if( brickEndFlag ) {  
 brickIdx++  
 brickStartFlag = 1  
 }  
}

The list CtbToSubPicIdx[ ctbAddrRs ] for ctbAddrRs ranging from 0 to PicSizeInCtbsY − 1, inclusive, specifying the conversion from a CTB address in picture raster scan to a subpicture index, is derived as follows:

for( ctbAddrRs = 0; ctbAddrRs < PicSizeInCtbsY; ctbAddrRs++ ) {  
 posX = ctbAddrRs % PicWidthInCtbsY \* CtbSizeY   
 posY = ctbAddrRs / PicWidthInCtbsY \* CtbSizeY   
 CtbToSubPicIdx[ ctbAddrRs ] = −1  
 for( i = 0; CtbToSubPicIdx[ ctbAddrRs ] < 0 && i < NumSubPics; i++ ) {  
 if( ( posX >= SubPicLeft[ i ] \* ( subpic\_grid\_col\_width\_minus1 + 1 ) \* 4 ) &&  
 ( posX < ( SubPicLeft[ i ] + SubPicWidth[ i ] ) \*  
 ( subpic\_grid\_col\_width\_minus1 + 1 ) \* 4 ) && (6‑11)  
 ( posY >= SubPicTop[ i ] \*  
 ( subpic\_grid\_row\_height\_minus1 + 1 ) \* 4 ) &&  
 ( posY < ( SubPicTop[ i ] + SubPicHeight[ i ] ) \*  
 ( subpic\_grid\_row\_height\_minus1 + 1 ) \* 4 ) )  
 CtbToSubPicIdx[ ctbAddrRs ] = i  
 }  
}

### Up-right diagonal and raster scan order array initialization process

Input to this process is a block width blkWidth and a block height blkHeight.

Output of this process are the arrays diagScan[ sPos ][ sComp ] and raster2DiagScanPos[ sPos ]. The array index sPos specify the scan position ranging from 0 to ( blkWidth \* blkHeight ) − 1. The array index sComp equal to 0 specifies the horizontal component and the array index sComp equal to 1 specifies the vertical component. Depending on the value of blkWidth and blkHeight, the array diagScan is derived as follows:

i = 0  
x = 0  
y = 0  
stopLoop = FALSE  
while( !stopLoop ) {  
 while( y >= 0 ) {  
 if( x < blkWidth && y < blkHeight ) { (6‑12)  
 diagScan[ i ][ 0 ] = x  
 diagScan[ i ][ 1 ] = y  
 raster2DiagScanPos[ y \* blkWidth + x] = i  
 i++  
 }  
 y− −  
 x++  
 }  
 y = x  
 x = 0  
 if( i >= blkWidth \* blkHeight )  
 stopLoop = TRUE  
}

### Horizontal and vertical traverse scan order array initialization process

Input to this process is a block width blkWidth and a block height blkHeight.

Output of this process are the arrays hTravScan[ sPos ][ sComp ] and vTravScan[ sPos ][ sComp ]. The array hTravScan represents the horizontal traverse scan order and the array vTravScan represents the vertical traverse scan order. The array index sPos specifies the scan position ranging from 0 to ( blkWidth \* blkHeight ) − 1, inclusive. The array index sComp equal to 0 specifies the horizontal component and the array index sComp equal to 1 specifies the vertical component. Depending on the value of blkWidth and blkHeight, the array hTravScan anfd vTravScan are derived as follows:

i = 0  
for( y = 0; y < blkHeight; y++ )  
 if( y % 2 = = 0 )  
 for( x = 0; x < blkWidth; x++ ) {  
 hTravScan[ i ][ 0 ] = x  
 hTravScan[ i ][ 1 ] = y  
 i++  
 }  
 else (6‑13)  
 for( x = blkWidth − 1; x >= 0; x− − ) {  
 hTravScan[ i ][ 0 ] = x  
 hTravScan[ i ][ 1 ] = y  
 i++  
 }

i = 0  
for( x = 0; y < blkWidth; y++ )  
 if( x % 2 = = 0 )  
 for( y = 0; y < blkHeight; y++ ) {  
 vTravScan[ i ][ 0 ] = x  
 vTravScan[ i ][ 1 ] = y  
 i++  
 }  
 else (6‑14)  
 for( y = blkHeight − 1; y >= 0; y− − ) {  
 vTravScan[ i ][ 0 ] = x  
 vTravScan[ i ][ 1 ] = y  
 i++  
 }

# Syntax and semantics

## Method of specifying syntax in tabular form

The syntax tables specify a superset of the syntax of all allowed bitstreams. Additional constraints on the syntax may be specified, either directly or indirectly, in other clauses.

NOTE – An actual decoder should implement some means for identifying entry points into the bitstream and some means to identify and handle non-conforming bitstreams. The methods for identifying and handling errors and other such situations are not specified in this Specification.

The following table lists examples of the syntax specification format. When **syntax\_element** appears, it specifies that a syntax element is parsed from the bitstream and the bitstream pointer is advanced to the next position beyond the syntax element in the bitstream parsing process.

|  |  |
| --- | --- |
|  | Descriptor |
| /\* A statement can be a syntax element with an associated descriptor or can be an expression used to specify conditions for the existence, type and quantity of syntax elements, as in the following two examples \*/ |  |
| **syntax\_element** | ue(k) |
| conditioning statement |  |
|  |  |
| /\* A group of statements enclosed in curly brackets is a compound statement and is treated functionally as a single statement. \*/ |  |
| { |  |
| statement |  |
| statement |  |
| ... |  |
| } |  |
|  |  |
| /\* A "while" structure specifies a test of whether a condition is true, and if true, specifies evaluation of a statement (or compound statement) repeatedly until the condition is no longer true \*/ |  |
| while( condition ) |  |
| statement |  |
|  |  |
| /\* A "do ... while" structure specifies evaluation of a statement once, followed by a test of whether a condition is true, and if true, specifies repeated evaluation of the statement until the condition is no longer true \*/ |  |
| do |  |
| statement |  |
| while( condition ) |  |
|  |  |
| /\* An "if ... else" structure specifies a test of whether a condition is true and, if the condition is true, specifies evaluation of a primary statement, otherwise, specifies evaluation of an alternative statement. The "else" part of the structure and the associated alternative statement is omitted if no alternative statement evaluation is needed \*/ |  |
| if( condition ) |  |
| primary statement |  |
| else |  |
| alternative statement |  |
|  |  |
| /\* A "for" structure specifies evaluation of an initial statement, followed by a test of a condition, and if the condition is true, specifies repeated evaluation of a primary statement followed by a subsequent statement until the condition is no longer true. \*/ |  |
| for( initial statement; condition; subsequent statement ) |  |
| primary statement |  |

## Specification of syntax functions and descriptors

The functions presented here are used in the syntactical description. These functions are expressed in terms of the value of a bitstream pointer that indicates the position of the next bit to be read by the decoding process from the bitstream.

byte\_aligned( ) is specified as follows:

– If the current position in the bitstream is on a byte boundary, i.e., the next bit in the bitstream is the first bit in a byte, the return value of byte\_aligned( ) is equal to TRUE.

– Otherwise, the return value of byte\_aligned( ) is equal to FALSE.

more\_data\_in\_byte\_stream( ), which is used only in the byte stream NAL unit syntax structure specified in Annex B, is specified as follows:

– If more data follow in the byte stream, the return value of more\_data\_in\_byte\_stream( ) is equal to TRUE.

– Otherwise, the return value of more\_data\_in\_byte\_stream( ) is equal to FALSE.

more\_data\_in\_payload( ) is specified as follows:

– If byte\_aligned( ) is equal to TRUE and the current position in the sei\_payload( ) syntax structure is 8 \* payloadSize bits from the beginning of the sei\_payload( ) syntax structure, the return value of more\_data\_in\_payload( ) is equal to FALSE.

– Otherwise, the return value of more\_data\_in\_payload( ) is equal to TRUE.

more\_rbsp\_data( ) is specified as follows:

– If there is no more data in the raw byte sequence payload (RBSP), the return value of more\_rbsp\_data( ) is equal to FALSE.

– Otherwise, the RBSP data are searched for the last (least significant, right-most) bit equal to 1 that is present in the RBSP. Given the position of this bit, which is the first bit (rbsp\_stop\_one\_bit) of the rbsp\_trailing\_bits( ) syntax structure, the following applies:

– If there is more data in an RBSP before the rbsp\_trailing\_bits( ) syntax structure, the return value of more\_rbsp\_data( ) is equal to TRUE.

– Otherwise, the return value of more\_rbsp\_data( ) is equal to FALSE.

The method for enabling determination of whether there is more data in the RBSP is specified by the application (or in Annex B for applications that use the byte stream format).

more\_rbsp\_trailing\_data( ) is specified as follows:

– If there is more data in an RBSP, the return value of more\_rbsp\_trailing\_data( ) is equal to TRUE.

– Otherwise, the return value of more\_rbsp\_trailing\_data( ) is equal to FALSE.

next\_bits( n ) provides the next bits in the bitstream for comparison purposes, without advancing the bitstream pointer. Provides a look at the next n bits in the bitstream with n being its argument. When used within the byte stream format as specified in Annex B and fewer than n bits remain within the byte stream, next\_bits( n ) returns a value of 0.

payload\_extension\_present( ) is specified as follows:

– If the current position in the sei\_payload( ) syntax structure is not the position of the last (least significant, right-most) bit that is equal to 1 that is less than 8 \* payloadSize bits from the beginning of the syntax structure (i.e., the position of the payload\_bit\_equal\_to\_one syntax element), the return value of payload\_extension\_present( ) is equal to TRUE.

– Otherwise, the return value of payload\_extension\_present( ) is equal to FALSE.

read\_bits( n ) reads the next n bits from the bitstream and advances the bitstream pointer by n bit positions. When n is equal to 0, read\_bits( n ) is specified to return a value equal to 0 and to not advance the bitstream pointer.

The following descriptors specify the parsing process of each syntax element:

– ae(v): context-adaptive arithmetic entropy-coded syntax element. The parsing process for this descriptor is specified in clause 9.3.

– b(8): byte having any pattern of bit string (8 bits). The parsing process for this descriptor is specified by the return value of the function read\_bits( 8 ).

– f(n): fixed-pattern bit string using n bits written (from left to right) with the left bit first. The parsing process for this descriptor is specified by the return value of the function read\_bits( n ).

– i(n): signed integer using n bits. When n is "v" in the syntax table, the number of bits varies in a manner dependent on the value of other syntax elements. The parsing process for this descriptor is specified by the return value of the function read\_bits( n ) interpreted as a two's complement integer representation with most significant bit written first.

– se(v): signed integer 0-th order Exp-Golomb-coded syntax element with the left bit first. The parsing process for this descriptor is specified in clause 9.2 with the order k equal to 0.

– u(n): unsigned integer using n bits. When n is "v" in the syntax table, the number of bits varies in a manner dependent on the value of other syntax elements. The parsing process for this descriptor is specified by the return value of the function read\_bits( n ) interpreted as a binary representation of an unsigned integer with most significant bit written first.

– ue(v): unsigned integer 0-th order Exp-Golomb-coded syntax element with the left bit first. The parsing process for this descriptor is specified in clause 9.2 with the order k equal to 0.

– uek(v): unsigned integer k-th order Exp-Golomb-coded syntax element with the left bit first. The parsing process for this descriptor is specified in clause 9.2 with the order k defined in the semantics of the syntax element.

## Syntax in tabular form

### NAL unit syntax

#### General NAL unit syntax

|  |  |
| --- | --- |
| nal\_unit( NumBytesInNalUnit ) { | Descriptor |
| nal\_unit\_header( ) |  |
| NumBytesInRbsp = 0 |  |
| for( i = 2; i < NumBytesInNalUnit; i++ ) |  |
| if( i + 2 < NumBytesInNalUnit && next\_bits( 24 ) = = 0x000003 ) { |  |
| **rbsp\_byte**[ NumBytesInRbsp++ ] | b(8) |
| **rbsp\_byte**[ NumBytesInRbsp++ ] | b(8) |
| i += 2 |  |
| **emulation\_prevention\_three\_byte** /\* equal to 0x03 \*/ | f(8) |
| } else |  |
| **rbsp\_byte**[ NumBytesInRbsp++ ] | b(8) |
| } |  |

#### NAL unit header syntax

|  |  |
| --- | --- |
| nal\_unit\_header( ) { | Descriptor |
| **forbidden\_zero\_bit** | f(1) |
| **nuh\_reserved\_zero\_bit** | u(1) |
| **nuh\_layer\_id** | u(6) |
| **nal\_unit\_type** | u(5) |
| **nuh\_temporal\_id\_plus1** | u(3) |
| } |  |

### Raw byte sequence payloads, trailing bits and byte alignment syntax

#### Decoding parameter set syntax

|  |  |
| --- | --- |
| decoding\_parameter\_set\_rbsp( ) { | **Descriptor** |
| **dps\_decoding\_parameter\_set\_id** | u(4) |
| **dps\_max\_sub\_layers\_minus1** | u(3) |
| **dps\_reserved\_zero\_bit** | u(1) |
| profile\_tier\_level( dps\_max\_sub\_layers\_minus1 ) |  |
| **dps\_extension\_flag** | u(1) |
| if( dps\_extension\_flag ) |  |
| while( more\_rbsp\_data( ) ) |  |
| **dps\_extension\_data\_flag** | u(1) |
| rbsp\_trailing\_bits( ) |  |
| } |  |

#### Video parameter set syntax

|  |  |
| --- | --- |
| video\_parameter\_set\_rbsp( ) { | Descriptor |
| **vps\_video\_parameter\_set\_id** | u(4) |
| **vps\_max\_layers\_minus1** | u(6) |
| if( vps\_max\_layers\_minus1 > 0 ) |  |
| **vps\_all\_independent\_layers\_flag** | u(1) |
| for( i = 0; i <= vps\_max\_layers\_minus1; i++ ) { |  |
| **vps\_layer\_id**[ i ] | u(6) |
| if( i > 0 && !vps\_all\_independent\_layers\_flag ) { |  |
| **vps\_independent\_layer\_flag**[ i ] | u(1) |
| if( !vps\_independent\_layer\_flag[ i ] ) |  |
| for( j = 0; j < i; j++ ) |  |
| **vps\_direct\_dependency\_flag**[ i ][ j ] | u(1) |
| } |  |
| } |  |
| if( vps\_max\_layers\_minus1 > 0 ) { |  |
| **vps\_output\_layers\_mode** | u(2) |
| if( vps\_output\_layers\_mode = = 2 ) |  |
| for( i = 0; i < vps\_max\_layers\_minus1; i++ ) |  |
| **vps\_output\_layer\_flag**[ i ] | u(1) |
| } |  |
| **vps\_constraint\_info\_present\_flag** | u(1) |
| **vps\_reserved\_zero\_7bits** | u(7) |
| if( vps\_constraint\_info\_present\_flag ) |  |
| general\_constraint\_info( ) |  |
| **vps\_extension\_flag** | u(1) |
| if( vps\_extension\_flag ) |  |
| while( more\_rbsp\_data( ) ) |  |
| **vps\_extension\_data\_flag** | u(1) |
| rbsp\_trailing\_bits( ) |  |
| } |  |

#### Sequence parameter set RBSP syntax

|  |  |
| --- | --- |
| seq\_parameter\_set\_rbsp( ) { | Descriptor |
| **sps\_decoding\_parameter\_set\_id** | u(4) |
| **sps\_video\_parameter\_set\_id** | u(4) |
| **sps\_max\_sub\_layers\_minus1** | u(3) |
| **sps\_reserved\_zero\_5bits** | u(5) |
| profile\_tier\_level( sps\_max\_sub\_layers\_minus1 ) |  |
| **gdr\_enabled\_flag** | u(1) |
| **sps\_seq\_parameter\_set\_id** | ue(v) |
| **chroma\_format\_idc** | ue(v) |
| if( chroma\_format\_idc = = 3 ) |  |
| **separate\_colour\_plane\_flag** | u(1) |
| **pic\_width\_max\_in\_luma\_samples** | ue(v) |
| **pic\_height\_max\_in\_luma\_samples** | ue(v) |
| **subpics\_present\_flag** | u(1) |
| if( subpics\_present\_flag ) { |  |
| **max\_subpics\_minus1** | u(8) |
| **subpic\_grid\_col\_width\_minus1** | u(v) |
| **subpic\_grid\_row\_height\_minus1** | u(v) |
| for( i = 0; i < NumSubPicGridRows; i++ ) |  |
| for( j = 0; j < NumSubPicGridCols; j++ ) |  |
| **subpic\_grid\_idx**[ i ][ j ] | u(v) |
| for( i = 0; i <= NumSubPics; i++ ) { |  |
| **subpic\_treated\_as\_pic\_flag**[ i ] | u(1) |
| **loop\_filter\_across\_subpic\_enabled\_flag**[ i ] | u(1) |
| } |  |
| } |  |
| **bit\_depth\_luma\_minus8** | ue(v) |
| **bit\_depth\_chroma\_minus8** | ue(v) |
| **min\_qp\_prime\_ts\_minus4** | ue(v) |
| **log2\_max\_pic\_order\_cnt\_lsb\_minus4** | ue(v) |
| if( sps\_max\_sub\_layers\_minus1 > 0 ) |  |
| **sps\_sub\_layer\_ordering\_info\_present\_flag** | u(1) |
| for( i = ( sps\_sub\_layer\_ordering\_info\_present\_flag ? 0 : sps\_max\_sub\_layers\_minus1 );  i <= sps\_max\_sub\_layers\_minus1; i++ ) { |  |
| **sps\_max\_dec\_pic\_buffering\_minus1**[ i ] | ue(v) |
| **sps\_max\_num\_reorder\_pics**[ i ] | ue(v) |
| **sps\_max\_latency\_increase\_plus1**[ i ] | ue(v) |
| } |  |
| **long\_term\_ref\_pics\_flag** | u(1) |
| **inter\_layer\_ref\_pics\_present\_flag** | u(1) |
| **sps\_idr\_rpl\_present\_flag** | u(1) |
| **rpl1\_same\_as\_rpl0\_flag** | u(1) |
| for( i = 0; i < !rpl1\_same\_as\_rpl0\_flag ? 2 : 1; i++ ) { |  |
| **num\_ref\_pic\_lists\_in\_sps**[ i ] | ue(v) |
| for( j = 0; j < num\_ref\_pic\_lists\_in\_sps[ i ]; j++) |  |
| ref\_pic\_list\_struct( i, j ) |  |
| } |  |
| if( ChromaArrayType != 0 ) |  |
| **qtbtt\_dual\_tree\_intra\_flag** | u(1) |
| **log2\_ctu\_size\_minus5** | u(2) |
| **log2\_min\_luma\_coding\_block\_size\_minus2** | ue(v) |
| **partition\_constraints\_override\_enabled\_flag** | u(1) |
| **sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_luma** | ue(v) |
| **sps\_log2\_diff\_min\_qt\_min\_cb\_inter\_slice** | ue(v) |
| **sps\_max\_mtt\_hierarchy\_depth\_inter\_slice** | ue(v) |
| **sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_luma** | ue(v) |
| if( sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_luma != 0 ) { |  |
| **sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_luma** | ue(v) |
| **sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_luma** | ue(v) |
| } |  |
| if( sps\_max\_mtt\_hierarchy\_depth\_inter\_slices != 0 ) { |  |
| **sps\_log2\_diff\_max\_bt\_min\_qt\_inter\_slice** | ue(v) |
| **sps\_log2\_diff\_max\_tt\_min\_qt\_inter\_slice** | ue(v) |
| } |  |
| if( qtbtt\_dual\_tree\_intra\_flag ) { |  |
| **sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_chroma** | ue(v) |
| **sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_chroma** | ue(v) |
| if ( sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_chroma != 0 ) { |  |
| **sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_chroma** | ue(v) |
| **sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_chroma** | ue(v) |
| } |  |
| } |  |
| **sps\_max\_luma\_transform\_size\_64\_flag** | u(1) |
| if( ChromaArrayType != 0 ) { |  |
| **same\_qp\_table\_for\_chroma** | u(1) |
| for( i = 0; i < same\_qp\_table\_for\_chroma ? 1 : 3; i++ ) { |  |
| **num\_points\_in\_qp\_table\_minus1**[ i ] | ue(v) |
| for( j = 0; j <= num\_points\_in\_qp\_table\_minus1[ i ]; j++ ) { |  |
| **delta\_qp\_in\_val\_minus1**[ i ][ j ] | ue(v) |
| **delta\_qp\_out\_val**[ i ][ j ] | ue(v) |
| } |  |
| } |  |
| } |  |
| **sps\_weighted\_pred\_flag** | u(1) |
| **sps\_weighted\_bipred\_flag** | u(1) |
| **sps\_sao\_enabled\_flag** | u(1) |
| **sps\_alf\_enabled\_flag** | u(1) |
| **sps\_transform\_skip\_enabled\_flag** | u(1) |
| if( sps\_transform\_skip\_enabled\_flag ) |  |
| **sps\_bdpcm\_enabled\_flag** | u(1) |
| **sps\_joint\_cbcr\_enabled\_flag** | u(1) |
| **sps\_ref\_wraparound\_enabled\_flag** | u(1) |
| if( sps\_ref\_wraparound\_enabled\_flag ) |  |
| **sps\_ref\_wraparound\_offset\_minus1** | ue(v) |
| **sps\_temporal\_mvp\_enabled\_flag** | u(1) |
| if( sps\_temporal\_mvp\_enabled\_flag ) |  |
| **sps\_sbtmvp\_enabled\_flag** | u(1) |
| **sps\_amvr\_enabled\_flag** | u(1) |
| **sps\_bdof\_enabled\_flag** | u(1) |
| **sps\_smvd\_enabled\_flag** | u(1) |
| **sps\_dmvr\_enabled\_flag** | u(1) |
| if( sps\_bdof\_enabled\_flag | | sps\_dmvr\_enabled\_flag) |  |
| **sps\_bdof\_dmvr\_slice\_present\_flag** | u(1) |
| **sps\_mmvd\_enabled\_flag** | u(1) |
| **sps\_isp\_enabled\_flag** | u(1) |
| **sps\_mrl\_enabled\_flag** | u(1) |
| **sps\_mip\_enabled\_flag** | u(1) |
| if( ChromaArrayType != 0 ) |  |
| **sps\_cclm\_enabled\_flag** | u(1) |
| if( sps\_cclm\_enabled\_flag && chroma\_format\_idc = = 1 ) |  |
| **sps\_cclm\_colocated\_chroma\_flag** | u(1) |
| **sps\_mts\_enabled\_flag** | u(1) |
| if( sps\_mts\_enabled\_flag ) { |  |
| **sps\_explicit\_mts\_intra\_enabled\_flag** | u(1) |
| **sps\_explicit\_mts\_inter\_enabled\_flag** | u(1) |
| } |  |
| **sps\_sbt\_enabled\_flag** | u(1) |
| if( sps\_sbt\_enabled\_flag ) |  |
| **sps\_sbt\_max\_size\_64\_flag** | u(1) |
| **sps\_affine\_enabled\_flag** | u(1) |
| if( sps\_affine\_enabled\_flag ) { |  |
| **sps\_affine\_type\_flag** | u(1) |
| **sps\_affine\_amvr\_enabled\_flag** | u(1) |
| **sps\_affine\_prof\_enabled\_flag** | u(1) |
| } |  |
| if( chroma\_format\_idc = = 3 ) |  |
| **sps\_palette\_enabled\_flag** | u(1) |
| **sps\_bcw\_enabled\_flag** | u(1) |
| **sps\_ibc\_enabled\_flag** | u(1) |
| **sps\_ciip\_enabled\_flag** | u(1) |
| if( sps\_mmvd\_enabled\_flag ) |  |
| **sps\_fpel\_mmvd\_enabled\_flag** | u(1) |
| **sps\_triangle\_enabled\_flag** | u(1) |
| **sps\_lmcs\_enabled\_flag** | u(1) |
| **sps\_lfnst\_enabled\_flag** | u(1) |
| **sps\_ladf\_enabled\_flag** | u(1) |
| if ( sps\_ladf\_enabled\_flag ) { |  |
| **sps\_num\_ladf\_intervals\_minus2** | u(2) |
| **sps\_ladf\_lowest\_interval\_qp\_offset** | se(v) |
| for( i = 0; i < sps\_num\_ladf\_intervals\_minus2 + 1; i++ ) { |  |
| **sps\_ladf\_qp\_offset**[ i ] | se(v) |
| **sps\_ladf\_delta\_threshold\_minus1**[ i ] | ue(v) |
| } |  |
| } |  |
| **sps\_scaling\_list\_enabled\_flag** | u(1) |
| **hrd\_parameters\_present\_flag** | u(1) |
| if( general\_hrd\_parameters\_present\_flag ) { |  |
| **num\_units\_in\_tick** | u(32) |
| **time\_scale** | u(32) |
| **sub\_layer\_cpb\_parameters\_present\_flag** | u(1) |
| if( sub\_layer\_cpb\_parameters\_present\_flag ) |  |
| general\_hrd\_parameters( 0,  sps\_max\_sub\_layers\_minus1 ) |  |
| else |  |
| general\_hrd\_parameters( sps\_max\_sub\_layers\_minus1, sps\_max\_sub\_layers\_minus1 ) |  |
| } |  |
| **vui\_parameters\_present\_flag** | u(1) |
| if( vui\_parameters\_present\_flag ) |  |
| vui\_parameters( ) |  |
| **sps\_extension\_flag** | u(1) |
| if( sps\_extension\_flag ) |  |
| while( more\_rbsp\_data( ) ) |  |
| **sps\_extension\_data\_flag** | u(1) |
| rbsp\_trailing\_bits( ) |  |
| } |  |

#### Picture parameter set RBSP syntax

|  |  |
| --- | --- |
| pic\_parameter\_set\_rbsp( ) { | Descriptor |
| **pps\_pic\_parameter\_set\_id** | ue(v) |
| **pps\_seq\_parameter\_set\_id** | ue(v) |
| **pic\_width\_in\_luma\_samples** | ue(v) |
| **pic\_height\_in\_luma\_samples** | ue(v) |
| **conformance\_window\_flag** | u(1) |
| if( conformance\_window\_flag ) { |  |
| **conf\_win\_left\_offset** | ue(v) |
| **conf\_win\_right\_offset** | ue(v) |
| **conf\_win\_top\_offset** | ue(v) |
| **conf\_win\_bottom\_offset** | ue(v) |
| } |  |
| **output\_flag\_present\_flag** | u(1) |
| **single\_tile\_in\_pic\_flag** | u(1) |
| if( !single\_tile\_in\_pic\_flag ) { |  |
| **uniform\_tile\_spacing\_flag** | u(1) |
| if( uniform\_tile\_spacing\_flag ) { |  |
| **tile\_cols\_width\_minus1** | ue(v) |
| **tile\_rows\_height\_minus1** | ue(v) |
| } else { |  |
| **num\_tile\_columns\_minus1** | ue(v) |
| **num\_tile\_rows\_minus1** | ue(v) |
| for( i = 0; i < num\_tile\_columns\_minus1; i++ ) |  |
| **tile\_column\_width\_minus1**[ i ] | ue(v) |
| for( i = 0; i < num\_tile\_rows\_minus1; i++ ) |  |
| **tile\_row\_height\_minus1**[ i ] | ue(v) |
| } |  |
| **brick\_splitting\_present\_flag** | u(1) |
| if( uniform\_tile\_spacing\_flag && brick\_splitting\_present\_flag ) |  |
| **num\_tiles\_in\_pic\_minus1** | ue(v) |
| for( i = 0; brick\_splitting\_present\_flag && i <= num\_tiles\_in\_pic\_minus1 + 1; i++ ) { |  |
| if( RowHeight[ i ] > 1 ) |  |
| **brick\_split\_flag**[ i ] | u(1) |
| if( brick\_split\_flag[ i ] ) { |  |
| if( RowHeight[ i ] > 2 ) |  |
| **uniform\_brick\_spacing\_flag**[ i ] | u(1) |
| if( uniform\_brick\_spacing\_flag[ i ] ) |  |
| **brick\_height\_minus1**[ i ] | ue(v) |
| else { |  |
| **num\_brick\_rows\_minus2**[ i ] | ue(v) |
| for( j = 0; j <= num\_brick\_rows\_minus2[ i ]; j++ ) |  |
| **brick\_row\_height\_minus1**[ i ][ j ] | ue(v) |
| } |  |
| } |  |
| } |  |
| **single\_brick\_per\_slice\_flag** | u(1) |
| if( !single\_brick\_per\_slice\_flag ) |  |
| **rect\_slice\_flag** | u(1) |
| if( rect\_slice\_flag && !single\_brick\_per\_slice\_flag ) { |  |
| **num\_slices\_in\_pic\_minus1** | ue(v) |
| **bottom\_right\_brick\_idx\_length\_minus1** | ue(v) |
| for( i = 0; i < num\_slices\_in\_pic\_minus1; i++ ) { |  |
| **bottom\_right\_brick\_idx\_delta**[ i ] | u(v) |
| **brick\_idx\_delta\_sign\_flag**[ i ] | u(1) |
| } |  |
| } |  |
| **loop\_filter\_across\_bricks\_enabled\_flag** | u(1) |
| if( loop\_filter\_across\_bricks\_enabled\_flag ) |  |
| **loop\_filter\_across\_slices\_enabled\_flag** | u(1) |
| } |  |
| if( rect\_slice\_flag ) { |  |
| **signalled\_slice\_id\_flag** | u(1) |
| if( signalled\_slice\_id\_flag ) { |  |
| **signalled\_slice\_id\_length\_minus1** | ue(v) |
| for( i = 0; i <= num\_slices\_in\_pic\_minus1; i++ ) |  |
| **slice\_id**[ i ] | u(v) |
| } |  |
| } |  |
| **entropy\_coding\_sync\_enabled\_flag** | u(1) |
| if( !single\_tile\_in\_pic\_flag | | entropy\_coding\_sync\_enabled\_flag ) |  |
| **entry\_point\_offsets\_present\_flag** | u(1) |
| **cabac\_init\_present\_flag** | u(1) |
| for( i = 0; i < 2; i++ ) |  |
| **num\_ref\_idx\_default\_active\_minus1**[ i ] | ue(v) |
| **rpl1\_idx\_present\_flag** | u(1) |
| **init\_qp\_minus26** | se(v) |
| if( sps\_transform\_skip\_enabled\_flag ) |  |
| **log2\_transform\_skip\_max\_size\_minus2** | ue(v) |
| **cu\_qp\_delta\_enabled\_flag** | u(1) |
| if( cu\_qp\_delta\_enabled\_flag ) |  |
| **cu\_qp\_delta\_subdiv** | ue(v) |
| **pps\_cb\_qp\_offset** | se(v) |
| **pps\_cr\_qp\_offset** | se(v) |
| **pps\_joint\_cbcr\_qp\_offset** | se(v) |
| **pps\_slice\_chroma\_qp\_offsets\_present\_flag** | u(1) |
| **cu\_chroma\_qp\_offset\_enabled\_flag** | u(1) |
| if( cu\_chroma\_qp\_offset\_enabled\_flag ) { |  |
| **cu\_chroma\_qp\_offset\_subdiv** | ue(v) |
| **chroma\_qp\_offset\_list\_len\_minus1** | ue(v) |
| for( i = 0; i <= chroma\_qp\_offset\_list\_len\_minus1; i++ ) { |  |
| **cb\_qp\_offset\_list**[ i ] | se(v) |
| **cr\_qp\_offset\_list**[ i ] | se(v) |
| **joint\_cbcr\_qp\_offset\_list**[ i ] | se(v) |
| } |  |
| } |  |
| **pps\_weighted\_pred\_flag** | u(1) |
| **pps\_weighted\_bipred\_flag** | u(1) |
| **deblocking\_filter\_control\_present\_flag** | u(1) |
| if( deblocking\_filter\_control\_present\_flag ) { |  |
| **deblocking\_filter\_override\_enabled\_flag** | u(1) |
| **pps\_deblocking\_filter\_disabled\_flag** | u(1) |
| if( !pps\_deblocking\_filter\_disabled\_flag ) { |  |
| **pps\_beta\_offset\_div2** | se(v) |
| **pps\_tc\_offset\_div2** | se(v) |
| } |  |
| } |  |
| **constant\_slice\_header\_params\_enabled\_flag** | u(1) |
| if( constant\_slice\_header\_params\_enabled\_flag ) { |  |
| **pps\_dep\_quant\_enabled\_idc** | u(2) |
| for( i = 0; i < 2; i++ ) |  |
| **pps\_ref\_pic\_list\_sps\_idc**[ i ] | u(2) |
| **pps\_temporal\_mvp\_enabled\_idc** | u(2) |
| **pps\_mvd\_l1\_zero\_idc** | u(2) |
| **pps\_collocated\_from\_l0\_idc** | u(2) |
| **pps\_six\_minus\_max\_num\_merge\_cand\_plus1** | ue(v) |
| **pps\_five\_minus\_max\_num\_subblock\_merge\_cand\_plus1** | ue(v) |
| **pps\_max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand\_minus1** | ue(v) |
| } |  |
| **pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag** | u(1) |
| if( pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag ) { |  |
| **pps\_num\_ver\_virtual\_boundaries** | u(2) |
| for( i = 0; i < pps\_num\_ver\_virtual\_boundaries; i++ ) |  |
| **pps\_virtual\_boundaries\_pos\_x**[ i ] | u(13) |
| **pps\_num\_hor\_virtual\_boundaries** | u(2) |
| for( i = 0; i < pps\_num\_hor\_virtual\_boundaries; i++ ) |  |
| **pps\_virtual\_boundaries\_pos\_y**[ i ] | u(13) |
| } |  |
| **slice\_header\_extension\_present\_flag** | u(1) |
| **pps\_extension\_flag** | u(1) |
| if( pps\_extension\_flag ) |  |
| while( more\_rbsp\_data( ) ) |  |
| **pps\_extension\_data\_flag** | u(1) |
| rbsp\_trailing\_bits( ) |  |
| } |  |

#### Adaptation parameter set syntax

|  |  |
| --- | --- |
| adaptation\_parameter\_set\_rbsp( ) { | Descriptor |
| **adaptation\_parameter\_set\_id** | u(5) |
| **aps\_params\_type** | u(3) |
| if( aps\_params\_type = = ALF\_APS ) |  |
| alf\_data( ) |  |
| else if( aps\_params\_type = = LMCS\_APS ) |  |
| lmcs\_data( ) |  |
| else if( aps\_params\_type = = SCALING\_APS ) |  |
| scaling\_list\_data( ) |  |
| **aps\_extension\_flag** | u(1) |
| if( aps\_extension\_flag ) |  |
| while( more\_rbsp\_data( ) ) |  |
| **aps\_extension\_data\_flag** | u(1) |
| rbsp\_trailing\_bits( ) |  |
| } |  |

#### Supplemental enhancement information RBSP syntax

|  |  |
| --- | --- |
| sei\_rbsp( ) { | Descriptor |
| do |  |
| sei\_message( ) |  |
| while( more\_rbsp\_data( ) ) |  |
| rbsp\_trailing\_bits( ) |  |
| } |  |

#### Access unit delimiter RBSP syntax

|  |  |
| --- | --- |
| access\_unit\_delimiter\_rbsp( ) { | Descriptor |
| **pic\_type** | u(3) |
| rbsp\_trailing\_bits( ) |  |
| } |  |

#### End of sequence RBSP syntax

|  |  |
| --- | --- |
| end\_of\_seq\_rbsp( ) { | Descriptor |
| } |  |

#### End of bitstream RBSP syntax

|  |  |
| --- | --- |
| end\_of\_bitstream\_rbsp( ) { | Descriptor |
| } |  |

#### Slice layer RBSP syntax

|  |  |
| --- | --- |
| slice\_layer\_rbsp( ) { | Descriptor |
| slice\_header( ) |  |
| slice\_data( ) |  |
| rbsp\_slice\_trailing\_bits( ) |  |
| } |  |

#### RBSP slice trailing bits syntax

|  |  |
| --- | --- |
| rbsp\_slice\_trailing\_bits( ) { | Descriptor |
| rbsp\_trailing\_bits( ) |  |
| while( more\_rbsp\_trailing\_data( ) ) |  |
| **cabac\_zero\_word** /\* equal to 0x0000 \*/ | f(16) |
| } |  |

#### RBSP trailing bits syntax

|  |  |
| --- | --- |
| rbsp\_trailing\_bits( ) { | Descriptor |
| **rbsp\_stop\_one\_bit** /\* equal to 1 \*/ | f(1) |
| while( !byte\_aligned( ) ) |  |
| **rbsp\_alignment\_zero\_bit** /\* equal to 0 \*/ | f(1) |
| } |  |

#### Byte alignment syntax

|  |  |
| --- | --- |
| byte\_alignment( ) { | Descriptor |
| **alignment\_bit\_equal\_to\_one** /\* equal to 1 \*/ | f(1) |
| while( !byte\_aligned( ) ) |  |
| **alignment\_bit\_equal\_to\_zero** /\* equal to 0 \*/ | f(1) |
| } |  |

#### Adaptive loop filter data syntax

|  |  |
| --- | --- |
| alf\_data( ) { | Descriptor |
| **alf\_luma\_filter\_signal\_flag** | u(1) |
| **alf\_chroma\_filter\_signal\_flag** | u(1) |
| if( alf\_luma\_filter\_signal\_flag ) { |  |
| **alf\_luma\_clip\_flag** | u(1) |
| **alf\_luma\_num\_filters\_signalled\_minus1** | ue(v) |
| if( alf\_luma\_num\_filters\_signalled\_minus1 > 0 ) { |  |
| for( filtIdx = 0; filtIdx < NumAlfFilters; filtIdx++ ) |  |
| **alf\_luma\_coeff\_delta\_idx**[ filtIdx ] | u(v) |
| } |  |
| **alf\_luma\_coeff\_signalled\_flag** | u(1) |
| if( alf\_luma\_coeff\_signalled\_flag ) { |  |
| for( sfIdx = 0; sfIdx <= alf\_luma\_num\_filters\_signalled\_minus1; sfIdx++ ) |  |
| **alf\_luma\_coeff\_flag**[ sfIdx ] | u(1) |
| } |  |
| for( sfIdx = 0; sfIdx <= alf\_luma\_num\_filters\_signalled\_minus1; sfIdx++ ) { |  |
| if( alf\_luma\_coeff\_flag[ sfIdx ] ) { |  |
| for ( j = 0; j < 12; j++ ) { |  |
| **alf\_luma\_coeff\_abs**[ sfIdx ][ j ] | uek(v) |
| if( alf\_luma\_coeff\_abs[ sfIdx ][ j ] ) |  |
| **alf\_luma\_coeff\_sign**[ sfIdx ][ j ] | u(1) |
| } |  |
| } |  |
| } |  |
| if( alf\_luma\_clip\_flag ) { |  |
| for( sfIdx = 0; sfIdx <= alf\_luma\_num\_filters\_signalled\_minus1; sfIdx++ ) { |  |
| if( alf\_luma\_coeff\_flag[ sfIdx ] ) { |  |
| for ( j = 0; j < 12; j++ ) |  |
| **alf\_luma\_clip\_idx**[ sfIdx ][ j ] | u(2) |
| } |  |
| } |  |
| } |  |
| } |  |
| if( alf\_chroma\_filter\_signal\_flag ) { |  |
| **alf\_chroma\_num\_alt\_filters\_minus1** | ue(v) |
| for( altIdx = 0; altIdx <= alf\_chroma\_num\_alt\_filters\_minus1; altIdx++ ) { |  |
| **alf\_chroma\_clip\_flag**[ altIdx ] | u(1) |
| for( j = 0; j < 6; j++ ) { |  |
| **alf\_chroma\_coeff\_abs**[ altIdx ][ j ] | uek(v) |
| if( alf\_chroma\_coeff\_abs[ altIdx ][ j ] > 0 ) |  |
| **alf\_chroma\_coeff\_sign**[ altIdx ][ j ] | u(1) |
| } |  |
| if( alf\_chroma\_clip\_flag[ altIdx ] ) { |  |
| for( j = 0; j < 6; j++ ) |  |
| **alf\_chroma\_clip\_idx**[ altIdx ][ j ] | u(2) |
| } |  |
| } |  |
| } |  |
| } |  |

#### Luma mapping with chroma scaling data syntax

|  |  |
| --- | --- |
| lmcs\_data () { | **Descriptor** |
| **lmcs\_min\_bin\_idx** | ue(v) |
| **lmcs\_delta\_max\_bin\_idx** | ue(v) |
| **lmcs\_delta\_cw\_prec\_minus1** | ue(v) |
| for ( i = lmcs\_min\_bin\_idx; i <= LmcsMaxBinIdx; i++ ) { |  |
| **lmcs\_delta\_abs\_cw**[ i ] | u(v) |
| if ( lmcs\_delta\_abs\_cw[ i ] ) > 0 ) |  |
| **lmcs\_delta\_sign\_cw\_flag**[ i ] | u(1) |
| } |  |
| } |  |

#### Scaling list data syntax

|  |  |
| --- | --- |
| scaling\_list\_data( ) { | **Descriptor** |
| for( sizeId = 1; sizeId < 7; sizeId++ ) |  |
| for( matrixId = 0; matrixId < 6; matrixId ++ ) { |  |
| if( ! ( ( ( sizeId = = 1 ) && ( matrixId % 3 = = 0 ) ) | |   ( ( sizeId = = 6 ) && ( matrixId % 3 != 0 ) ) ) ) { |  |
| **scaling\_list\_pred\_mode\_flag**[ sizeId ][ matrixId ] | u(1) |
| if( !scaling\_list\_pred\_mode\_flag[ sizeId ][ matrixId ] ) |  |
| **scaling\_list\_pred\_matrix\_id\_delta**[ sizeId ][ matrixId ] | ue(v) |
| else { |  |
| nextCoef = 8 |  |
| coefNum = Min( 64, ( 1  <<  ( sizeId  <<  1 ) ) ) |  |
| if( sizeId > 3 ) { |  |
| **scaling\_list\_dc\_coef\_minus8**[ sizeId − 4 ][ matrixId ] | se(v) |
| nextCoef = scaling\_list\_dc\_coef\_minus8[ sizeId − 4 ][ matrixId ] + 8 |  |
| } |  |
| for( i = 0; i < coefNum; i++ ) { |  |
| x = DiagScanOrder[ 3 ][ 3 ][ i ][ 0 ] |  |
| y = DiagScanOrder[ 3 ][ 3 ][ i ][ 1 ] |  |
| if ( !( sizeId = = 6 && x >= 4 && y >= 4) ) { |  |
| **scaling\_list\_delta\_coef** | se(v) |
| nextCoef = ( nextCoef + scaling\_list\_delta\_coef + 256 ) % 256 |  |
| ScalingList[ sizeId ][ matrixId ][ i ] = nextCoef |  |
| } |  |
| } |  |
| } |  |
| } |  |
| } |  |
| } |  |
| } |  |

### Profile, tier, and level syntax

#### General profile, tier, and level syntax

|  |  |
| --- | --- |
| profile\_tier\_level( maxNumSubLayersMinus1 ) { | **Descriptor** |
| **general\_profile\_idc** | u(7) |
| **general\_tier\_flag** | u(1) |
| **num\_sub\_profiles** | u(8) |
| for( i = 0; i <= num\_sub\_profiles; i++ ) |  |
| **general\_sub\_profile\_idc**[ i ] | u(32) |
| general\_constraint\_info( ) |  |
| **general\_level\_idc** | u(8) |
| for( i = 0; i < maxNumSubLayersMinus1; i++ ) |  |
| **sub\_layer\_level\_present\_flag**[ i ] | u(1) |
| while( !byte\_aligned( ) ) |  |
| **ptl\_alignment\_zero\_bit** | f(1) |
| for( i = 0; i < maxNumSubLayersMinus1; i++ ) |  |
| if( sub\_layer\_level\_present\_flag[ i ] ) |  |
| **sub\_layer\_level\_idc**[ i ] | u(8) |
| } |  |

#### General constraint information syntax

|  |  |
| --- | --- |
| general\_constraint\_info( ) { | **Descriptor** |
| **general\_progressive\_source\_flag** | u(1) |
| **general\_interlaced\_source\_flag** | u(1) |
| **general\_non\_packed\_constraint\_flag** | u(1) |
| **general\_frame\_only\_constraint\_flag** | u(1) |
| **intra\_only\_constraint\_flag** | u(1) |
| **max\_bitdepth\_constraint\_idc** | u(4) |
| **max\_chroma\_format\_constraint\_idc** | u(2) |
| **frame\_only\_constraint\_flag** | u(1) |
| **no\_qtbtt\_dual\_tree\_intra\_constraint\_flag** | u(1) |
| **no\_partition\_constraints\_override\_constraint\_flag** | u(1) |
| **no\_sao\_constraint\_flag** | u(1) |
| **no\_alf\_constraint\_flag** | u(1) |
| **no\_joint\_cbcr\_constraint\_flag** | u(1) |
| **no\_ref\_wraparound\_constraint\_flag** | u(1) |
| **no\_temporal\_mvp\_constraint\_flag** | u(1) |
| **no\_sbtmvp\_constraint\_flag** | u(1) |
| **no\_amvr\_constraint\_flag** | u(1) |
| **no\_bdof\_constraint\_flag** | u(1) |
| **no\_dmvr\_constraint\_flag** | u(1) |
| **no\_cclm\_constraint\_flag** | u(1) |
| **no\_mts\_constraint\_flag** | u(1) |
| **no\_sbt\_constraint\_flag** | u(1) |
| **no\_affine\_motion\_constraint\_flag** | u(1) |
| **no\_bcw\_constraint\_flag** | u(1) |
| **no\_ibc\_constraint\_flag** | u(1) |
| **no\_ciip\_constraint\_flag** | u(1) |
| **no\_fpel\_mmvd\_constraint\_flag** | u(1) |
| **no\_triangle\_constraint\_flag** | u(1) |
| **no\_ladf\_constraint\_flag** | u(1) |
| **no\_transform\_skip\_constraint\_flag** | u(1) |
| **no\_bdpcm\_constraint\_flag** | u(1) |
| **no\_qp\_delta\_constraint\_flag** | u(1) |
| **no\_dep\_quant\_constraint\_flag** | u(1) |
| **no\_sign\_data\_hiding\_constraint\_flag** | u(1) |
| while( !byte\_aligned( ) ) |  |
| **gci\_alignment\_zero\_bit** | f(1) |
| } |  |

### HRD parameters syntax

#### General HRD parameters syntax

|  |  |
| --- | --- |
| general\_hrd\_parameters( firstSubLayer, maxNumSubLayersMinus1 ) { | Descriptor |
| **general\_nal\_hrd\_parameters\_present\_flag** | u(1) |
| **general\_vcl\_hrd\_parameters\_present\_flag** | u(1) |
| if( general\_nal\_hrd\_parameters\_present\_flag | |  general\_vcl\_hrd\_parameters\_present\_flag ) { |  |
| **decoding\_unit\_hrd\_params\_present\_flag** | u(1) |
| if( decoding\_unit\_hrd\_params\_present\_flag ) { |  |
| **tick\_divisor\_minus2** | u(8) |
| **decoding\_unit\_cbp\_params\_in\_pic\_timing\_sei\_flag** | u(1) |
| } |  |
| **bit\_rate\_scale** | u(4) |
| **cpb\_size\_scale** | u(4) |
| if( decoding\_unit\_hrd\_params\_present\_flag ) |  |
| **cpb\_size\_du\_scale** | u(4) |
| } |  |
| for( i = firstSubLayer; i <= maxNumSubLayersMinus1; i++ ) { |  |
| **fixed\_pic\_rate\_general\_flag**[ i ] | u(1) |
| if( !fixed\_pic\_rate\_general\_flag[ i ] ) |  |
| **fixed\_pic\_rate\_within\_cvs\_flag**[ i ] | u(1) |
| if( fixed\_pic\_rate\_within\_cvs\_flag[ i ] ) |  |
| **elemental\_duration\_in\_tc\_minus1**[ i ] | ue(v) |
| else |  |
| **low\_delay\_hrd\_flag**[ i ] | u(1) |
| if( !low\_delay\_hrd\_flag[ i ] ) |  |
| **hrd\_cpb\_cnt\_minus1**[ i ] | ue(v) |
| if( general\_nal\_hrd\_parameters\_present\_flag ) |  |
| sub\_layer\_hrd\_parameters( i ) |  |
| if( general\_vcl\_hrd\_parameters\_present\_flag ) |  |
| sub\_layer\_hrd\_parameters( i ) |  |
| } |  |
| } |  |

#### Sub-layer HRD parameters syntax

|  |  |
| --- | --- |
| sub\_layer\_hrd\_parameters( subLayerId ) { | Descriptor |
| for( j = 0; j <= hrd\_cpb\_cnt\_minus1[ subLayerId ]; j++ ) { |  |
| **bit\_rate\_value\_minus1**[ subLayerId ][ j ] | ue(v) |
| **cpb\_size\_value\_minus1**[ subLayerId ][ j ] | ue(v) |
| if( decoding\_unit\_hrd\_params\_present\_flag ) { |  |
| **cpb\_size\_du\_value\_minus1**[ subLayerId ][ j ] | ue(v) |
| **bit\_rate\_du\_value\_minus1**[ subLayerId ][ j ] | ue(v) |
| } |  |
| **cbr\_flag**[ subLayerId ][ j ] | u(1) |
| } |  |
| } |  |

### Supplemental enhancement information message syntax

|  |  |
| --- | --- |
| sei\_message( ) { | **Descriptor** |
| payloadType = 0 |  |
| do { |  |
| **payload\_type\_byte** | u(8) |
| payloadType += payload\_type\_byte |  |
| } while (payload\_type\_byte = = 0xFF ) |  |
| payloadSize = 0 |  |
| do { |  |
| **payload\_size\_byte** | u(8) |
| payloadSize += payload\_size\_byte |  |
| } while (payload\_size\_byte = = 0xFF ) |  |
| sei\_payload( payloadType, payloadSize ) |  |
| } |  |

### Slice header syntax

#### General slice header syntax

|  |  |
| --- | --- |
| slice\_header( ) { | Descriptor |
| **slice\_pic\_parameter\_set\_id** | ue(v) |
| if( rect\_slice\_flag | | NumBricksInPic > 1 ) |  |
| **slice\_address** | u(v) |
| if( !rect\_slice\_flag && !single\_brick\_per\_slice\_flag ) |  |
| **num\_bricks\_in\_slice\_minus1** | ue(v) |
| **non\_reference\_picture\_flag** | u(1) |
| **slice\_type** | ue(v) |
| if( separate\_colour\_plane\_flag = = 1 ) |  |
| **colour\_plane\_id** | u(2) |
| **slice\_pic\_order\_cnt\_lsb** | u(v) |
| if( nal\_unit\_type = = GDR\_NUT ) |  |
| **recovery\_poc\_cnt** | ue(v) |
| if( nal\_unit\_type = = IDR\_W\_RADL | | nal\_unit\_type = = IDR\_N\_LP | |  nal\_unit\_type = = CRA\_NUT | | NalUnitType = = GDR\_NUT ) |  |
| **no\_output\_of\_prior\_pics\_flag** | u(1) |
| if( output\_flag\_present\_flag ) |  |
| **pic\_output\_flag** | u(1) |
| if( ( nal\_unit\_type != IDR\_W\_RADL && nal\_unit\_type != IDR\_N\_LP ) | |  sps\_idr\_rpl\_present\_flag ) { |  |
| for( i = 0; i < 2; i++ ) { |  |
| if( num\_ref\_pic\_lists\_in\_sps[ i ] > 0 && !pps\_ref\_pic\_list\_sps\_idc[ i ] &&  ( i = = 0 | | ( i = = 1 && rpl1\_idx\_present\_flag ) ) ) |  |
| **ref\_pic\_list\_sps\_flag**[ i ] | u(1) |
| if( ref\_pic\_list\_sps\_flag[ i ] ) { |  |
| if( num\_ref\_pic\_lists\_in\_sps[ i ] > 1 && |  |
| ( i = = 0 | | ( i = = 1 && rpl1\_idx\_present\_flag ) ) ) |  |
| **ref\_pic\_list\_idx**[ i ] | u(v) |
| } else |  |
| ref\_pic\_list\_struct( i, num\_ref\_pic\_lists\_in\_sps[ i ] ) |  |
| for( j = 0; j < NumLtrpEntries[ i ][ RplsIdx[ i ] ]; j++ ) { |  |
| if( ltrp\_in\_slice\_header\_flag[ i ][ RplsIdx[ i ] ] ) |  |
| **slice\_poc\_lsb\_lt**[ i ][ j ] | u(v) |
| **delta\_poc\_msb\_present\_flag**[ i ][ j ] | u(1) |
| if( delta\_poc\_msb\_present\_flag[ i ][ j ] ) |  |
| **delta\_poc\_msb\_cycle\_lt**[ i ][ j ] | ue(v) |
| } |  |
| } |  |
| if( ( slice\_type != I && num\_ref\_entries[ 0 ][ RplsIdx[ 0 ] ] > 1 ) | |  ( slice\_type = = B && num\_ref\_entries[ 1 ][ RplsIdx[ 1 ] ] > 1 ) ) { |  |
| **num\_ref\_idx\_active\_override\_flag** | u(1) |
| if( num\_ref\_idx\_active\_override\_flag ) |  |
| for( i = 0; i < ( slice\_type = = B ? 2: 1 ); i++ ) |  |
| if( num\_ref\_entries[ i ][ RplsIdx[ i ] ] > 1 ) |  |
| **num\_ref\_idx\_active\_minus1**[ i ] | ue(v) |
| } |  |
| } |  |
| if( partition\_constraints\_override\_enabled\_flag ) { |  |
| **partition\_constraints\_override\_flag** | ue(v) |
| if( partition\_constraints\_override\_flag ) { |  |
| **slice\_log2\_diff\_min\_qt\_min\_cb\_luma** | ue(v) |
| **slice\_max\_mtt\_hierarchy\_depth\_luma** | ue(v) |
| if( slice\_max\_mtt\_hierarchy\_depth\_luma != 0 ) |  |
| **slice\_log2\_diff\_max\_bt\_min\_qt\_luma** | ue(v) |
| **slice\_log2\_diff\_max\_tt\_min\_qt\_luma** | ue(v) |
| } |  |
| if( slice\_type = = I && qtbtt\_dual\_tree\_intra\_flag ) { |  |
| **slice\_log2\_diff\_min\_qt\_min\_cb\_chroma** | ue(v) |
| **slice\_max\_mtt\_hierarchy\_depth\_chroma** | ue(v) |
| if( slice\_max\_mtt\_hierarchy\_depth\_chroma != 0 ) |  |
| **slice\_log2\_diff\_max\_bt\_min\_qt\_chroma** | ue(v) |
| **slice\_log2\_diff\_max\_tt\_min\_qt\_chroma** | ue(v) |
| } |  |
| } |  |
| } |  |
| } |  |
| if ( slice\_type != I ) { |  |
| if( sps\_temporal\_mvp\_enabled\_flag && !pps\_temporal\_mvp\_enabled\_idc ) |  |
| **slice\_temporal\_mvp\_enabled\_flag** | u(1) |
| if( slice\_type = = B && !pps\_mvd\_l1\_zero\_idc ) |  |
| **mvd\_l1\_zero\_flag** | u(1) |
| if( cabac\_init\_present\_flag ) |  |
| **cabac\_init\_flag** | u(1) |
| if( slice\_temporal\_mvp\_enabled\_flag ) { |  |
| if( slice\_type = = B && !pps\_collocated\_from\_l0\_idc ) |  |
| **collocated\_from\_l0\_flag** | u(1) |
| if( ( collocated\_from\_l0\_flag && NumRefIdxActive[ 0 ] > 1 ) | |  ( !collocated\_from\_l0\_flag && NumRefIdxActive[ 1 ] > 1 ) ) |  |
| **collocated\_ref\_idx** | ue(v) |
| } |  |
| if( ( pps\_weighted\_pred\_flag && slice\_type = = P ) | |  ( pps\_weighted\_bipred\_flag && slice\_type = = B ) ) |  |
| pred\_weight\_table( ) |  |
| if( !pps\_six\_minus\_max\_num\_merge\_cand\_plus1 ) |  |
| **six\_minus\_max\_num\_merge\_cand** | ue(v) |
| if( sps\_affine\_enabled\_flag &&  !pps\_five\_minus\_max\_num\_subblock\_merge\_cand\_plus1 ) |  |
| **five\_minus\_max\_num\_subblock\_merge\_cand** | ue(v) |
| if( sps\_fpel\_mmvd\_enabled\_flag ) |  |
| **slice\_fpel\_mmvd\_enabled\_flag** | u(1) |
| if( sps\_bdof\_dmvr\_slice\_present\_flag ) |  |
| **slice\_disable\_bdof\_dmvr\_flag** | u(1) |
| if( sps\_triangle\_enabled\_flag && MaxNumMergeCand >= 2 &&  !pps\_max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand\_minus1 ) |  |
| **max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand** | ue(v) |
| } |  |
| if ( sps\_ibc\_enabled\_flag ) |  |
| slice\_**six\_minus\_max\_num\_ibc\_merge\_cand** | ue(v) |
| if( sps\_joint\_cbcr\_enabled\_flag ) |  |
| **slice\_joint\_cbcr\_sign\_flag** | u(1) |
| **slice\_qp\_delta** | se(v) |
| if( pps\_slice\_chroma\_qp\_offsets\_present\_flag ) { |  |
| **slice\_cb\_qp\_offset** | se(v) |
| **slice\_cr\_qp\_offset** | se(v) |
| if( sps\_joint\_cbcr\_enabled\_flag ) |  |
| **slice\_joint\_cbcr\_qp\_offset** | se(v) |
| } |  |
| if( sps\_sao\_enabled\_flag ) { |  |
| **slice\_sao\_luma\_flag** | u(1) |
| if( ChromaArrayType != 0 ) |  |
| **slice\_sao\_chroma\_flag** | u(1) |
| } |  |
| if( sps\_alf\_enabled\_flag ) { |  |
| **slice\_alf\_enabled\_flag** | u(1) |
| if( slice\_alf\_enabled\_flag ) { |  |
| **slice\_num\_alf\_aps\_ids\_luma** | u(3) |
| for( i = 0; i < slice\_num\_alf\_aps\_ids\_luma; i++ ) |  |
| **slice\_alf\_aps\_id\_luma**[ i ] | u(3) |
| if( ChromaArrayType != 0 ) |  |
| **slice\_alf\_chroma\_idc** | u(2) |
| if( slice\_alf\_chroma\_idc ) |  |
| **slice\_alf\_aps\_id\_chroma** | u(3) |
| } |  |
| } |  |
| if ( !pps\_dep\_quant\_enabled\_flag ) |  |
| **dep\_quant\_enabled\_flag** | u(1) |
| if( !dep\_quant\_enabled\_flag ) |  |
| **sign\_data\_hiding\_enabled\_flag** | u(1) |
| if( deblocking\_filter\_override\_enabled\_flag ) |  |
| **deblocking\_filter\_override\_flag** | u(1) |
| if( deblocking\_filter\_override\_flag ) { |  |
| **slice\_deblocking\_filter\_disabled\_flag** | u(1) |
| if( !slice\_deblocking\_filter\_disabled\_flag ) { |  |
| **slice\_beta\_offset\_div2** | se(v) |
| **slice\_tc\_offset\_div2** | se(v) |
| } |  |
| } |  |
| if( sps\_lmcs\_enabled\_flag ) { |  |
| **slice\_lmcs\_enabled\_flag** | u(1) |
| if( slice\_lmcs\_enabled\_flag ) { |  |
| **slice\_lmcs\_aps\_id** | u(2) |
| if( ChromaArrayType != 0 ) |  |
| **slice\_chroma\_residual\_scale\_flag** | u(1) |
| } |  |
| } |  |
| if( sps\_scaling\_list\_enabled\_flag ) { |  |
| **slice\_scaling\_list\_present\_flag** | u(1) |
| if( slice\_scaling\_list\_present\_flag ) |  |
| **slice\_scaling\_list\_aps\_id** | u(3) |
| } |  |
| if( entry\_point\_offsets\_present\_flag && NumEntryPoints > 0 ) { |  |
| **offset\_len\_minus1** | ue(v) |
| for( i = 0; i < NumEntryPoints; i++ ) |  |
| **entry\_point\_offset\_minus1**[ i ] | u(v) |
| } |  |
| if( slice\_header\_extension\_present\_flag ) { |  |
| **slice\_header\_extension\_length** | ue(v) |
| for( i = 0; i < slice\_header\_extension\_length; i++) |  |
| **slice\_header\_extension\_data\_byte**[ i ] | u(8) |
| } |  |
| byte\_alignment( ) |  |
| } |  |

#### Weighted prediction parameters syntax

|  |  |
| --- | --- |
| pred\_weight\_table( ) { | Descriptor |
| **luma\_log2\_weight\_denom** | ue(v) |
| if( ChromaArrayType != 0 ) |  |
| **delta\_chroma\_log2\_weight\_denom** | se(v) |
| for( i = 0; i < NumRefIdxActive[ 0 ]; i++ ) |  |
| **luma\_weight\_l0\_flag**[ i ] | u(1) |
| if( ChromaArrayType != 0 ) |  |
| for( i = 0; i < NumRefIdxActive[ 0 ]; i++ ) |  |
| **chroma\_weight\_l0\_flag**[ i ] | u(1) |
| for( i = 0; i < NumRefIdxActive[ 0 ]; i++ ) { |  |
| if( luma\_weight\_l0\_flag[ i ] ) { |  |
| **delta\_luma\_weight\_l0**[ i ] | se(v) |
| **luma\_offset\_l0**[ i ] | se(v) |
| } |  |
| if( chroma\_weight\_l0\_flag[ i ] ) |  |
| for( j = 0; j < 2; j++ ) { |  |
| **delta\_chroma\_weight\_l0**[ i ][ j ] | se(v) |
| **delta\_chroma\_offset\_l0**[ i ][ j ] | se(v) |
| } |  |
| } |  |
| if( slice\_type = = B ) { |  |
| for( i = 0; i < NumRefIdxActive[ 1 ]; i++ ) |  |
| **luma\_weight\_l1\_flag**[ i ] | u(1) |
| if( ChromaArrayType != 0 ) |  |
| for( i = 0; i < NumRefIdxActive[ 1 ]; i++ ) |  |
| **chroma\_weight\_l1\_flag**[ i ] | u(1) |
| for( i = 0; i < NumRefIdxActive[ 1 ]; i++ ) { |  |
| if( luma\_weight\_l1\_flag[ i ] ) { |  |
| **delta\_luma\_weight\_l1**[ i ] | se(v) |
| **luma\_offset\_l1**[ i ] | se(v) |
| } |  |
| if( chroma\_weight\_l1\_flag[ i ] ) |  |
| for( j = 0; j < 2; j++ ) { |  |
| **delta\_chroma\_weight\_l1**[ i ][ j ] | se(v) |
| **delta\_chroma\_offset\_l1**[ i ][ j ] | se(v) |
| } |  |
| } |  |
| } |  |
| } |  |

### Reference picture list structure syntax

|  |  |
| --- | --- |
| ref\_pic\_list\_struct( listIdx, rplsIdx ) { | Descriptor |
| **num\_ref\_entries**[ listIdx ][ rplsIdx ] | ue(v) |
| if( long\_term\_ref\_pics\_flag ) |  |
| **ltrp\_in\_slice\_header\_flag**[ listIdx ][ rplsIdx ] | u(1) |
| for( i = 0, j = 0; i < num\_ref\_entries[ listIdx ][ rplsIdx ]; i++) { |  |
| if( inter\_layer\_ref\_pics\_present\_flag ) |  |
| **inter\_layer\_ref\_pic\_flag**[ listIdx ][ rplsIdx ][ i ] | u(1) |
| if( !inter\_layer\_ref\_pics\_flag[ listIdx ][ rplsIdx ][ i ] ) { |  |
| if( long\_term\_ref\_pics\_flag ) |  |
| **st\_ref\_pic\_flag**[ listIdx ][ rplsIdx ][ i ] | u(1) |
| if( st\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] ) { |  |
| **abs\_delta\_poc\_st**[ listIdx ][ rplsIdx ][ i ] | ue(v) |
| if( AbsDeltaPocSt[ listIdx ][ rplsIdx ][ i ] > 0 ) |  |
| **strp\_entry\_sign\_flag**[ listIdx ][ rplsIdx ][ i ] | u(1) |
| } else if( !ltrp\_in\_slice\_header\_flag[ listIdx ][ rplsIdx ] ) |  |
| **rpls\_poc\_lsb\_lt**[ listIdx ][ rplsIdx ][ j++ ] | u(v) |
| } else |  |
| **ilrp\_idc**[ listIdx ][ rplsIdx ][ i ] | ue(v) |
| } |  |
| } |  |

### Slice data syntax

#### General slice data syntax

|  |  |
| --- | --- |
| slice\_data( ) { | Descriptor |
| for( i = 0; i < NumBricksInCurrSlice; i++ ) { |  |
| CtbAddrInBs = FirstCtbAddrBs[ SliceBrickIdx[ i ] ] |  |
| for( j = 0; j < NumCtusInBrick[ SliceBrickIdx[ i ] ]; j++, CtbAddrInBs++ ) { |  |
| if( ( j % BrickWidth[ SliceBrickIdx[ i ] ] ) = = 0 ) { |  |
| NumHmvpCand = 0 |  |
| NumHmvpIbcCand = 0 |  |
| ResetIbcBuf = 1 |  |
| } |  |
| CtbAddrInRs = CtbAddrBsToRs[ CtbAddrInBs ] |  |
| coding\_tree\_unit( ) |  |
| if( entropy\_coding\_sync\_enabled\_flag &&  ( j < NumCtusInBrick[ SliceBrickIdx[ i ] ] – 1 ) &&  ( ( j + 1 ) % BrickWidth[ SliceBrickIdx[ i ] ] = = 0 ) ) { |  |
| **end\_of\_subset\_one\_bit** /\* equal to 1 \*/ | ae(v) |
| byte\_alignment( ) |  |
| } |  |
| } |  |
| **end\_of\_brick\_one\_bit** /\* equal to 1 \*/ | ae(v) |
| if( i < NumBricksInCurrSlice − 1 ) |  |
| byte\_alignment( ) |  |
| } |  |
| } |  |

#### Coding tree unit syntax

|  |  |
| --- | --- |
| coding\_tree\_unit( ) { | Descriptor |
| xCtb = ( CtbAddrInRs % PicWidthInCtbsY )  <<  CtbLog2SizeY |  |
| yCtb = ( CtbAddrInRs / PicWidthInCtbsY )  <<  CtbLog2SizeY |  |
| if( slice\_sao\_luma\_flag | | slice\_sao\_chroma\_flag ) |  |
| sao( xCtb  >>  CtbLog2SizeY, yCtb  >>  CtbLog2SizeY ) |  |
| if( slice\_alf\_enabled\_flag ){ |  |
| **alf\_ctb\_flag**[ 0 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] | ae(v) |
| if( alf\_ctb\_flag[ 0 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] ) { |  |
| if( slice\_num\_alf\_aps\_ids\_luma > 0 ) |  |
| **alf\_ctb\_use\_first\_aps\_flag** | ae(v) |
| if( !alf\_ctb\_use\_first\_aps\_flag ) { |  |
| if( slice\_num\_alf\_aps\_ids\_luma > 1 ) |  |
| **alf\_use\_aps\_flag** | ae(v) |
| if( alf\_use\_aps\_flag ) { |  |
| if( slice\_num\_alf\_aps\_ids\_luma > 2 ) |  |
| **alf\_luma\_prev\_filter\_idx\_minus1** | ae(v) |
| } else |  |
| **alf\_luma\_fixed\_filter\_idx** | ae(v) |
| } |  |
| } |  |
| if( slice\_alf\_chroma\_idc  = =  1  | |  slice\_alf\_chroma\_idc  = =  3 ) { |  |
| **alf\_ctb\_flag**[ 1 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] | ae(v) |
| if( alf\_ctb\_flag[ 1 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ]  && aps\_alf\_chroma\_num\_alt\_filters\_minus1 > 0 ) |  |
| **alf\_ctb\_filter\_alt\_idx**[ 0 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] | ae(v) |
| } |  |
| if( slice\_alf\_chroma\_idc  = =  2  | |  slice\_alf\_chroma\_idc  = =  3 ) { |  |
| **alf\_ctb\_flag**[ 2 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] | ae(v) |
| if( alf\_ctb\_flag[ 2 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ]  && aps\_alf\_chroma\_num\_alt\_filters\_minus1 > 0 ) |  |
| **alf\_ctb\_filter\_alt\_idx**[ 1 ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] | ae(v) |
| } |  |
| } |  |
| if( slice\_type = = I  &&  qtbtt\_dual\_tree\_intra\_flag ) |  |
| dual\_tree\_implicit\_qt\_split ( xCtb, yCtb, CtbSizeY, 0 ) |  |
| else |  |
| coding\_tree( xCtb, yCtb, CtbSizeY, CtbSizeY, 1, 1, 0, 0, 0, 0, 0,   SINGLE\_TREE, MODE\_TYPE\_ALL ) |  |
| } |  |

|  |  |
| --- | --- |
| dual\_tree\_implicit\_qt\_split( x0, y0, cbSize, cqtDepth ) { | Descriptor |
| cbSubdiv = 2 \* cqtDepth |  |
| if( cbSize > 64 ) { |  |
| if( cu\_qp\_delta\_enabled\_flag && cbSubdiv <= cu\_qp\_delta\_subdiv ) { |  |
| IsCuQpDeltaCoded = 0 |  |
| CuQpDeltaVal = 0 |  |
| CuQgTopLeftX = x0 |  |
| CuQgTopLeftY = y0 |  |
| } |  |
| if( cu\_chroma\_qp\_offset\_enabled\_flag && cbSubdiv  <=  cu\_chroma\_qp\_offset\_subdiv ) |  |
| IsCuChromaQpOffsetCoded = 0 |  |
| x1 = x0 + ( cbSize / 2 ) |  |
| y1 = y0 + ( cbSize / 2 ) |  |
| dual\_tree\_implicit\_qt\_split( x0, y0, cbSize / 2, cqtDepth + 1 ) |  |
| if( x1 < pic\_width\_in\_luma\_samples ) |  |
| dual\_tree\_implicit\_qt\_split( x1, y0, cbSize / 2, cqtDepth + 1 ) |  |
| if( y1 < pic\_height\_in\_luma\_samples ) |  |
| dual\_tree\_implicit\_qt\_split( x0, y1, cbSize / 2, cqtDepth + 1 ) |  |
| if( x1 < pic\_width\_in\_luma\_samples && y1 < pic\_height\_in\_luma\_samples ) |  |
| dual\_tree\_implicit\_qt\_split( x1, y1, cbSize / 2, cqtDepth + 1 ) |  |
| } else { |  |
| coding\_tree( x0, y0, cbSize, cbSize, 1, 0, cbSubdiv, cqtDepth, 0, 0, 0,   DUAL\_TREE\_LUMA, MODE\_TYPE\_ALL ) |  |
| coding\_tree( x0, y0, cbSize, cbSize, 0, 1, cbSubdiv, cqtDepth, 0, 0, 0,   DUAL\_TREE\_CHROMA, MODE\_TYPE\_ALL ) |  |
| } |  |
| } |  |

#### Sample adaptive offset syntax

|  |  |
| --- | --- |
| sao( rx, ry ) { | Descriptor |
| if( rx > 0 ) { |  |
| leftCtbInBrick = BrickId[ CtbAddrInBs ] = =  BrickId[ CtbAddrRsToBs[ CtbAddrInRs − 1 ] ] |  |
| if( leftCtbInBrick ) |  |
| **sao\_merge\_left\_flag** | ae(v) |
| } |  |
| if( ry > 0 && !sao\_merge\_left\_flag ) { |  |
| upCtbInBrick = BrickId[ CtbAddrInBs ] = =   BrickId[ CtbAddrRsToBs[ CtbAddrInRs − PicWidthInCtbsY ] ] |  |
| if( upCtbInBrick ) |  |
| **sao\_merge\_up\_flag** | ae(v) |
| } |  |
| if( !sao\_merge\_up\_flag && !sao\_merge\_left\_flag ) |  |
| for( cIdx = 0; cIdx < ( ChromaArrayType != 0 ? 3 : 1 ); cIdx++ ) |  |
| if( ( slice\_sao\_luma\_flag && cIdx = = 0 ) | |  ( slice\_sao\_chroma\_flag && cIdx > 0 ) ) { |  |
| if( cIdx = = 0 ) |  |
| **sao\_type\_idx\_luma** | ae(v) |
| else if( cIdx = = 1 ) |  |
| **sao\_type\_idx\_chroma** | ae(v) |
| if( SaoTypeIdx[ cIdx ][ rx ][ ry ] != 0 ) { |  |
| for( i = 0; i < 4; i++ ) |  |
| **sao\_offset\_abs**[ cIdx ][ rx ][ ry ][ i ] | ae(v) |
| if( SaoTypeIdx[ cIdx ][ rx ][ ry ] = = 1 ) { |  |
| for( i = 0; i < 4; i++ ) |  |
| if( sao\_offset\_abs[ cIdx ][ rx ][ ry ][ i ] != 0 ) |  |
| **sao\_offset\_sign**[ cIdx ][ rx ][ ry ][ i ] | ae(v) |
| **sao\_band\_position**[ cIdx ][ rx ][ ry ] | ae(v) |
| } else { |  |
| if( cIdx = = 0 ) |  |
| **sao\_eo\_class\_luma** | ae(v) |
| if( cIdx = = 1 ) |  |
| **sao\_eo\_class\_chroma** | ae(v) |
| } |  |
| } |  |
| } |  |
| } |  |

#### Coding tree syntax

|  |  |
| --- | --- |
| coding\_tree( x0, y0, cbWidth, cbHeight, qgOnY, qgOnC, cbSubdiv, cqtDepth, mttDepth, depthOffset,    partIdx, treeTypeCurr, modeTypeCurr ) { | Descriptor |
| if( ( allowSplitBtVer | | allowSplitBtHor | | allowSplitTtVer | | allowSplitTtHor | | allowSplitQT )   &&( x0 + cbWidth <= pic\_width\_in\_luma\_samples )   && (y0 + cbHeight <= pic\_height\_in\_luma\_samples ) ) |  |
| **split\_cu\_flag** | ae(v) |
| if( cu\_qp\_delta\_enabled\_flag && qgOnY && cbSubdiv  <=  cu\_qp\_delta\_subdiv ) { |  |
| IsCuQpDeltaCoded = 0 |  |
| CuQpDeltaVal = 0 |  |
| CuQgTopLeftX = x0 |  |
| CuQgTopLeftY = y0 |  |
| } |  |
| if( cu\_chroma\_qp\_offset\_enabled\_flag && qgOnC &&   cbSubdiv  <=  cu\_chroma\_qp\_offset\_subdiv ) |  |
| IsCuChromaQpOffsetCoded = 0 |  |
| if( split\_cu\_flag ) { |  |
| if( ( allowSplitBtVer | | allowSplitBtHor | | allowSplitTtVer | | allowSplitTtHor ) &&   allowSplitQT ) |  |
| **split\_qt\_flag** | ae(v) |
| if( !split\_qt\_flag ) { |  |
| if( ( allowSplitBtHor | | allowSplitTtHor ) &&   ( allowSplitBtVer | | allowSplitTtVer ) ) |  |
| **mtt\_split\_cu\_vertical\_flag** | ae(v) |
| if( ( allowSplitBtVer && allowSplitTtVer && mtt\_split\_cu\_vertical\_flag ) | |   ( allowSplitBtHor && allowSplitTtHor && !mtt\_split\_cu\_vertical\_flag ) ) |  |
| **mtt\_split\_cu\_binary\_flag** | ae(v) |
| } |  |
| if( modeTypeCondition = = 1 ) |  |
| modeType  =  MODE\_TYPE\_INTRA |  |
| else if( modeTypeCondition = = 2 ) { |  |
| **mode\_constraint\_flag** | ae(v) |
| modeType  =  mode\_constraint\_flag ? MODE\_TYPE\_INTRA : MODE\_TYPE\_INTER |  |
| } else { |  |
| modeType  =  modeTypeCurr |  |
| } |  |
| treeType  =  ( modeType = = MODE\_TYPE\_INTRA ) ? DUAL\_TREE\_LUMA : treeTypeCurr |  |
| if( !split\_qt\_flag ) { |  |
| if( MttSplitMode[ x0 ][ y0 ][ mttDepth ] = = SPLIT\_BT\_VER ) { |  |
| depthOffset  +=  ( x0 + cbWidth  >  pic\_width\_in\_luma\_samples ) ? 1 : 0 |  |
| x1 = x0 + ( cbWidth / 2 ) |  |
| coding\_tree( x0, y0, cbWidth / 2, cbHeight, qgOnY, qgOnC, cbSubdiv + 1,   cqtDepth, mttDepth + 1, depthOffset, 0, treeType, modeType ) |  |
| if( x1 < pic\_width\_in\_luma\_samples ) |  |
| coding\_tree( x1, y0, cbWidth / 2, cbHeightY, qgOnY, qgOnC, cbSubdiv + 1,   cqtDepth, mttDepth + 1, depthOffset, 1, treeType, modeType ) |  |
| } else if( MttSplitMode[ x0 ][ y0 ][ mttDepth ] = = SPLIT\_BT\_HOR ) { |  |
| depthOffset  +=  ( y0 + cbHeight  >  pic\_height\_in\_luma\_samples ) ? 1 : 0 |  |
| y1 = y0 + ( cbHeight / 2 ) |  |
| coding\_tree( x0, y0, cbWidth, cbHeight / 2, qgOnY, qgOnC, cbSubdiv + 1,   cqtDepth, mttDepth + 1, depthOffset, 0, treeType, modeType ) |  |
| if( y1 < pic\_height\_in\_luma\_samples ) |  |
| coding\_tree( x0, y1, cbWidth, cbHeight / 2, qgOnY, qgOnC, cbSubdiv + 1,   cqtDepth, mttDepth + 1, depthOffset, 1, treeType, modeType ) |  |
| } else if( MttSplitMode[ x0 ][ y0 ][ mttDepth ] = = SPLIT\_TT\_VER ) { |  |
| x1 = x0 + ( cbWidth / 4 ) |  |
| x2 = x0 + ( 3 \* cbWidth / 4 ) |  |
| qgOnY = qgOnY && ( cbSubdiv + 2 <= cu\_qp\_delta\_subdiv ) |  |
| qgOnC = qgOnC && ( cbSubdiv + 2 <= cu\_chroma\_qp\_offset\_subdiv ) |  |
| coding\_tree( x0, y0, cbWidth / 4, cbHeight, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth, mttDepth + 1, depthOffset, 0, treeType, modeType ) |  |
| coding\_tree( x1, y0, cbWidth / 2, cbHeight, qgOnY, qgOnC, cbSubdiv + 1,   cqtDepth, mttDepth + 1, depthOffset, 1, treeType, modeType ) |  |
| coding\_tree( x2, y0, cbWidth / 4, cbHeight, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth, mttDepth + 1, depthOffset, 2, treeType, modeType ) |  |
| } else { /\* SPLIT\_TT\_HOR \*/ |  |
| y1 = y0 + ( cbHeight / 4 ) |  |
| y2 = y0 + ( 3 \* cbHeight / 4 ) |  |
| qgOnY = qgOnY && ( cbSubdiv + 2 <= cu\_qp\_delta\_subdiv ) |  |
| qgOnC = qgOnC && ( cbSubdiv + 2 <= cu\_chroma\_qp\_offset\_subdiv ) |  |
| coding\_tree( x0, y0, cbWidth, cbHeight / 4, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth, mttDepth + 1, depthOffset, 0, treeType, modeType ) |  |
| coding\_tree( x0, y1, cbWidth, cbHeight / 2, qgOnY, qgOnC, cbSubdiv + 1,   cqtDepth, mttDepth + 1, depthOffset, 1, treeType, modeType ) |  |
| coding\_tree( x0, y2, cbWidth, cbHeight / 4, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth, mttDepth + 1, depthOffset, 2, treeType, modeType ) |  |
| } |  |
| } else { |  |
| x1 = x0 + ( cbWidth / 2 ) |  |
| y1 = y0 + ( cbHeight / 2 ) |  |
| coding\_tree( x0, y0, cbWidth / 2, cbHeight / 2, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth + 1, 0, 0, 0, treeType, modeType ) |  |
| if( x1 < pic\_width\_in\_luma\_samples ) |  |
| coding\_tree( x1, y0, cbWidth / 2, cbHeight / 2, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth + 1, 0, 0, 1, treeType, modeType ) |  |
| if( y1 < pic\_height\_in\_luma\_samples ) |  |
| coding\_tree( x0, y1, cbWidth / 2, cbHeight / 2, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth + 1,  0, 0, 2, treeType, modeType ) |  |
| if( y1 < pic\_height\_in\_luma\_samples && x1 < pic\_width\_in\_luma\_samples ) |  |
| coding\_tree( x1, y1, cbWidth / 2, cbHeight / 2, qgOnY, qgOnC, cbSubdiv + 2,   cqtDepth + 1,  0, 0, 3, treeType, modeType ) |  |
| } |  |
| if( modeTypeCur = = MODE\_TYPE\_ALL && modeType = = MODE\_TYPE\_INTRA ) { |  |
| coding\_tree( x0, y0, cbWidth, cbHeight,  qgOnY, qgOnC, cbSubdiv, cqtDepth, mttDepth, 0, 0   DUAL\_TREE\_CHROMA , modeType ) |  |
| } |  |
| } else |  |
| coding\_unit( x0, y0, cbWidth, cbHeight, cqtDepth, treeTypeCurr , modeTypeCurr ) |  |
| } |  |

#### Coding unit syntax

|  |  |
| --- | --- |
| coding\_unit( x0, y0, cbWidth, cbHeight, cqtDepth, treeType, modeType ) { | Descriptor |
| chType = treeType = = DUAL\_TREE\_CHROMA? 1 : 0 |  |
| if( slice\_type != I | | sps\_ibc\_enabled\_flag | | sps\_palette\_enabled\_flag) { |  |
| if( treeType != DUAL\_TREE\_CHROMA &&   !( ( ( cbWidth = = 4 && cbHeight = = 4 ) | | modeType = = MODE\_TYPE\_INTRA )   && !sps\_ibc\_enabled\_flag ) ) |  |
| **cu\_skip\_flag**[ x0 ][ y0 ] | ae(v) |
| if( cu\_skip\_flag[ x0 ][ y0 ] = = 0 && slice\_type != I   && !( cbWidth = = 4 && cbHeight = = 4 ) && modeType = = MODE\_TYPE\_ALL ) |  |
| **pred\_mode\_flag** | ae(v) |
| if( ( ( slice\_type = = I && cu\_skip\_flag[ x0 ][ y0 ] = =0 ) | |  ( slice\_type != I && ( CuPredMode[ chType ][ x0 ][ y0 ] != MODE\_INTRA | |   ( cbWidth = = 4 && cbHeight = = 4 && cu\_skip\_flag[ x0 ][ y0 ] = = 0 ) ) ) ) &&  cbWidth <= 64 && cbHeight <= 64 && modeType != MODE\_TYPE\_INTER &&  sps\_ibc\_enabled\_flag && treeType != DUAL\_TREE\_CHROMA ) |  |
| **pred\_mode\_ibc\_flag** | ae(v) |
| if( ( ( ( slice\_type = = I | | ( cbWidth = = 4 && cbHeight = = 4 ) | | sps\_ibc\_enabled\_flag ) &&  CuPredMode[ x0 ][ y0 ] = = MODE\_INTRA ) | |  ( slice\_type != I && !( cbWidth = = 4 && cbHeight = = 4 ) && !sps\_ibc\_enabled\_flag   && CuPredMode[ x0 ][ y0 ] != MODE\_INTRA ) ) && sps\_palette\_enabled\_flag &&   cbWidth <= 64 && cbHeight <= 64 && && cu\_skip\_flag[ x0 ][ y0 ] = = 0 &&  modeType != MODE\_INTER ) |  |
| **pred\_mode\_plt\_flag** | ae(v) |
| } |  |
| if( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_INTRA | |   CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_PLT ) { |  |
| if( treeType = = SINGLE\_TREE | | treeType = = DUAL\_TREE\_LUMA ) { |  |
| if( pred\_mode\_plt\_flag ) { |  |
| if( treeType = = DUAL\_TREE\_LUMA ) |  |
| palette\_coding( x0, y0, cbWidth, cbHeight, 0, 1 ) |  |
| else /\* SINGLE\_TREE \*/ |  |
| palette\_coding( x0, y0, cbWidth, cbHeight, 0, 3 ) |  |
| } else { |  |
| if( sps\_bdpcm\_enabled\_flag &&  cbWidth <= MaxTsSize && cbHeight <= MaxTsSize ) |  |
| **intra\_bdpcm\_flag** | ae(v) |
| if( intra\_bdpcm\_flag ) |  |
| **intra\_bdpcm\_dir\_flag** | ae(v) |
| else { |  |
| if( sps\_mip\_enabled\_flag &&   ( Abs( Log2( cbWidth ) − Log2( cbHeight ) ) <= 2 ) &&   cbWidth <= MaxTbSizeY && cbHeight <= MaxTbSizeY ) |  |
| **intra\_mip\_flag**[ x0 ][ y0 ] | ae(v) |
| if( intra\_mip\_flag[ x0 ][ y0 ] ) |  |
| **intra\_mip\_mode**[ x0 ][ y0 ] | ae(v) |
| else { |  |
| if( sps\_mrl\_enabled\_flag && ( ( y0 % CtbSizeY )  >  0 ) ) |  |
| **intra\_luma\_ref\_idx**[ x0 ][ y0 ] | ae(v) |
| if ( sps\_isp\_enabled\_flag && intra\_luma\_ref\_idx[ x0 ][ y0 ] = = 0 &&   ( cbWidth <= MaxTbSizeY && cbHeight <= MaxTbSizeY ) &&   ( cbWidth \* cbHeight > MinTbSizeY \* MinTbSizeY ) ) |  |
| **intra\_subpartitions\_mode\_flag**[ x0 ][ y0 ] | ae(v) |
| if( intra\_subpartitions\_mode\_flag[ x0 ][ y0 ] = = 1 ) |  |
| **intra\_subpartitions\_split\_flag**[ x0 ][ y0 ] | ae(v) |
| if( intra\_luma\_ref\_idx[ x0 ][ y0 ] = = 0 ) |  |
| **intra\_luma\_mpm\_flag**[ x0 ][ y0 ] | ae(v) |
| if( intra\_luma\_mpm\_flag[ x0 ][ y0 ] ) { |  |
| if( intra\_luma\_ref\_idx[ x0 ][ y0 ] = = 0 ) |  |
| **intra\_luma\_not\_planar\_flag**[ x0 ][ y0 ] | ae(v) |
| if( intra\_luma\_not\_planar\_flag[ x0 ][ y0 ] ) |  |
| **intra\_luma\_mpm\_idx**[ x0 ][ y0 ] | ae(v) |
| } else |  |
| **intra\_luma\_mpm\_remainder**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } |  |
| } |  |
| } |  |
| if( ( treeType = = SINGLE\_TREE | | treeType = = DUAL\_TREE\_CHROMA ) &&  ChromaArrayType != 0 ) { |  |
| if ( pred\_mode\_plt\_flag && treeType = = DUAL\_TREE\_CHROMA ) |  |
| palette\_coding( x0, y0, cbWidth / SubWidthC, cbHeight / SubHeightC, 1, 2 ) |  |
| else { |  |
| if( CclmEnabled ) |  |
| **cclm\_mode\_flag** | ae(v) |
| if( cclm\_mode\_flag ) |  |
| **cclm\_mode\_idx** | ae(v) |
| else |  |
| **intra\_chroma\_pred\_mode** | ae(v) |
| } |  |
| } |  |
| } else if( treeType != DUAL\_TREE\_CHROMA ) { /\* MODE\_INTER or MODE\_IBC \*/ |  |
| if( cu\_skip\_flag[ x0 ][ y0 ] = = 0 ) |  |
| **general\_merge\_flag**[ x0 ][ y0 ] | ae(v) |
| if( general\_merge\_flag[ x0 ][ y0 ] ) { |  |
| merge\_data( x0, y0, cbWidth, cbHeight, chType ) |  |
| } else if ( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_IBC ) { |  |
| mvd\_coding( x0, y0, 0, 0 ) |  |
| if( MaxNumIbcMergeCand > 1 ) |  |
| **mvp\_l0\_flag**[ x0 ][ y0 ] | ae(v) |
| if( sps\_amvr\_enabled\_flag &&   ( MvdL0[ x0 ][ y0 ][ 0 ] != 0 | | MvdL0[ x0 ][ y0 ][ 1 ] != 0 ) ) { |  |
| **amvr\_precision\_idx**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } else { |  |
| if( slice\_type = = B ) |  |
| **inter\_pred\_idc**[ x0 ][ y0 ] | ae(v) |
| if( sps\_affine\_enabled\_flag && cbWidth >= 16 && cbHeight >= 16 ) { |  |
| **inter\_affine\_flag**[ x0 ][ y0 ] | ae(v) |
| if( sps\_affine\_type\_flag && inter\_affine\_flag[ x0 ][ y0 ] ) |  |
| **cu\_affine\_type\_flag**[ x0 ][ y0 ] | ae(v) |
| } |  |
| if( sps\_smvd\_enabled\_flag && !mvd\_l1\_zero\_flag &&   inter\_pred\_idc[ x0 ][ y0 ] = = PRED\_BI &&  !inter\_affine\_flag[ x0 ][ y0 ] && RefIdxSymL0 > −1 && RefIdxSymL1 > −1 ) |  |
| **sym\_mvd\_flag**[ x0 ][ y0 ] | ae(v) |
| if( inter\_pred\_idc[ x0 ][ y0 ] != PRED\_L1 ) { |  |
| if( NumRefIdxActive[ 0 ] > 1 && !sym\_mvd\_flag[ x0 ][ y0 ] ) |  |
| **ref\_idx\_l0**[ x0 ][ y0 ] | ae(v) |
| mvd\_coding( x0, y0, 0, 0 ) |  |
| if( MotionModelIdc[ x0 ][ y0 ] > 0 ) |  |
| mvd\_coding( x0, y0, 0, 1 ) |  |
| if(MotionModelIdc[ x0 ][ y0 ] > 1 ) |  |
| mvd\_coding( x0, y0, 0, 2 ) |  |
| **mvp\_l0\_flag**[ x0 ][ y0 ] | ae(v) |
| } else { |  |
| MvdL0[ x0 ][ y0 ][ 0 ] = 0 |  |
| MvdL0[ x0 ][ y0 ][ 1 ] = 0 |  |
| } |  |
| if( inter\_pred\_idc[ x0 ][ y0 ] != PRED\_L0 ) { |  |
| if( NumRefIdxActive[ 1 ] > 1 && !sym\_mvd\_flag[ x0 ][ y0 ] ) |  |
| **ref\_idx\_l1**[ x0 ][ y0 ] | ae(v) |
| if( mvd\_l1\_zero\_flag && inter\_pred\_idc[ x0 ][ y0 ] = = PRED\_BI ) { |  |
| MvdL1[ x0 ][ y0 ][ 0 ] = 0 |  |
| MvdL1[ x0 ][ y0 ][ 1 ] = 0 |  |
| MvdCpL1[ x0 ][ y0 ][ 0 ][ 0 ] = 0 |  |
| MvdCpL1[ x0 ][ y0 ][ 0 ][ 1 ] = 0 |  |
| MvdCpL1[ x0 ][ y0 ][ 1 ][ 0 ] = 0 |  |
| MvdCpL1[ x0 ][ y0 ][ 1 ][ 1 ] = 0 |  |
| MvdCpL1[ x0 ][ y0 ][ 2 ][ 0 ] = 0 |  |
| MvdCpL1[ x0 ][ y0 ][ 2 ][ 1 ] = 0 |  |
| } else { |  |
| if( sym\_mvd\_flag[ x0 ][ y0 ] ) { |  |
| MvdL1[ x0 ][ y0 ][ 0 ] = −MvdL0[ x0 ][ y0 ][ 0 ] |  |
| MvdL1[ x0 ][ y0 ][ 1 ] = −MvdL0[ x0 ][ y0 ][ 1 ] |  |
| } else |  |
| mvd\_coding( x0, y0, 1, 0 ) |  |
| if( MotionModelIdc[ x0 ][ y0 ] > 0 ) |  |
| mvd\_coding( x0, y0, 1, 1 ) |  |
| if(MotionModelIdc[ x0 ][ y0 ] > 1 ) |  |
| mvd\_coding( x0, y0, 1, 2 ) |  |
| **mvp\_l1\_flag**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } else { |  |
| MvdL1[ x0 ][ y0 ][ 0 ] = 0 |  |
| MvdL1[ x0 ][ y0 ][ 1 ] = 0 |  |
| } |  |
| if( ( sps\_amvr\_enabled\_flag && inter\_affine\_flag[ x0 ][ y0 ] = = 0 &&  ( MvdL0[ x0 ][ y0 ][ 0 ] != 0 | | MvdL0[ x0 ][ y0 ][ 1 ] != 0 | |  MvdL1[ x0 ][ y0 ][ 0 ] != 0 | | MvdL1[ x0 ][ y0 ][ 1 ] != 0 ) ) | |  ( sps\_affine\_amvr\_enabled\_flag && inter\_affine\_flag[ x0 ][ y0 ] = = 1 &&  ( MvdCpL0[ x0 ][ y0 ][ 0 ] [ 0 ] != 0 | | MvdCpL0[ x0 ][ y0 ][ 0 ] [ 1 ] != 0 | |  MvdCpL1[ x0 ][ y0 ][ 0 ] [ 0 ] != 0 | | MvdCpL1[ x0 ][ y0 ][ 0 ] [ 1 ] != 0 | |  MvdCpL0[ x0 ][ y0 ][ 1 ] [ 0 ] != 0 | | MvdCpL0[ x0 ][ y0 ][ 1 ] [ 1 ] != 0 | |  MvdCpL1[ x0 ][ y0 ][ 1 ] [ 0 ] != 0 | | MvdCpL1[ x0 ][ y0 ][ 1 ] [ 1 ] != 0 | |  MvdCpL0[ x0 ][ y0 ][ 2 ] [ 0 ] != 0 | | MvdCpL0[ x0 ][ y0 ][ 2 ] [ 1 ] != 0 | |  MvdCpL1[ x0 ][ y0 ][ 2 ] [ 0 ] != 0 | | MvdCpL1[ x0 ][ y0 ][ 2 ] [ 1 ] != 0 ) ) { |  |
| **amvr\_flag**[ x0 ][ y0 ] | ae(v) |
| if( amvr\_flag[ x0 ][ y0 ] ) |  |
| **amvr\_precision\_idx**[ x0 ][ y0 ] | ae(v) |
| } |  |
| if( sps\_bcw\_enabled\_flag && inter\_pred\_idc[ x0 ][ y0 ] = = PRED\_BI &&  luma\_weight\_l0\_flag[ ref\_idx\_l0 [ x0 ][ y0 ] ] = = 0 &&  luma\_weight\_l1\_flag[ ref\_idx\_l1 [ x0 ][ y0 ] ] = = 0 &&  chroma\_weight\_l0\_flag[ ref\_idx\_l0 [ x0 ][ y0 ] ] = = 0 &&  chroma\_weight\_l1\_flag[ ref\_idx\_l1 [ x0 ][ y0 ] ] = = 0 &&  cbWidth \* cbHeight >= 256 ) |  |
| **bcw\_idx**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } |  |
| if( CuPredMode[ chType ][ x0 ][ y0 ] != MODE\_INTRA && !pred\_mode\_plt\_flag &&  general\_merge\_flag[ x0 ][ y0 ] = = 0 ) |  |
| **cu\_cbf** | ae(v) |
| if( cu\_cbf ) { |  |
| if( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_INTER && sps\_sbt\_enabled\_flag  && !ciip\_flag[ x0 ][ y0 ] && !MergeTriangleFlag[ x0 ][ y0 ] ) { |  |
| if( cbWidth  <=  MaxSbtSize && cbHeight  <=  MaxSbtSize ) { |  |
| allowSbtVerH = cbWidth  >=  8 |  |
| allowSbtVerQ = cbWidth  >=  16 |  |
| allowSbtHorH = cbHeight  >=  8 |  |
| allowSbtHorQ = cbHeight  >=  16 |  |
| if( allowSbtVerH | | allowSbtHorH | | allowSbtVerQ | | allowSbtHorQ ) |  |
| **cu\_sbt\_flag** | ae(v) |
| } |  |
| if( cu\_sbt\_flag ) { |  |
| if( ( allowSbtVerH | | allowSbtHorH ) && ( allowSbtVerQ | | allowSbtHorQ) ) |  |
| **cu\_sbt\_quad\_flag** | ae(v) |
| if( ( cu\_sbt\_quad\_flag && allowSbtVerQ && allowSbtHorQ ) | |   ( !cu\_sbt\_quad\_flag && allowSbtVerH && allowSbtHorH ) ) |  |
| **cu\_sbt\_horizontal\_flag** | ae(v) |
| **cu\_sbt\_pos\_flag** | ae(v) |
| } |  |
| } |  |
| LfnstDcOnly = 1 |  |
| LfnstZeroOutSigCoeffFlag = 1 |  |
| transform\_tree( x0, y0, cbWidth, cbHeight, treeType ) |  |
| lfnstWidth = ( treeType = = DUAL\_TREE\_CHROMA )  ?  cbWidth / SubWidthC    :  cbWidth |  |
| lfnstHeight = ( treeType = = DUAL\_TREE\_CHROMA )  ?  cbHeight  /  SubHeightC    :  cbHeight |  |
| if( Min( lfnstWidth, lfnstHeight ) >= 4 && sps\_lfnst\_enabled\_flag = = 1 &&   CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_INTRA &&   IntraSubPartitionsSplitType = = ISP\_NO\_SPLIT &&   ( !intra\_mip\_flag[ x0 ][ y0 ] | | Min( lfnstWidth, lfnstHeight ) >= 16 ) &&   tu\_mts\_idx[ x0 ][ y0 ] = = 0 && Max( cbWidth, cbHeight ) <= MaxTbSizeY) { |  |
| if( LfnstDcOnly = = 0 && LfnstZeroOutSigCoeffFlag = = 1 ) |  |
| **lfnst\_idx**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } |  |

#### Palette coding syntax

|  |  |
| --- | --- |
| palette\_coding( x0, y0, cbWidth, cbHeight, startComp, numComps ) { | Descriptor |
| palettePredictionFinished = 0 |  |
| NumPredictedPaletteEntries = 0 |  |
| for( predictorEntryIdx = 0; predictorEntryIdx < PredictorPaletteSize[ startComp ] &&  !palettePredictionFinished &&   NumPredictedPaletteEntries[ startComp ] < palette\_max\_size; predictorEntryIdx++ ) { |  |
| **palette\_predictor\_run** | ae(v) |
| if( palette\_predictor\_run != 1 ) { |  |
| if( palette\_predictor\_run > 1 ) |  |
| predictorEntryIdx += palette\_predictor\_run − 1 |  |
| PalettePredictorEntryReuseFlags[ predictorEntryIdx ] = 1 |  |
| NumPredictedPaletteEntries++ |  |
| } else |  |
| palettePredictionFinished = 1 |  |
| } |  |
| if( NumPredictedPaletteEntries < palette\_max\_size ) |  |
| **num\_signalled\_palette\_entries** | ae(v) |
| for( cIdx = startComp; cIdx < ( startComp + numComps); cIdx++ ) |  |
| for( i = 0; i < num\_signalled\_palette\_entries; i++ ) |  |
| **new\_palette\_entries**[ cIdx ][ i ] | ae(v) |
| if( CurrentPaletteSize[ startComp ] > 0 ) |  |
| **palette\_escape\_val\_present\_flag** | ae(v) |
| if( MaxPaletteIndex > 0 ) { |  |
| **num\_palette\_indices\_minus1** | ae(v) |
| adjust = 0 |  |
| for( i = 0; i <= num\_palette\_indices\_minus1; i++ ) { |  |
| if( MaxPaletteIndex − adjust > 0 ) { |  |
| **palette\_idx\_idc** | ae(v) |
| PaletteIndexIdc[ i ] = palette\_idx\_idc |  |
| } |  |
| adjust = 1 |  |
| } |  |
| **copy\_above\_indices\_for\_final\_run\_flag** | ae(v) |
| **palette\_transpose\_flag** | ae(v) |
| } |  |
| if( treeType != DUAL\_TREE\_CHROMA && palette\_escape\_val\_present\_flag ) { |  |
| if( cu\_qp\_delta\_enabled\_flag && !IsCuQpDeltaCoded ) { |  |
| **cu\_qp\_delta\_abs** | ae(v) |
| if( cu\_qp\_delta\_abs ) |  |
| **cu\_qp\_delta\_sign\_flag** | ae(v) |
| } |  |
| } |  |
| if( treeType != DUAL\_TREE\_LUMA && palette\_escape\_val\_present\_flag ) { |  |
| if( cu\_chroma\_qp\_offset\_enabled\_flag && !IsCuChromaQpOffsetCoded ) { |  |
| **cu\_chroma\_qp\_offset\_flag** | ae(v) |
| if( cu\_chroma\_qp\_offset\_flag ) |  |
| **cu\_chroma\_qp\_offset\_idx** | ae(v) |
| } |  |
| } |  |
| remainingNumIndices = num\_palette\_indices\_minus1 + 1 |  |
| PaletteScanPos = 0 |  |
| log2CbWidth = Log2( cbWidth ) |  |
| log2CbHeight = Log2( cbHeight ) |  |
| while( PaletteScanPos < cbWidth\*cbHeightt ) { |  |
| xC = x0 + TraverseScanOrder[ log2CbWidth ][ log2CbHeight ][ PaletteScanPos ][ 0 ] |  |
| yC = y0 + TraverseScanOrder[ log2CbWidth ][ log2CbHeight ][ PaletteScanPos ][ 1 ] |  |
| if( PaletteScanPos > 0 ) { |  |
| xcPrev = x0 + TraverseScanOrder[ log2CbWidth ][ log2CbHeight ][ PaletteScanPos − 1 ][ 0 ] |  |
| ycPrev = y0 + TraverseScanOrder[ log2CbWidth ][ log2CbHeight ][ PaletteScanPos − 1 ][ 1 ] |  |
| } |  |
| PaletteRunMinus1 = cbWidth \* cbHeight − PaletteScanPos − 1 |  |
| RunToEnd = 1 |  |
| CopyAboveIndicesFlag[ xC ][ yC ] = 0 |  |
| if( MaxPaletteIndex > 0 ) |  |
| if( ( ( !palette\_transpose\_flag && yC > 0 ) | | ( palette\_transpose\_flag && xC > 0 ) )   && CopyAboveIndicesFlag[ xcPrev ][ ycPrev ] = = 0 ) |  |
| if( remainingNumIndices > 0 && PaletteScanPos < cbWidth\* cbHeight − 1 ) { |  |
| **copy\_above\_palette\_indices\_flag** | ae(v) |
| CopyAboveIndicesFlag[ xC ][ yC ] = copy\_above\_palette\_indices\_flag |  |
| } else { |  |
| if( PaletteScanPos = = cbWidth \* cbHeight − 1 && remainingNumIndices > 0 ) |  |
| CopyAboveIndicesFlag[ xC ][ yC ] = 0 |  |
| else |  |
| CopyAboveIndicesFlag[ xC ][ yC ] = 1 |  |
| } |  |
| if ( CopyAboveIndicesFlag[ xC ][ yC ] = = 0 ) { |  |
| currNumIndices = num\_palette\_indices\_minus1 + 1 − remainingNumIndices |  |
| PaletteIndexMap[ xC ][ yC ] = PaletteIndexIdc[ currNumIndices ] |  |
| } |  |
| if( MaxPaletteIndex > 0 ) { |  |
| if( CopyAboveIndicesFlag[ xC ][ yC ] = = 0 ) |  |
| remainingNumIndices − = 1 |  |
| if( remainingNumIndices > 0 | | CopyAboveIndicesFlag[ xC ][ yC ] !=  copy\_above\_indices\_for\_final\_run\_flag ) { |  |
| PaletteMaxRunMinus1 = cbWidth \* cbHeight − PaletteScanPos − 1 −   remainingNumIndices − copy\_above\_indices\_for\_final\_run\_flag |  |
| RunToEnd = 0 |  |
| if( PaletteMaxRunMinus1 > 0 ) { |  |
| **palette\_run\_prefix** | ae(v) |
| if( ( palette\_run\_prefix > 1 ) && ( PaletteMaxRunMinus1 !=  ( 1  <<  ( palette\_run\_prefix – 1 ) ) ) ) |  |
| **palette\_run\_suffix** | ae(v) |
| } |  |
| } |  |
| } |  |
| runPos = 0 |  |
| while ( runPos <= PaletteRunMinus1 ) { |  |
| xR = x0 +  TraverseScanOrder[ log2CbWidth ][ log2CbHeight ][ PaletteScanPos ][ 0 ] |  |
| yR = y0 + TraverseScanOrder[ log2CbWidth ][ log2CbHeight ][ PaletteScanPos ][ 1 ] |  |
| if( CopyAboveIndicesFlag[ xC ][ yC ] = = 0 ) { |  |
| CopyAboveIndicesFlag[ xR ][ yR ] = 0 |  |
| PaletteIndexMap[ xR ][ yR ] = PaletteIndexMap[ xC ][ yC ] |  |
| } else { |  |
| CopyAboveIndicesFlag[ xR ][ yR ] = 1 |  |
| if ( !palette\_transpose\_flag ) |  |
| PaletteIndexMap[ xR ][ yR ] = PaletteIndexMap[ xR ][ yR − 1 ] |  |
| else |  |
| PaletteIndexMap[ xR ][ yR ] = PaletteIndexMap[ xR − 1 ][ yR ] |  |
| } |  |
| runPos++ |  |
| PaletteScanPos ++ |  |
| } |  |
| } |  |
| if( palette\_escape\_val\_present\_flag ) { |  |
| for( cIdx = startComp; cIdx < ( startComp + numComps ); cIdx++ ) |  |
| for( sPos = 0; sPos < cbWidth\* cbHeight; sPos++ ) { |  |
| xC = x0 + TraverseScanOrder[ log2CbWidth][ log2CbHeight ][ sPos ][ 0 ] |  |
| yC = y0 + TraverseScanOrder[ log2CbWidth][ log2CbHeight ][ sPos ][ 1 ] |  |
| if( PaletteIndexMap[ cIdx ][ xC ][ yC ] = = MaxPaletteIndex ) { |  |
| **palette\_escape\_val** | ae(v) |
| PaletteEscapeVal[ cIdx ][ xC ][ yC ] = palette\_escape\_val |  |
| } |  |
| } |  |
| } |  |
| } |  |

#### Merge data syntax

|  |  |
| --- | --- |
| merge\_data( x0, y0, cbWidth, cbHeight, chType ) { | Descriptor |
| if ( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_IBC ) { |  |
| if( MaxNumIbcMergeCand > 1 ) |  |
| **merge\_idx**[ x0 ][ y0 ] | ae(v) |
| } else { |  |
| if( MaxNumSubblockMergeCand > 0 && cbWidth >= 8 && cbHeight >= 8 ) |  |
| **merge\_subblock\_flag**[ x0 ][ y0 ] | ae(v) |
| if( merge\_subblock\_flag[ x0 ][ y0 ] = = 1 ) { |  |
| if( MaxNumSubblockMergeCand > 1 ) |  |
| **merge\_subblock\_idx**[ x0 ][ y0 ] | ae(v) |
| } else { |  |
| if( ( cbWidth \* cbHeight ) >= 64 && ( (sps\_ciip\_enabled\_flag &&   cu\_skip\_flag[ x0 ][ y0 ] = = 0 && cbWidth < 128 && cbHeight < 128) | |   ( sps\_triangle\_enabled\_flag && MaxNumTriangleMergeCand > 1 &&   slice\_type = = B ) ) ) |  |
| **regular\_merge\_flag**[ x0 ][ y0 ] | ae(v) |
| if ( regular\_merge\_flag[ x0 ][ y0 ] = = 1 ){ |  |
| if( sps\_mmvd\_enabled\_flag ) |  |
| **mmvd\_merge\_flag**[ x0 ][ y0 ] | ae(v) |
| if( mmvd\_merge\_flag[ x0 ][ y0 ] = = 1 ) { |  |
| if( MaxNumMergeCand > 1 ) |  |
| **mmvd\_cand\_flag**[ x0 ][ y0 ] | ae(v) |
| **mmvd\_distance\_idx**[ x0 ][ y0 ] | ae(v) |
| **mmvd\_direction\_idx**[ x0 ][ y0 ] | ae(v) |
| } else { |  |
| if( MaxNumMergeCand > 1 ) |  |
| **merge\_idx**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } else { |  |
| if( sps\_ciip\_enabled\_flag && sps\_triangle\_enabled\_flag &&  MaxNumTriangleMergeCand > 1 && slice\_type = = B &&   cu\_skip\_flag[ x0 ][ y0 ] = = 0 &&   ( cbWidth \* cbHeight ) >= 64 && cbWidth < 128 && cbHeight < 128 ) { |  |
| **ciip\_flag**[ x0 ][ y0 ] | ae(v) |
| if( ciip\_flag[ x0 ][ y0 ] && MaxNumMergeCand > 1 ) |  |
| **merge\_idx**[ x0 ][ y0 ] | ae(v) |
| if( !ciip\_flag[ x0 ][ y0 ] && MaxNumTriangleMergeCand > 1 ) { |  |
| **merge\_triangle\_split\_dir**[ x0 ][ y0 ] | ae(v) |
| **merge\_triangle\_idx0**[ x0 ][ y0 ] | ae(v) |
| **merge\_triangle\_idx1**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } |  |
| } |  |
| } |  |
| } |  |

#### Motion vector difference syntax

|  |  |
| --- | --- |
| mvd\_coding( x0, y0, refList ,cpIdx ) { | **Descriptor** |
| **abs\_mvd\_greater0\_flag**[ 0 ] | ae(v) |
| **abs\_mvd\_greater0\_flag**[ 1 ] | ae(v) |
| if( abs\_mvd\_greater0\_flag[ 0 ] ) |  |
| **abs\_mvd\_greater1\_flag**[ 0 ] | ae(v) |
| if( abs\_mvd\_greater0\_flag[ 1 ] ) |  |
| **abs\_mvd\_greater1\_flag**[ 1 ] | ae(v) |
| if( abs\_mvd\_greater0\_flag[ 0 ] ) { |  |
| if( abs\_mvd\_greater1\_flag[ 0 ] ) |  |
| **abs\_mvd\_minus2**[ 0 ] | ae(v) |
| **mvd\_sign\_flag**[ 0 ] | ae(v) |
| } |  |
| if( abs\_mvd\_greater0\_flag[ 1 ] ) { |  |
| if( abs\_mvd\_greater1\_flag[ 1 ] ) |  |
| **abs\_mvd\_minus2**[ 1 ] | ae(v) |
| **mvd\_sign\_flag**[ 1 ] | ae(v) |
| } |  |
| } |  |

#### Transform tree syntax

|  |  |
| --- | --- |
| transform\_tree( x0, y0, tbWidth, tbHeight , treeType, chType ) { | Descriptor |
| InferTuCbfLuma = 1 |  |
| if( IntraSubPartitionsSplitType = = ISP\_NO\_SPLIT && !cu\_sbt\_flag ) { |  |
| if( tbWidth > MaxTbSizeY | | tbHeight > MaxTbSizeY ) { |  |
| verSplitFirst = ( tbWidth > MaxTbSizeY && tbWidth > tbHeight ) ? 1 : 0 |  |
| trafoWidth = verSplitFirst ? (tbWidth / 2) : tbWidth |  |
| trafoHeight = !verSplitFirst ? (tbHeight / 2) : tbHeight |  |
| transform\_tree( x0, y0, trafoWidth,  trafoHeight, chType ) |  |
| if( verSplitFirst ) |  |
| transform\_tree( x0 + trafoWidth, y0, trafoWidth, trafoHeight, treeType, chType ) |  |
| else |  |
| transform\_tree( x0, y0 + trafoHeight, trafoWidth, trafoHeight, treeType, chType ) |  |
| } else { |  |
| transform\_unit( x0, y0, tbWidth, tbHeight, treeType, 0, chType ) |  |
| } |  |
| } else if( cu\_sbt\_flag ) { |  |
| if( !cu\_sbt\_horizontal\_flag ) { |  |
| trafoWidth = tbWidth \* SbtNumFourthsTb0 / 4 |  |
| transform\_unit( x0, y0, trafoWidth, tbHeight, treeType , 0, 0 ) |  |
| transform\_unit( x0 + trafoWidth, y0, tbWidth − trafoWidth, tbHeight, treeType, 1, 0 ) |  |
| } else { |  |
| trafoHeight = tbHeight \* SbtNumFourthsTb0 / 4 |  |
| transform\_unit( x0, y0, tbWidth, trafoHeight, treeType , 0, 0 ) |  |
| transform\_unit( x0, y0 + trafoHeight, tbWidth, tbHeight − trafoHeight, treeType, 1, 0 ) |  |
| } |  |
| } else if( IntraSubPartitionsSplitType = = ISP\_HOR\_SPLIT ) { |  |
| trafoHeight = tbHeight / NumIntraSubPartitions |  |
| for( partIdx = 0; partIdx < NumIntraSubPartitions; partIdx++ ) |  |
| transform\_unit( x0, y0 + trafoHeight \* partIdx, tbWidth, trafoHeight, treeType, partIdx, 0 ) |  |
| } else if( IntraSubPartitionsSplitType = = ISP\_VER\_SPLIT ) { |  |
| trafoWidth = tbWidth / NumIntraSubPartitions |  |
| for( partIdx = 0; partIdx < NumIntraSubPartitions; partIdx++ ) |  |
| transform\_unit( x0 + trafoWidth \* partIdx, y0, trafoWidth, tbHeight, treeType, partIdx, 0 ) |  |
| } |  |
| } |  |

#### Transform unit syntax

|  |  |
| --- | --- |
| transform\_unit( x0, y0, tbWidth, tbHeight, treeType, subTuIndex, chType ) { | Descriptor |
| if( ( treeType = = SINGLE\_TREE | | treeType = = DUAL\_TREE\_CHROMA ) &&   ChromaArrayType != 0 ) { |  |
| if( ( IntraSubPartitionsSplitType =  = ISP\_NO\_SPLIT && !( cu\_sbt\_flag &&   ( ( subTuIndex  = = 0  &&  cu\_sbt\_pos\_flag )  | |    ( subTuIndex  = = 1  &&  !cu\_sbt\_pos\_flag ) ) ) )  | |    ( IntraSubPartitionsSplitType != ISP\_NO\_SPLIT &&   ( subTuIndex = = NumIntraSubPartitions − 1 ) ) ) { |  |
| **tu\_cbf\_cb**[ x0 ][ y0 ] | ae(v) |
| **tu\_cbf\_cr**[ x0 ][ y0 ] | ae(v) |
| } |  |
| } |  |
| if( treeType = = SINGLE\_TREE | | treeType = = DUAL\_TREE\_LUMA ) { |  |
| if( ( IntraSubPartitionsSplitType =  = ISP\_NO\_SPLIT && !( cu\_sbt\_flag &&   ( ( subTuIndex  = = 0  &&  cu\_sbt\_pos\_flag )  | |    ( subTuIndex  = = 1  &&  !cu\_sbt\_pos\_flag ) ) ) &&   ( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_INTRA | |   tu\_cbf\_cb[ x0 ][ y0 ] | | tu\_cbf\_cr[ x0 ][ y0 ] | |   CbWidth[ chType ][ x0 ][ y0 ] > MaxTbSizeY | |   CbHeight[ chType ][ x0 ][ y0 ] > MaxTbSizeY ) )  | |    ( IntraSubPartitionsSplitType != ISP\_NO\_SPLIT &&   ( subTuIndex < NumIntraSubPartitions − 1 | | !InferTuCbfLuma ) ) ) |  |
| **tu\_cbf\_luma**[ x0 ][ y0 ] | ae(v) |
| if (IntraSubPartitionsSplitType != ISP\_NO\_SPLIT ) |  |
| InferTuCbfLuma = InferTuCbfLuma && !tu\_cbf\_luma[ x0 ][ y0 ] |  |
| } |  |
| if( IntraSubPartitionsSplitType != ISP\_NO\_SPLIT &&   treeType = = SINGLE\_TREE && subTuIndex = = NumIntraSubPartitions − 1 ) ) |  |
| xC = CbPosX[ chType ][ x0 ][ y0 ] |  |
| yC = CbPosY[ chType ][ x0 ][ y0 ] |  |
| wC = CbWidth[ chType ][ x0 ][ y0 ] / SubWidthC |  |
| hC = CbHeight[ chType ][ x0 ][ y0 ] / SubHeightC |  |
| } else |  |
| xC = x0 |  |
| yC = y0 |  |
| wC = tbWidth / SubWidthC |  |
| hC = tbHeight / SubHeightC |  |
| } |  |
| if( ( CbWidth[ chType ][ x0 ][ y0 ]  >  64 | | CbHeight[ chType ][ x0 ][ y0 ]  >  64 | |   tu\_cbf\_luma[ x0 ][ y0 ] | | tu\_cbf\_cb[ x0 ][ y0 ] | | tu\_cbf\_cr[ x0 ][ y0 ] )  &&  treeType != DUAL\_TREE\_CHROMA ) { |  |
| if( cu\_qp\_delta\_enabled\_flag && !IsCuQpDeltaCoded ) { |  |
| **cu\_qp\_delta\_abs** | ae(v) |
| if( cu\_qp\_delta\_abs ) |  |
| **cu\_qp\_delta\_sign\_flag** | ae(v) |
| } |  |
| } |  |
| if( ( tu\_cbf\_cb[ x0 ][ y0 ] | | tu\_cbf\_cr[ x0 ][ y0 ] ) { |  |
| if( cu\_chroma\_qp\_offset\_enabled\_flag && !IsCuChromaQpOffsetCoded) { |  |
| **cu\_chroma\_qp\_offset\_flag** | ae(v) |
| if( cu\_chroma\_qp\_offset\_flag && chroma\_qp\_offset\_list\_len\_minus1 > 0 ) |  |
| **cu\_chroma\_qp\_offset\_idx** | ae(v) |
| } |  |
| } |  |
| if( sps\_joint\_cbcr\_enabled\_flag && ( ( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_INTRA  && ( tu\_cbf\_cb[ x0 ][ y0 ] | | tu\_cbf\_cr[ x0 ][ y0 ] ) ) | |   ( tu\_cbf\_cb[ x0 ][ y0 ] && tu\_cbf\_cr[ x0 ][ y0 ] ) ) ) |  |
| **tu\_joint\_cbcr\_residual\_flag**[ x0 ][ y0 ] | ae(v) |
| if( tu\_cbf\_luma[ x0 ][ y0 ]   &&  treeType != DUAL\_TREE\_CHROMA  &&  ( tbWidth  <=  32 )  &&  ( tbHeight  <=  32 )   &&  ( IntraSubPartitionsSplit[ x0 ][ y0 ]  = =  ISP\_NO\_SPLIT ) &&  ( !cu\_sbt\_flag ) ) { |  |
| if( sps\_transform\_skip\_enabled\_flag && !BdpcmFlag[ x0 ][ y0 ] &&  tbWidth <= MaxTsSize && tbHeight <= MaxTsSize ) |  |
| **transform\_skip\_flag**[ x0 ][ y0 ] | ae(v) |
| if( ( ( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_INTER &&   sps\_explicit\_mts\_inter\_enabled\_flag )   | | ( CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_INTRA &&   sps\_explicit\_mts\_intra\_enabled\_flag ) ) && ( !transform\_skip\_flag[ x0 ][ y0 ] ) ) |  |
| **tu\_mts\_idx**[ x0 ][ y0 ] | ae(v) |
| } |  |
| if( tu\_cbf\_luma[ x0 ][ y0 ] ) { |  |
| if( !transform\_skip\_flag[ x0 ][ y0 ] ) |  |
| residual\_coding( x0, y0, Log2( tbWidth ), Log2( tbHeight ), 0 ) |  |
| else |  |
| residual\_ts\_coding( x0, y0, Log2( tbWidth ), Log2( tbHeight ), 0 ) |  |
| } |  |
| if( tu\_cbf\_cb[ x0 ][ y0 ] ) |  |
| residual\_coding( xC, yC, Log2( wC ), Log2( hC ), 1 ) |  |
| if( tu\_cbf\_cr[ x0 ][ y0 ] &&   !( tu\_cbf\_cb[ x0 ][ y0 ] && tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ] )) { |  |
| residual\_coding( xC, yC, Log2( wC ), Log2( hC ), 2 ) |  |
| } |  |
| } |  |

#### Residual coding syntax

|  |  |  |
| --- | --- | --- |
| residual\_coding( x0, y0, log2TbWidth, log2TbHeight, cIdx ) { | Descriptor | |
| if( ( tu\_mts\_idx[ x0 ][ y0 ] > 0 | |  ( cu\_sbt\_flag  &&  log2TbWidth < 6  &&  log2TbHeight < 6 ) ) && cIdx = = 0 && log2TbWidth > 4 ) |  | |
| log2ZoTbWidth = 4 |  | |
| else |  | |
| log2ZoTbWidth = Min( log2TbWidth, 5 ) |  | |
| MaxCcbs = 2 \* ( 1 << log2TbWidth ) \* ( 1<< log2TbHeight ) |  | |
| if( tu\_mts\_idx[ x0 ][ y0 ] > 0 | |  ( cu\_sbt\_flag  &&  log2TbWidth < 6  &&  log2TbHeight < 6 ) )  && cIdx = = 0 && log2TbHeight > 4 ) |  | |
| log2ZoTbHeight = 4 |  | |
| else |  | |
| log2ZoTbHeight = Min( log2TbHeight, 5 ) |  | |
| if( log2TbWidth > 0 ) |  | |
| **last\_sig\_coeff\_x\_prefix** | ae(v) |
| if( log2TbHeight > 0 ) |  |
| **last\_sig\_coeff\_y\_prefix** | ae(v) |
| if( last\_sig\_coeff\_x\_prefix > 3 ) |  |
| **last\_sig\_coeff\_x\_suffix** | ae(v) |
| if( last\_sig\_coeff\_y\_prefix > 3 ) |  |
| **last\_sig\_coeff\_y\_suffix** | ae(v) |
| log2TbWidth = log2ZoTbWidth |  |
| log2TbHeight = log2ZoTbHeight |  |
| remBinsPass1 = ( ( 1 << ( log2TbWidth + log2TbHeight ) ) \* 7 ) >> 2 |  |
| log2SbW = ( Min( log2TbWidth, log2TbHeight ) < 2 ? 1 : 2 ) |  |
| log2SbH = log2SbW |  |
| if( log2TbWidth + log2TbHeight > 3 ) { |  |
| if( log2TbWidth < 2 ) { |  |
| log2SbW = log2TbWidth |  |
| log2SbH = 4 − log2SbW |  |
| } else if( log2TbHeight < 2 ) { |  |
| log2SbH = log2TbHeight |  |
| log2SbW = 4 − log2SbH |  |
| } |  |
| } |  |
| numSbCoeff = 1 << ( log2SbW + log2SbH ) |  |
| lastScanPos = numSbCoeff |  |
| lastSubBlock = ( 1  <<  ( log2TbWidth + log2TbHeight − ( log2SbW + log2SbH ) ) ) − 1 |  |
| do { |  |
| if( lastScanPos = = 0 ) { |  |
| lastScanPos = numSbCoeff |  |
| lastSubBlock− − |  |
| } |  |
| lastScanPos− − |  |
| xS = DiagScanOrder[ log2TbWidth − log2SbW ][ log2TbHeight − log2SbH ]  [ lastSubBlock ][ 0 ] |  |
| yS = DiagScanOrder[ log2TbWidth − log2SbW ][ log2TbHeight − log2SbH ]  [ lastSubBlock ][ 1 ] |  |
| xC = ( xS << log2SbW ) + DiagScanOrder[ log2SbW ][ log2SbH ][ lastScanPos ][ 0 ] |  |
| yC = ( yS << log2SbH ) + DiagScanOrder[ log2SbW ][ log2SbH ][ lastScanPos ][ 1 ] |  |
| } while( ( xC != LastSignificantCoeffX ) | | ( yC != LastSignificantCoeffY ) ) |  |
| if( lastSubBlock = = 0 && log2TbWidth >= 2 && log2TbHeight >= 2 &&   !transform\_skip\_flag[ x0 ][ y0 ] && lastScanPos > 0 ) |  |
| LfnstDcOnly = 0 |  |
| if( ( lastSubBlock > 0 && log2TbWidth >= 2 && log2TbHeight >= 2 ) | |   ( lastScanPos > 7 && ( log2TbWidth = = 2 | | log2TbWidth = = 3 ) &&   log2TbWidth = = log2TbHeight ) ) |  |
| LfnstZeroOutSigCoeffFlag = 0 |  |
| QState = 0 |  |
| for( i = lastSubBlock; i >= 0; i− − ) { |  |
| startQStateSb = QState |  |
| xS = DiagScanOrder[ log2TbWidth − log2SbW ][ log2TbHeight − log2SbH ]  [ i ][ 0 ] |  |
| yS = DiagScanOrder[ log2TbWidth − log2SbW ][ log2TbHeight − log2SbH ]  [ i ][ 1 ] |  |
| inferSbDcSigCoeffFlag = 0 |  |
| if( ( i < lastSubBlock ) && ( i > 0 ) ) { |  |
| **coded\_sub\_block\_flag**[ xS ][ yS ] | ae(v) |
| inferSbDcSigCoeffFlag = 1 |  |
| } |  |
| firstSigScanPosSb = numSbCoeff |  |
| lastSigScanPosSb = −1 |  |
| firstPosMode0 = ( i = = lastSubBlock ? lastScanPos : numSbCoeff − 1 ) |  |
| firstPosMode1 = −1 |  |
| for( n = firstPosMode0; n >= 0 && remBinsPass1 >= 4; n− − ) { |  |
| xC = ( xS << log2SbW ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 0 ] |  |
| yC = ( yS << log2SbH ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 1 ] |  |
| if( coded\_sub\_block\_flag[ xS ][ yS ] && ( n > 0 | | !inferSbDcSigCoeffFlag ) &&   ( xC != LastSignificantCoeffX | | yC != Last SignificantCoeffY ) ) { |  |
| **sig\_coeff\_flag**[ xC ][ yC ] | ae(v) |
| remBinsPass1− − |  |
| if( sig\_coeff\_flag[ xC ][ yC ] ) |  |
| inferSbDcSigCoeffFlag = 0 |  |
| } |  |
| if( sig\_coeff\_flag[ xC ][ yC ] ) { |  | |
| **abs\_level\_gtx\_flag**[ n ][ 0 ] | ae(v) |
| remBinsPass1− − |  |
| if( abs\_level\_gtx\_flag[ n ][ 0 ] ) { |  |
| **par\_level\_flag**[ n ] | ae(v) |
| remBinsPass1− − |  |
| **abs\_level\_gtx\_flag**[ n ][ 1 ] | ae(v) |
| remBinsPass1− − |  |
| } |  |
| if( lastSigScanPosSb = = −1 ) |  |
| lastSigScanPosSb = n |  |
| firstSigScanPosSb = n |  |
| } |  |
| AbsLevelPass1[ xC ][ yC ] = sig\_coeff\_flag[ xC ][ yC ] + par\_level\_flag[ n ] +   abs\_level\_gtx\_flag[ n ][ 0 ] + 2 \* abs\_level\_gtx\_flag[ n ][ 1 ] |  |
| if( dep\_quant\_enabled\_flag ) |  |
| QState = QStateTransTable[ QState ][ AbsLevelPass1[ xC ][ yC ] & 1 ] |  |
| if( remBinsPass1 < 4 ) |  |
| firstPosMode1 = n − 1 |  |
| } |  |
| for( n = numSbCoeff − 1; n >= firstPosMode1; n− − ) { |  |
| xC = ( xS << log2SbW ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 0 ] |  |
| yC = ( yS << log2SbH ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 1 ] |  |
| if( abs\_level\_gtx\_flag[ n ][ 1 ] ) |  |
| **abs\_remainder**[ n ] | ae(v) |
| AbsLevel[ xC ][ yC ] = AbsLevelPass1[ xC ][ yC ] +2 \* abs\_remainder[ n ] |  |
| } |  |
| for( n = firstPosMode1; n >= 0; n− − ) { |  |
| xC = ( xS << log2SbW ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 0 ] |  |
| yC = ( yS << log2SbH ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 1 ] |  |
| **dec\_abs\_level**[ n ] | ae(v) |
| if(AbsLevel[ xC ][ yC ] > 0 ) |  |
| firstSigScanPosSb = n |  |
| if( dep\_quant\_enabled\_flag ) |  |
| QState = QStateTransTable[ QState ][ AbsLevel[ xC ][ yC ] & 1 ] |  |
| } |  |
| if( dep\_quant\_enabled\_flag | | !sign\_data\_hiding\_enabled\_flag ) |  |
| signHidden = 0 |  |
| else |  |
| signHidden = ( lastSigScanPosSb − firstSigScanPosSb > 3 ? 1 : 0 ) |  |
| for( n = numSbCoeff − 1; n >= 0; n− − ) { |  |
| xC = ( xS << log2SbW ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 0 ] |  |
| yC = ( yS << log2SbH ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 1 ] |  |
| if( ( AbsLevel[ xC ][ yC ] > 0 ) &&   ( !signHidden | | ( n != firstSigScanPosSb ) ) ) |  |
| **coeff\_sign\_flag**[ n ] | ae(v) |
| } |  |
| if( dep\_quant\_enabled\_flag ) { |  |
| QState = startQStateSb |  |
| for( n = numSbCoeff − 1; n >= 0; n− − ) { |  |
| xC = ( xS << log2SbW ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 0 ] |  |
| yC = ( yS << log2SbH ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 1 ] |  |
| if( AbsLevel[ xC ][ yC ] > 0 ) |  |
| TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] =  ( 2 \* AbsLevel[ xC ][ yC ] − ( QState > 1 ? 1 : 0 ) ) \*  ( 1 − 2 \* coeff\_sign\_flag[ n ] ) |  |
| QState = QStateTransTable[ QState ][ par\_level\_flag[ n ] ] |  |
| } else { |  |
| sumAbsLevel = 0 |  |
| for( n = numSbCoeff − 1; n >= 0; n− − ) { |  |
| xC = ( xS << log2SbW ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 0 ] |  |
| yC = ( yS << log2SbH ) + DiagScanOrder[ log2SbW ][ log2SbH ][ n ][ 1 ] |  |
| if( AbsLevel[ xC ][ yC ] > 0 ) { |  |
| TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] =   AbsLevel[ xC ][ yC ] \* ( 1 − 2 \* coeff\_sign\_flag[ n ] ) |  |
| if( signHidden ) { |  |
| sumAbsLevel += AbsLevel[ xC ][ yC ] |  |
| if( ( n = = firstSigScanPosSb ) && ( sumAbsLevel % 2 ) = = 1 ) ) |  |
| TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] =   −TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] |  |
| } |  |
| } |  |
| } |  |
| } |  |
| } |  |
| } |  | |

|  |  |
| --- | --- |
| residual\_ts\_coding( x0, y0, log2TbWidth, log2TbHeight, cIdx ) { | Descriptor |
| log2SbSize = ( Min( log2TbWidth, log2TbHeight ) < 2 ? 1 : 2 ) |  |
| numSbCoeff = 1 << ( log2SbSize << 1 ) |  |
| lastSubBlock = ( 1  <<  ( log2TbWidth + log2TbHeight − 2 \* log2SbSize ) ) − 1 |  |
| inferSbCbf = 1 |  |
| MaxCcbs = 2 \* ( 1 << log2TbWidth ) \* ( 1<< log2TbHeight ) |  |
| for( i =0; i <= lastSubBlock; i++ ) { |  |
| xS = DiagScanOrder[ log2TbWidth − log2SbSize ][ log2TbHeight − log2SbSize ][ i ][ 0 ] |  |
| yS = DiagScanOrder[ log2TbWidth − log2SbSize ][ log2TbHeight − log2SbSize ][ i ][ 1 ] |  |
| if( ( i != lastSubBlock | | !inferSbCbf ) { |  |
| **coded\_sub\_block\_flag**[ xS ][ yS ] | ae(v) |
| } |  |
| if( coded\_sub\_block\_flag[ xS ][ yS ] && i < lastSubBlock ) |  |
| inferSbCbf = 0 |  |
| /\* First scan pass \*/ |  |
| inferSbSigCoeffFlag = 1 |  |
| for( n = 0; n <= numSbCoeff − 1; n++ ) { |  |
| xC = ( xS << log2SbSize ) + DiagScanOrder[ log2SbSize ][ log2SbSize ][ n ][ 0 ] |  |
| yC = ( yS << log2SbSize ) + DiagScanOrder[ log2SbSize ][ log2SbSize ][ n ][ 1 ] |  |
| if( coded\_sub\_block\_flag[ xS ][ yS ] &&   ( n != numSbCoeff − 1 | | !inferSbSigCoeffFlag ) ) { |  |
| **sig\_coeff\_flag**[ xC ][ yC ] | ae(v) |
| MaxCcbs− − |  |
| if( sig\_coeff\_flag[ xC ][ yC ] ) |  |
| inferSbSigCoeffFlag = 0 |  |
| } |  |
| CoeffSignLevel[ xC ][ yC ] = 0 |  |
| if( sig\_coeff\_flag[ xC ][ yC ] { |  |
| **coeff\_sign\_flag**[ n ] | ae(v) |
| MaxCcbs− − |  |
| CoeffSignLevel[ xC ][ yC ] = ( coeff\_sign\_flag[ n ] > 0 ? −1 : 1 ) |  |
| **abs\_level\_gtx\_flag**[ n ][ 0 ] | ae(v) |
| MaxCcbs− − |  |
| if( abs\_level\_gtx\_flag[ n ][ 0 ] ) { |  |
| **par\_level\_flag**[ n ] | ae(v) |
| MaxCcbs− − |  |
| } |  |
| } |  |
| AbsLevelPassX[ xC ][ yC ] =   sig\_coeff\_flag[ xC ][ yC ] + par\_level\_flag[ n ] + abs\_level\_gtx\_flag[ n ][ 0 ] |  |
| } |  |
| /\* Greater than X scan pass (numGtXFlags=5) \*/ |  |
| for( n = 0; n <= numSbCoeff − 1; n++ ) { |  |
| xC = ( xS << log2SbSize ) + DiagScanOrder[ log2SbSize ][ log2SbSize ][ n ][ 0 ] |  |
| yC = ( yS << log2SbSize ) + DiagScanOrder[ log2SbSize ][ log2SbSize ][ n ][ 1 ] |  |
| for( j = 1; j < 5; j++ ) { |  |
| if( abs\_level\_gtx\_flag[ n ][ j − 1 ] ) |  |
| **abs\_level\_gtx\_flag**[ n ][ j ] | ae(v) |
| MaxCcbs− − |  |
| AbsLevelPassX[ xC ][ yC ] + = 2 \* abs\_level\_gtx\_flag[ n ][ j ] |  |
| } |  |
| } |  |
| /\* remainder scan pass \*/ |  |
| for( n = 0; n <= numSbCoeff − 1; n++ ) { |  |
| xC = ( xS << log2SbSize ) + DiagScanOrder[ log2SbSize ][ log2SbSize ][ n ][ 0 ] |  |
| yC = ( yS << log2SbSize ) + DiagScanOrder[ log2SbSize ][ log2SbSize ][ n ][ 1 ] |  |
| if( abs\_level\_gtx\_flag[ n ][ 4 ] ) |  |
| **abs\_remainder**[ n ] | ae(v) |
| if( intra\_bdpcm\_flag = = 0 ) { |  |
| absRightCoeff = abs( TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC − 1 ][ yC ] ) |  |
| absBelowCoeff = abs( TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC − 1 ] ) |  |
| predCoeff = Max( absRightCoeff, absBelowCoeff ) |  |
| if( AbsLevelPassX[ xC ][ yC ] + abs\_remainder[ n ] = = 1 && predCoeff > 0 ) |  |
| TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] =   ( 1 − 2 \* coeff\_sign\_flag[ n ] ) \* predCoeff |  |
| else if( AbsLevelPassX[ xC ][ yC ] + abs\_remainder[ n ] <= predCoeff ) |  |
| TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] = ( 1 − 2 \* coeff\_sign\_flag[ n ] ) \*   ( AbsLevelPassX[ xC ][ yC ] + abs\_remainder[ n ] − 1) |  |
| else |  |
| TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] = ( 1 − 2 \* coeff\_sign\_flag[ n ] ) \*   ( AbsLevelPassX[ xC ][ yC ] + abs\_remainder[ n ] ) |  |
| } else |  |
| TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] = ( 1 − 2 \* coeff\_sign\_flag[ n ] ) \*   ( AbsLevelPassX[ xC ][ yC ] + abs\_remainder[ n ] ) |  |
| } |  |
| } |  |
| } |  |

## Semantics

### General

Semantics associated with the syntax structures and with the syntax elements within these structures are specified in this clause. When the semantics of a syntax element are specified using a table or a set of tables, any values that are not specified in the table(s) shall not be present in the bitstream unless otherwise specified in this Specification.

### NAL unit semantics

#### General NAL unit semantics

NumBytesInNalUnit specifies the size of the NAL unit in bytes. This value is required for decoding of the NAL unit. Some form of demarcation of NAL unit boundaries is necessary to enable inference of NumBytesInNalUnit. One such demarcation method is specified in Annex B for the byte stream format. Other methods of demarcation may be specified outside of this Specification.

NOTE 1 – The video coding layer (VCL) is specified to efficiently represent the content of the video data. The NAL is specified to format that data and provide header information in a manner appropriate for conveyance on a variety of communication channels or storage media. All data are contained in NAL units, each of which contains an integer number of bytes. A NAL unit specifies a generic format for use in both packet-oriented and bitstream systems. The format of NAL units for both packet-oriented transport and byte stream is identical except that each NAL unit can be preceded by a start code prefix and extra padding bytes in the byte stream format specified in Annex B.

**rbsp\_byte**[ i ] is the i-th byte of an RBSP. An RBSP is specified as an ordered sequence of bytes as follows:

The RBSP contains an string of data bits **(**SODB) as follows:

– If the SODB is empty (i.e., zero bits in length), the RBSP is also empty.

– Otherwise, the RBSP contains the SODB as follows:

1) The first byte of the RBSP contains the (most significant, left-most) eight bits of the SODB; the next byte of the RBSP contains the next eight bits of the SODB, etc., until fewer than eight bits of the SODB remain.

2) rbsp\_trailing\_bits( ) are present after the SODB as follows:

i) The first (most significant, left-most) bits of the final RBSP byte contains the remaining bits of the SODB (if any).

ii) The next bit consists of a single rbsp\_stop\_one\_bit equal to 1.

iii) When the rbsp\_stop\_one\_bit is not the last bit of a byte-aligned byte, one or more rbsp\_alignment\_zero\_bit is present to result in byte alignment.

3) One or more cabac\_zero\_word 16-bit syntax elements equal to 0x0000 may be present in some RBSPs after the rbsp\_trailing\_bits( ) at the end of the RBSP.

Syntax structures having these RBSP properties are denoted in the syntax tables using an "\_rbsp" suffix. These structures are carried within NAL units as the content of the rbsp\_byte[ i ] data bytes. The association of the RBSP syntax structures to the NAL units is as specified in Table 7‑1.

NOTE 2 – When the boundaries of the RBSP are known, the decoder can extract the SODB from the RBSP by concatenating the bits of the bytes of the RBSP and discarding the rbsp\_stop\_one\_bit, which is the last (least significant, right-most) bit equal to 1, and discarding any following (less significant, farther to the right) bits that follow it, which are equal to 0. The data necessary for the decoding process is contained in the SODB part of the RBSP.

**emulation\_prevention\_three\_byte** is a byte equal to 0x03. When an emulation\_prevention\_three\_byte is present in the NAL unit, it shall be discarded by the decoding process.

The last byte of the NAL unit shall not be equal to 0x00.

Within the NAL unit, the following three-byte sequences shall not occur at any byte-aligned position:

– 0x000000

– 0x000001

– 0x000002

Within the NAL unit, any four-byte sequence that starts with 0x000003 other than the following sequences shall not occur at any byte-aligned position:

– 0x00000300

– 0x00000301

– 0x00000302

– 0x00000303

#### NAL unit header semantics

**forbidden\_zero\_bit** shall be equal to 0.

**nuh\_reserved\_zero\_bit** shall be equal to '0'. The value 1 of nuh\_reserved\_zero\_bit may be specified in the future by ITU‑T | ISO/IEC. Decoders shall ignore (i.e. remove from the bitstream and discard) NAL units with nuh\_reserved\_zero\_bit equal to '1'.

**nuh\_layer\_id** specifies the identifier of the layer to which a VCL NAL unit belongs or the identifier of a layer to which a non-VCL NAL unit applies.

The value of nah\_layer\_id shall be the same for all VCL NAL units of a coded picture. The value of nah\_layer\_id of a coded picture or a layer access uit is the value of the nah\_layer\_id of the VCL NAL units of the coded picture or the layer access unit.

**nal\_unit\_type** specifies the NAL unit type, i.e., the type of RBSP data structure contained in the NAL unit as specified in Table 7‑1.

NAL units that have nal\_unit\_type in the range of UNSPEC28..UNSPEC31, inclusive, for which semantics are not specified, shall not affect the decoding process specified in this Specification.

NOTE 1 – NAL unit types in the range of UNSPEC28..UNSPEC31 may be used as determined by the application. No decoding process for these values of nal\_unit\_type is specified in this Specification. Since different applications might use these NAL unit types for different purposes, particular care must be exercised in the design of encoders that generate NAL units with these nal\_unit\_type values, and in the design of decoders that interpret the content of NAL units with these nal\_unit\_type values. This Specification does not define any management for these values. These nal\_unit\_type values might only be suitable for use in contexts in which "collisions" of usage (i.e., different definitions of the meaning of the NAL unit content for the same nal\_unit\_type value) are unimportant, or not possible, or are managed – e.g., defined or managed in the controlling application or transport specification, or by controlling the environment in which bitstreams are distributed.

For purposes other than determining the amount of data in the decoding units of the bitstream (as specified in Annex C), decoders shall ignore (remove from the bitstream and discard) the contents of all NAL units that use reserved values of nal\_unit\_type.

NOTE 2 – This requirement allows future definition of compatible extensions to this Specification.

Table 7‑1 – NAL unit type codes and NAL unit type classes

|  |  |  |  |
| --- | --- | --- | --- |
| **nal\_unit\_type** | **Name of nal\_unit\_type** | **Content of NAL unit and RBSP syntax structure** | **NAL unit type class** |
| 0 | TRAIL\_NUT | Coded slice of a trailing picture  slice\_layer\_rbsp( ) | VCL |
| 1 | STSA\_NUT | Coded slice of an STSA picture slice\_layer\_rbsp( ) | VCL |
| 2 | RASL\_NUT | Coded slice of a RASL picture slice\_layer\_rbsp( ) | VCL |
| 3 | RADL\_NUT | Coded slice of a RADL picture slice\_layer\_rbsp( ) | VCL |
| 4..7 | RSV\_VCL\_4.. RSV\_VCL\_7 | Reserved non-IRAP VCL NAL unit types | VCL |
| 8 9 | IDR\_W\_RADL IDR\_N\_LP | Coded slice of an IDR picture  slice\_layer\_rbsp( ) | VCL |
| 10 | CRA\_NUT | Coded slice of a CRA picture silce\_layer\_rbsp( ) | VCL |
| 11 | GDR\_NUT | Coded slice of a GDR picture  slice\_layer\_rbsp( ) | VCL |
| 12 13 | RSV\_IRAP\_VCL12 RSV\_IRAP\_VCL13 | Reserved IRAP VCL NAL unit types | VCL |
| 14..15 | RSV\_VCL14.. RSV\_VCL15 | Reserved non-IRAP VCL NAL unit types | VCL |
| 16 | SPS\_NUT | Sequence parameter set seq\_parameter\_set\_rbsp( ) | non-VCL |
| 17 | PPS\_NUT | Picture parameter set pic\_parameter\_set\_rbsp( ) | non-VCL |
| 18 | APS\_NUT | Adaptation parameter set adaptation\_parameter\_set\_rbsp( ) | non-VCL |
| 19 | AUD\_NUT | Access unit delimiter access\_unit\_delimiter\_rbsp( ) | non-VCL |
| 20 | EOS\_NUT | End of sequence end\_of\_seq\_rbsp( ) | non-VCL |
| 21 | EOB\_NUT | End of bitstream end\_of\_bitstream\_rbsp( ) | non-VCL |
| 22, 23 | PREFIX\_SEI\_NUT SUFFIX\_SEI\_NUT | Supplemental enhancement information sei\_rbsp( ) | non-VCL |
| 24 | DPS\_NUT | Decoding parameter set decoding\_parameter\_set\_rbsp( ) | non-VCL |
| 25..27 | RSV\_NVCL25.. RSV\_NVCL27 | Reserved non-VCL NAL unit types | non-VCL |
| 28..31 | UNSPEC28.. UNSPEC31 | Unspecified non-VCL NAL unit types | non-VCL |

NOTE 3 – A clean random access (CRA) picture may have associated RASL or RADL pictures present in the bitstream.

NOTE 4 – An instantaneous decoding refresh (IDR) picture having nal\_unit\_type equal to IDR\_N\_LP does not have associated leading pictures present in the bitstream. An IDR picture having nal\_unit\_type equal to IDR\_W\_RADL does not have associated RASL pictures present in the bitstream, but may have associated RADL pictures in the bitstream.

The value of nal\_unit\_type shall be the same for all coded sice NAL units of a picture. A picture or a layer access unit is referred to as having the same NAL unit type as the coded slice NAL units of the picture or layer access unit.

For a single-layer bitstream, the following constraints apply:

– Each picture, other than the first picture in the bitstream in decoding order, is considered to be associated with the previous IRAP picture in decoding order.

– When a picture is a leading picture of an IRAP picture, it shall be a RADL or RASL picture.

– When a picture is a trailing picture of an IRAP picture, it shall not be a RADL or RASL picture.

– No RASL pictures shall be present in the bitstream that are associated with an IDR picture.

– No RADL pictures shall be present in the bitstream that are associated with with an IDR picture having nal\_unit\_type equal to IDR\_N\_LP.

NOTE – It is possible to perform random access at the position of an IRAP access unit by discarding all access units before the IRAP access unit (and to correctly decode the IRAP picture and all the subsequent non-RASL pictures in decoding order), provided each parameter set is available (either in the bitstream or by external means not specified in this Specification) when it is referred.

– Any picture that precedes an IRAP picture in decoding order shall precede the IRAP picture in output order and shall precede any RADL picture associated with the IRAP picture in output order.

– Any RASL picture associated with a CRA picture shall precede any RADL picture associated with the CRA picture in output order.

– Any RASL picture associated with a CRA picture shall follow, in output order, any IRAP picture that precedes the CRA picture in decoding order.

– If field\_seq\_flag is equal to 0 and the current picture is a leading picture associated with an IRAP picture, it shall precede, in decoding order, all non-leading pictures that are associated with the same IRAP picture. Otherwise, let picA and picB be the first and the last leading pictures, in decoding order, associated with an IRAP picture, respectively, there shall be at most one non-leading picture preceding picA in decoding order, and there shall be no non-leading picture between picA and picB in decoding order.

**nuh\_temporal\_id\_plus1** minus 1 specifies a temporal identifier for the NAL unit.

The value of nuh\_temporal\_id\_plus1 shall not be equal to 0.

The variable TemporalId is derived as follows:

TemporalId = nuh\_temporal\_id\_plus1 − 1 (7‑1)

When nal\_unit\_type is in the range of IDR\_W\_RADL to RSV\_IRAP\_VCL13, inclusive, TemporalId shall be equal to 0.

When nal\_unit\_type is equal to STSA\_NUT, TemporalId shall not be equal to 0.

The value of TemporalId shall be the same for all VCL NAL units of a layer access unit. The value of TemporalId of a coded picture or a layer access unit is the value of the TemporalId of the VCL NAL units of the coded picture or the layer access unit. The value of TemporalId of a sub-layer representation is the greatest value of TemporalId of all VCL NAL units in the sub-layer representation.

The value of TemporalId for non-VCL NAL units is constrained as follows:

– If nal\_unit\_type is equal to DPS\_NUT, VPS\_NUT, or SPS\_NUT, TemporalId is equal to 0 and the TemporalId of the layer access unit containing the NAL unit shall be equal to 0.

– Otherwise, when nal\_unit\_type is not equal to EOS\_NUT and not equal to EOB\_NUT, TemporalId shall be greater than or equal to the TemporalId of the layer access unit containing the NAL unit.

NOTE 5 – When the NAL unit is a non-VCL NAL unit, the value of TemporalId is equal to the minimum value of the TemporalId values of all layer access units to which the non-VCL NAL unit applies. When nal\_unit\_type is equal to PPS\_NUT or APS\_NUT, TemporalId may be greater than or equal to the TemporalId of the containing layer access unit, as all PPSs and APSs may be included in the beginning of a bitstream, wherein the first coded picture has TemporalId equal to 0. When nal\_unit\_type is equal to PREFIX\_SEI\_NUT or SUFFIX\_SEI\_NUT, TemporalId may be greater than or equal to the TemporalId of the containing layer access unit, as an SEI NAL unit may contain information that applies to a bitstream subset that includes layer access units for which the TemporalId values are greater than the TemporalId of the layer access unit containing the SEI NAL unit.

#### Encapsulation of an SODB within an RBSP (informative)

This clause does not form an integral part of this Specification.

The form of encapsulation of an SODB within an RBSP and the use of the emulation\_prevention\_three\_byte for encapsulation of an RBSP within a NAL unit is described for the following purposes:

– To prevent the emulation of start codes within NAL units while allowing any arbitrary SODB to be represented within a NAL unit,

– To enable identification of the end of the SODB within the NAL unit by searching the RBSP for the rbsp\_stop\_one\_bit starting at the end of the RBSP,

– To enable a NAL unit to have a size greater than that of the SODB under some circumstances (using one or more cabac\_zero\_word syntax elements).

The encoder can produce a NAL unit from an RBSP by the following procedure:

1. The RBSP data are searched for byte-aligned bits of the following binary patterns:

'00000000 00000000 000000xx' (where 'xx' represents any two-bit pattern: '00', '01', '10', or '11'),

and a byte equal to 0x03 is inserted to replace the bit pattern with the pattern:

'00000000 00000000 00000011 000000xx',

and finally, when the last byte of the RBSP data is equal to 0x00 (which can only occur when the RBSP ends in a cabac\_zero\_word), a final byte equal to 0x03 is appended to the end of the data. The last zero byte of a byte‑aligned three-byte sequence 0x000000 in the RBSP (which is replaced by the four-byte sequence 0x00000300) is taken into account when searching the RBSP data for the next occurrence of byte-aligned bits with the binary patterns specified above.

1. The resulting sequence of bytes is then prefixed with the NAL unit header, within which the nal\_unit\_type indicates the type of RBSP data structure in the NAL unit.

The process specified above results in the construction of the entire NAL unit.

This process can allow any SODB to be represented in a NAL unit while ensuring both of the following:

– No byte-aligned start code prefix is emulated within the NAL unit.

* No sequence of 8 zero-valued bits followed by a start code prefix, regardless of byte-alignment, is emulated within the NAL unit.

#### Order of NAL units and association to coded pictures, layer access units, access units, and coded video sequences

##### General

This clause specifies constraints on the order of NAL units in the bitstream.

Any order of NAL units in the bitstream obeying these constraints is referred to in the text as the decoding order of NAL units. Within a NAL unit, the syntax in clauses 7.3, D.2, and E.2 specifies the decoding order of syntax elements. Decoders shall be capable of receiving NAL units and their syntax elements in decoding order.

##### Order of access units and association to CVSs

A bitstream conforming to this Specification consists of one or more CVSs.

A CVS consists of one or more access units. The order of NAL units and coded pictures and their association to access units is described in clause 7.4.2.4.3.

The first access unit of a CVS is a CVSS access unit, wherein each present layer access unit is a CLVSS layer access unit, which is either an IRAP layer access unit with NoIncorrectPicOutputFlag equal to 1 or a GDR layer access unit with NoIncorrectPicOutputFlag equal to 1.

It is a requirement of bitstream conformance that, when present, each layer access unit in the next access unit after an access unit that contains an end of sequence NAL unit or an end of bitstream NAL unit shall be an IRAP layer access unit, which may be an IDR layer access unit or a CRA layer access unit, or a GDR layer access unit.

##### Order of NAL units and coded pictures and their association to layer access units and access units

This clause specifies the order of NAL units and coded pictures and their association to layer access units and access units for CVSs that conform to one or more of the profiles specified in Annex A and that are decoded using the decoding process specified in clauses 2 through 10.

A layer access unit consists of one coded picture, zero or more VCL NAL units and zero or more non-VCL NAL units. The association of VCL NAL units to coded pictures is described in clause 7.4.2.4.4.

An access unit consists of an access unit delimiter NAL unit and one or more layer access units in increasing order of nuh\_layer\_id.

The first access unit in the bitstream starts with the first NAL unit of the bitstream.

Each acess unit starts with an access unit delimiter NAL unit. There shall be at most one access unit delimiter NAL unit in any layer access unit.

The order of the coded pictures and non-VCL NAL units within a layer access unit or an access unit shall obey the following constraints:

– When any DPS NAL units, VPS NAL units, SPS NAL units, PPS NAL units, APS NAL units, prefix SEI NAL units, NAL units with nal\_unit\_type in the range of RSV\_NVCL\_25..RSV\_NVCL\_26, or NAL units with nal\_unit\_type in the range of UNSPEC28..UNSPEC29 are present in a layer access unit, they shall not follow the last VCL NAL unit of the layer access unit.

– NAL units having nal\_unit\_type equal to SUFFIX\_SEI\_NUT or RSV\_NVCL\_27, or in the range of UNSPEC30..UNSPEC31 in a layer access unit shall not precede the first VCL NAL unit of the layer access unit.

– When an end of sequence NAL unit is present in an access unit, it shall be the last NAL unit among all NAL units with in the access unit other than an end of bitstream NAL unit (when present).

– When an end of bitstream NAL unit is present in an access unit, it shall be the last NAL unit in the access unit.

##### Order of VCL NAL units and association to coded pictures

### Raw byte sequence payloads, trailing bits and byte alignment semantics

#### Decoding parameter set RBSP semantics

A DPS RBSP shall be available to the decoding process prior to it being referred, included in at least one access unit with TemporalId equal to 0 or provided through external means, and the DPS NAL unit containing the DPS RBSP shall have nuh\_layer\_id equal to the nuh\_layer\_id of the SPS NAL unit that referrs to it.

NOTE 1 – DPS NAL units are required to be available to the decoding process prior to their being referred (either in the bitstream or by external means). However, the DPS RBSP contains information that is not necessary for operation of the decoding process specified in clauses 2 through 10 of this Specification.

**dps\_decoding\_parameter\_set\_id** identifies the DPS for reference by other syntax elements. The value of dps\_decoding\_parameter\_set\_id shall not be equal to 0.

**dps\_max\_sub\_layers\_minus1** plus 1 specifies the maximum number of temporal sub-layers that may be present in each CVS referring to the DPS. The value of dps\_max\_sub\_layers\_minus1 shall be in the range of 0 to 6, inclusive.

**dps\_reserved\_zero\_bit** shall be equal to 0 in bitstreams conforming to this version of this Specification. The value 0 for dps\_reserved\_zero\_bit is reserved for future use by ITU-T | ISO/IEC.

**dps\_extension\_flag** equal to 0 specifies that no dps\_extension\_data\_flag syntax elements are present in the DPS RBSP syntax structure. dps\_extension\_flag equal to 1 specifies that there are dps\_extension\_data\_flag syntax elements present in the DPS RBSP syntax structure.

**dps\_extension\_data\_flag** may have any value. Its presence and value do not affect decoder conformance to profiles specified in Annex A. Decoders conforming to this version of this Specification shall ignore all dps\_extension\_data\_flag syntax elements.

#### Video parameter set RBSP semantics

A VPS RBSP shall be available to the decoding process prior to it being referred, included in at least one access unit with TemporalId equal to 0 or provided through external means, and the VPS NAL unit containing the VPS RBSP shall have nuh\_layer\_id equal to vps\_layer\_id[ 0 ].

All VPS NAL units with a particular value of vps\_video\_parameter\_set\_id in a CVS shall have the same content.

**vps\_video\_parameter\_set\_id** provides an identifier for the VPS for reference by other syntax elements.

**vps\_max\_layers\_minus1** plus 1 specifies the maximum allowed number of layers in each CVS referring to the VPS.

**vps\_all\_independent\_layers\_flag** equal to 1 specifies that all layers in the CVS are independently coded without using inter-layer prediction. vps\_all\_independent\_layers\_flag equal to 0 specifies that one or more of the layers in the CVS may use inter-layer prediction. When not present, the value of vps\_all\_independent\_layers\_flag is inferred to be equal to 1. When vps\_all\_independent\_layers\_flag is equal to 1, the value of vps\_independent\_layer\_flag[ i ] is inferred to be equal to 1. When vps\_all\_independent\_layers\_flag is equal to 0, the value of vps\_independent\_layer\_flag[ 0 ] is inferred to be equal to 1.

**vps\_layer\_id**[ i ] specifies the nuh\_layer\_id value of the i-th layer. For any two non-negative integer values of m and n, when m is less than n, the value of vps\_layer\_id[ m ] shall be less than vps\_layer\_id[ n ].

**vps\_independent\_layer\_flag**[ i ] equal to 1 specifies that the layer with index i does not use inter-layer prediction. vps\_independent\_layer\_flag[ i ] equal to 0 specifies that the layer with index i may use inter-layer prediction and vps\_layer\_dependency\_flag[ i ] is present in VPS.

**vps\_direct\_dependency\_flag**[ i ][ j ] equal to 0 specifies that the layer with index j is not a direct reference layer for the layer with index i. vps\_direct\_dependency\_flag [ i ][ j ] equal to 1 specifies that the layer with index j is a direct reference layer for the layer with index i. When vps\_direct\_dependency\_flag[ i ][ j ] is not present for i and j in the range of 0 to vps\_max\_layers\_minus1, inclusive, it is inferred to be equal to 0.

The variable DirectDependentLayerIdx[ i ][ j ], specifying the j-th direct dependent layer of the i-th layer, is derived as follows:

for( i = 1; i < vps\_max\_layers\_minus1; i− − )  
 if( !vps\_independent\_layer\_flag[ i ] )  
 for( j = i, k = 0; j >= 0; j− − ) (7‑2)  
 if( vps\_direct\_dependency\_flag[ i ][ j ] )  
 DirectDependentLayerIdx[ i ][ k++ ] = j

The variable GeneralLayerIdx[ i ], specifying the layer index of the layer with nuh\_layer\_id equal to vps\_layer\_id[ i ], is derived as follows:

for( i = 0; i <= vps\_max\_layers\_minus1; i++ ) (7‑3)  
 GeneralLayerIdx[ vps\_layer\_id[ i ] ] = i

**vps\_output\_layers\_mode** equal to 0 specifies that only the highest layer is output. vps\_output\_layer\_mode equal to 1 specifies that all layers are output. vps\_output\_layer\_mode equal to 2 specifies that the layers that are output are the layers with vps\_output\_layer\_flag[ i ] equal to 1. The value of vps\_output\_layers\_mode shall be in the range of 0 to 2, inclusive. The value 3 of vps\_output\_layer\_mode is reserved for future use by ITU-T | ISO/IEC.

**vps\_output\_layer\_flag**[ i ] equal to 1 specifies that the i-th layer is output. vps\_output\_layer\_flag[ i ] equal to 0 specifies that the i-th layer is not output.

The list OutputLayerFlag[ i ], for which the value 1 specifies that the i-th layer is output and the value 0 specified that the i-th layer is not output, is derived as follows:

OutputLayerFlag[ vps\_max\_layers\_minus1 ] = 1  
for( i = 0; i < vps\_max\_layers\_minus1; i++ )  
 if( vps\_output\_layer\_mode = = 0 )  
 OutputLayerFlag[ i ] = 0 (7‑4)  
 else if( vps\_output\_layer\_mode = = 1 )  
 OutputLayerFlag[ i ] = 1  
 else  
 OutputLayerFlag[ i ] = vps\_output\_layer\_flag[ i ]

**vps\_constraint\_info\_present\_flag** equal to 1 specifies that the general\_constraint\_info( ) syntax structure is present in the VPS. vps\_constraint\_info\_present\_flag equal to 0 specifies that the general\_constraint\_info( ) syntax structure is not present in the VPS.

**vps\_reserved\_zero\_7bits** shall be equal to 0 in bitstreams conforming to this version of this Specification. Other values for vps\_reserved\_zero\_7bits are reserved for future use by ITU-T | ISO/IEC. Decoders shall ignore the value of vps\_reserved\_zero\_7bits.

**vps\_extension\_flag** equal to 0 specifies that no vps\_extension\_data\_flag syntax elements are present in the VPS RBSP syntax structure. vps\_extension\_flag equal to 1 specifies that there are vps\_extension\_data\_flag syntax elements present in the VPS RBSP syntax structure.

**vps\_extension\_data\_flag** may have any value. Its presence and value do not affect decoder conformance to profiles specified in this version of this Specification. Decoders conforming to this version of this Specification shall ignore all vps\_extension\_data\_flag syntax elements.

#### Sequence parameter set RBSP semantics

An SPS RBSP shall be available to the decoding process prior to it being referred, included in at least one access unit with TemporalId equal to 0 or provided through external means, and the SPS NAL unit containing the SPS RBSP shall have nuh\_layer\_id equal to the nuh\_layer\_id of PPS NAL unit that refers to it.

All SPS NAL units with a particular value of sps\_seq\_parameter\_set\_id in a CVS shall have the same content.

**sps\_decoding\_parameter\_set\_id**, when greater than 0, specifies the value of dps\_decoding\_parameter\_set\_id for the DPS referred to by the SPS. When sps\_decoding\_parameter\_set\_id is equal to 0, the SPS does not refer to a DPS and no DPS is referred to when decoding each CVS referring to the SPS. The value of sps\_decoding\_parameter\_set\_id shall be the same in all SPSs that are referred to by coded pictures in a bitstream.

**sps\_video\_parameter\_set\_id**, when greater than 0, specifies the value of vps\_video\_parameter\_set\_id for the VPS referred to by the SPS. When sps\_video\_parameter\_set\_id is equal to 0, the SPS does not refer to a VPS and no VPS is referred to when decoding each CVS referring to the SPS.

**sps\_max\_sub\_layers\_minus1** plus 1 specifies the maximum number of temporal sub-layers that may be present in each CVS referring to the SPS. The value of sps\_max\_sub\_layers\_minus1 shall be in the range of 0 to 6, inclusive.

**sps\_reserved\_zero\_5bits** shall be equal to 0 in bitstreams conforming to this version of this Specification. Other values for sps\_reserved\_zero\_5bits are reserved for future use by ITU-T | ISO/IEC.

**gdr\_enabled\_flag** equal to 1 specifies that GDR pictures may be present in CVSs referring to the SPS. gdr\_enabled\_flag equal to 0 specifies that GDR pictures are not present in CVSs referring to the SPS.

**sps\_seq\_parameter\_set\_id** provides an identifier for the SPS for reference by other syntax elements. The value of sps\_seq\_parameter\_set\_id shall be in the range of 0 to 15, inclusive.

**chroma\_format\_idc** specifies the chroma sampling relative to the luma sampling as specified in clause 6.2. The value of chroma\_format\_idc shall be in the range of 0 to 3, inclusive.

**separate\_colour\_plane\_flag** equal to 1 specifies that the three colour components of the 4:4:4 chroma format are coded separately. separate\_colour\_plane\_flag equal to 0 specifies that the colour components are not coded separately. When separate\_colour\_plane\_flag is not present, it is inferred to be equal to 0. When separate\_colour\_plane\_flag is equal to 1, the coded picture consists of three separate components, each of which consists of coded samples of one colour plane (Y, Cb, or Cr) and uses the monochrome coding syntax. In this case, each colour plane is associated with a specific colour\_plane\_id value.

NOTE 1 – There is no dependency in decoding processes between the colour planes having different colour\_plane\_id values. For example, the decoding process of a monochrome picture with one value of colour\_plane\_id does not use any data from monochrome pictures having different values of colour\_plane\_id for inter prediction.

Depending on the value of separate\_colour\_plane\_flag, the value of the variable ChromaArrayType is assigned as follows:

– If separate\_colour\_plane\_flag is equal to 0, ChromaArrayType is set equal to chroma\_format\_idc.

– Otherwise (separate\_colour\_plane\_flag is equal to 1), ChromaArrayType is set equal to 0.

**pic\_width\_max\_in\_luma\_samples** specifies the maximum width, in units of luma samples, of each decoded picture referring to the SPS. pic\_width\_max\_in\_luma\_samples shall not be equal to 0 and shall be an integer multiple of MinCbSizeY.

**pic\_height\_max\_in\_luma\_samples** specifies the maximum height, in units of luma samples, of each decoded picture referring to the SPS. pic\_height\_max\_in\_luma\_samples shall not be equal to 0 and shall be an integer multiple of MinCbSizeY.

**subpics\_present\_flag** equal to 1 indicates that subpicture parameters are present in the present in the SPS RBSP syntax. subpics\_present\_flag equal to 0 indicates that subpicture parameters are not present in the present in the SPS RBSP syntax.

NOTE 2 – When a bitstream is the result of a sub-bitstream extraction process and contains only a subset of the subpictures of the input bitstream to the sub-bitstream extraction process, it might be required to set the value of subpics\_present\_flag equal to 1 in the RBSP of the SPSs.

**max\_subpics\_minus1** plus 1 specifies the maximum number of subpictures that may be present in the CVS. max\_subpics\_minus1 shall be in the range of 0 to 254. The value of 255 is reserved for future use by ITU-T | ISO/IEC.

**subpic\_grid\_col\_width\_minus1** plus 1 specifies the width of each element of the subpicture identifier grid in units of 4 samples. The length of the syntax element is Ceil( Log2( pic\_width\_max\_in\_luma\_samples / 4) ) bits.

The variable NumSubPicGridCols is derived as follows:

NumSubPicGridCols = ( pic\_width\_max\_in\_luma\_samples + subpic\_grid\_col\_width\_minus1 \* 4 + 3 ) /  
 ( subpic\_grid\_col\_width\_minus1 \* 4 + 4 ) (7‑5)

**subpic\_grid\_row\_height\_minus1** plus 1 specifies the height of each element of the subpicture identifier grid in units of 4 samples. The length of the syntax element is Ceil( Log2( pic\_height\_max\_in\_luma\_samples / 4) ) bits.

The variable NumSubPicGridRows is derived as follows:

NumSubPicGridRows = ( pic\_height\_max\_in\_luma\_samples + subpic\_grid\_row\_height\_minus1 \* 4 + 3 ) /  
 ( subpic\_grid\_row\_height\_minus1 \* 4 + 4 ) (7‑6)

**subpic\_grid\_idx**[ i ][ j ] specifies the subpicture index of the grid position (i, j). The length of the syntax element is Ceil( Log2( max\_subpics\_minus1 + 1 ) ) bits.

The variables SubPicTop[ subpic\_grid\_idx[ i ][ j ] ], SubPicLeft[ subpic\_grid\_idx[ i ][ j ] ], SubPicWidth[ subpic\_grid\_idx [ i ][ j ] ], SubPicHeight[ subpic\_grid\_idx[ i ][ j ] ], and NumSubPics are derived as follows:

NumSubPics = 0  
for( i = 0; i. < NumSubPicGridRows; i++ ) {  
 for( j = 0; j < NumSubPicGridCols; j++ ) {  
 if ( i = = 0)  
 SubPicTop[ subpic\_grid\_idx[ i ][ j ] ] = 0  
 else if( subpic\_grid\_idx[ i ][ j ] != subpic\_grid\_idx[ i – 1 ][ j ] ) {  
 SubPicTop[ subpic\_grid\_idx[ i ][ j ] ] = i  
 SubPicHeight[ subpic\_grid\_idx[ i − 1][ j ] ] = i − SubPicTop[ subpic\_grid\_idx[ i − 1 ][ j ] ]  
 }  
 if ( j = = 0)  
 SubPicLeft[ subpic\_grid\_idx[ i ][ j ] ] = 0 (7‑7)  
 else if (subpic\_grid\_idx[ i ][ j ] != subpic\_grid\_idx[ i ][ j − 1 ] ) {  
 SubPicLeft[ subpic\_grid\_idx[ i ][ j ] ] = j  
 SubPicWidth[ subpic\_grid\_idx[ i ][ j ] ] = j − SubPicLeft[ subpic\_grid\_idx[ i ][ j − 1 ] ]  
 }  
 if ( i = = NumSubPicGridRows − 1)  
 SubPicHeight[ subpic\_grid\_idx[ i ][ j ] ] = i − SubPicTop[ subpic\_grid\_idx[ i − 1 ][ j ] ] + 1 if (j = = NumSubPicGridRows − 1)  
 SubPicWidth[ subpic\_grid\_idx[ i ][ j ] ] = j − SubPicLeft[ subpic\_grid\_idx[ i ][ j − 1 ] ] + 1  
 if( subpic\_grid\_idx[ i ][ j ] > NumSubPics)  
 NumSubPics = subpic\_grid\_idx[ i ][ j ]  
 }  
}

**subpic\_treated\_as\_pic\_flag**[ i ] equal to 1 specifies that the i-th subpicture of each coded picture in the CVS is treated as a picture in the decoding process excluding in-loop filtering operations. subpic\_treated\_as\_pic\_flag[ i ] equal to 0 specifies that the i-th subpicture of each coded picture in the CVS is not treated as a picture in the decoding process excluding in-loop filtering operations. When not present, the value of subpic\_treated\_as\_pic\_flag[ i ] is inferred to be equal to 0.

**loop\_filter\_across\_subpic\_enabled\_flag**[ i ] equal to 1 specifies that in-loop filtering operations may be performed across the boundaries of the i-th subpicture in each coded picture in the CVS. loop\_filter\_across\_subpic\_enabled\_flag[ i ] equal to 0 specifies that in-loop filtering operations are not performed across the boundaries of the i-th subpicture in each coded picture in the CVS. When not present, the value of loop\_filter\_across\_subpic\_enabled\_pic\_flag[ i ] is inferred to be equal to 1.

It is a requirement of bitstream conformance that the following constraints apply:

* For any two subpictures subpicA and subpicB, when the index of subpicA is less than the index of subpicB, any coded NAL unit of subPicA shall succeed any coded NAL unit of subPicB in decoding order.
* The shapes of the subpictures shall be such that each subpicture, when decoded, shall have its entire left boundary and entire top boundary consisting of picture boundaries or consisting of boundaries of previously decoded subpictures.

**bit\_depth\_luma\_minus8** specifies the bit depth of the samples of the luma array BitDepthY and the value of the luma quantization parameter range offset QpBdOffsetY as follows:

BitDepthY = 8 + bit\_depth\_luma\_minus8 (7‑8)

QpBdOffsetY = 6 \* bit\_depth\_luma\_minus8 (7‑9)

bit\_depth\_luma\_minus8 shall be in the range of 0 to 8, inclusive.

**bit\_depth\_chroma\_minus8** specifies the bit depth of the samples of the chroma arrays BitDepthC and the value of the chroma quantization parameter range offset QpBdOffsetC as follows:

BitDepthC = 8 + bit\_depth\_chroma\_minus8 (7‑10)

QpBdOffsetC = 6 \* bit\_depth\_chroma\_minus8 (7‑11)

bit\_depth\_chroma\_minus8 shall be in the range of 0 to 8, inclusive.

**min\_qp\_prime\_ts\_minus4** specifies the minimum allowed quantization parameter for transform skip mode as follows:

QpPrimeTsMin = 4 + min\_qp\_prime\_ts\_ minus4 (7‑12)

**log2\_max\_pic\_order\_cnt\_lsb\_minus4** specifies the value of the variable MaxPicOrderCntLsb that is used in the decoding process for picture order count as follows:

MaxPicOrderCntLsb = 2( log2\_max\_pic\_order\_cnt\_lsb\_minus4 + 4 ) (7‑13)

The value of log2\_max\_pic\_order\_cnt\_lsb\_minus4 shall be in the range of 0 to 12, inclusive.

**sps\_sub\_layer\_ordering\_info\_present\_flag** equal to 1 specifies that sps\_max\_dec\_pic\_buffering\_minus1[ i ], sps\_max\_num\_reorder\_pics[ i ], and sps\_max\_latency\_increase\_plus1[ i ] are present for sps\_max\_sub\_layers\_minus1 + 1 sub-layers. sps\_sub\_layer\_ordering\_info\_present\_flag equal to 0 specifies that the values of sps\_max\_dec\_pic\_buffering\_minus1[ sps\_max\_sub\_layers\_minus1 ], sps\_max\_num\_reorder\_pics[ sps\_max\_sub\_layers\_minus1 ], and sps\_max\_latency\_increase\_plus1[ sps\_max\_sub\_layers\_minus1 ] apply to all sub-layers. When not present, sps\_sub\_layer\_ordering\_info\_present\_flag is inferred to be equal to 0.

**sps\_max\_dec\_pic\_buffering\_minus1**[ i ] plus 1 specifies the maximum required size of the decoded picture buffer for the CVS in units of picture storage buffers when HighestTid is equal to i. The value of sps\_max\_dec\_pic\_buffering\_minus1[ i ] shall be in the range of 0 to MaxDpbSize − 1, inclusive, where MaxDpbSize is as specified somewhere else. When i is greater than 0, sps\_max\_dec\_pic\_buffering\_minus1[ i ] shall be greater than or equal to sps\_max\_dec\_pic\_buffering\_minus1[ i − 1 ]. When sps\_max\_dec\_pic\_buffering\_minus1[ i ] is not present for i in the range of 0 to sps\_max\_sub\_layers\_minus1 − 1, inclusive, due to sps\_sub\_layer\_ordering\_info\_present\_flag being equal to 0, it is inferred to be equal to sps\_max\_dec\_pic\_buffering\_minus1[ sps\_max\_sub\_layers\_minus1 ].

**sps\_max\_num\_reorder\_pics**[ i ] indicates the maximum allowed number of pictures that can precede any picture in the CVS in decoding order and follow that picture in output order when HighestTid is equal to i. The value of sps\_max\_num\_reorder\_pics[ i ] shall be in the range of 0 to sps\_max\_dec\_pic\_buffering\_minus1[ i ], inclusive. When i is greater than 0, sps\_max\_num\_reorder\_pics[ i ] shall be greater than or equal to sps\_max\_num\_reorder\_pics[ i − 1 ]. When sps\_max\_num\_reorder\_pics[ i ] is not present for i in the range of 0 to sps\_max\_sub\_layers\_minus1 − 1, inclusive, due to sps\_sub\_layer\_ordering\_info\_present\_flag being equal to 0, it is inferred to be equal to sps\_max\_num\_reorder\_pics[ sps\_max\_sub\_layers\_minus1 ].

**sps\_max\_latency\_increase\_plus1**[ i ] not equal to 0 is used to compute the value of SpsMaxLatencyPictures[ i ], which specifies the maximum number of pictures that can precede any picture in the CVS in output order and follow that picture in decoding order when HighestTid is equal to i.

When sps\_max\_latency\_increase\_plus1[ i ] is not equal to 0, the value of SpsMaxLatencyPictures[ i ] is specified as follows:

SpsMaxLatencyPictures[ i ] = sps\_max\_num\_reorder\_pics[ i ] + sps\_max\_latency\_increase\_plus1[ i ] − 1 (7‑14)

When sps\_max\_latency\_increase\_plus1[ i ] is equal to 0, no corresponding limit is expressed.

The value of sps\_max\_latency\_increase\_plus1[ i ] shall be in the range of 0 to 232 − 2, inclusive. When sps\_max\_latency\_increase\_plus1[ i ] is not present for i in the range of 0 to sps\_max\_sub\_layers\_minus1 − 1, inclusive, due to sps\_sub\_layer\_ordering\_info\_present\_flag being equal to 0, it is inferred to be equal to sps\_max\_latency\_increase\_plus1[ sps\_max\_sub\_layers\_minus1 ].

**long\_term\_ref\_pics\_flag** equal to 0 specifies that no LTRP is used for inter prediction of any coded picture in the CVS. long\_term\_ref\_pics\_flag equal to 1 specifies that LTRPs may be used for inter prediction of one or more coded pictures in the CVS.

**inter\_layer\_ref\_pics\_present\_flag** equal to 0 specifies that no ILRP is used for inter prediction of any coded picture in the CVS. inter\_layer\_ref\_pics\_flag equal to 1 specifies that ILRPs may be used for inter prediction of one or more coded pictures in the CVS. When sps\_video\_parameter\_set\_id is equal to 0, the value of inter\_layer\_ref\_pics\_present\_flag is inferred to be equal to 0.

**sps\_idr\_rpl\_present\_flag** equal to 1 specifies that reference picture list syntax elements are present in slice headers of IDR pictures. sps\_idr\_rpl\_present\_flag equal to 0 specifies that reference picture list syntax elements are not present in slice headers of IDR pictures.

**rpl1\_same\_as\_rpl0\_flag** equal to 1 specifies that the syntax structures num\_ref\_pic\_lists\_in\_sps[ 1 ] and ref\_pic\_list\_struct( 1, rplsIdx ) are not present and the following applies:

– The value of num\_ref\_pic\_lists\_in\_sps[ 1 ] is inferred to be equal to the value of num\_ref\_pic\_lists\_in\_sps[ 0 ].

– The value of each of syntax elements in ref\_pic\_list\_struct( 1, rplsIdx ) is inferred to be equal to the value of corresponding syntax element in ref\_pic\_list\_struct( 0, rplsIdx ) for rplsIdx ranging from 0 to num\_ref\_pic\_lists\_in\_sps[ 0 ] − 1.

**num\_ref\_pic\_lists\_in\_sps**[ i ] specifies the number of the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structures with listIdx equal to i included in the SPS. The value of num\_ref\_pic\_lists\_in\_sps[ i ] shall be in the range of 0 to 64, inclusive.

NOTE 3 – For each value of listIdx (equal to 0 or 1), a decoder should allocate memory for a total number of num\_ref\_pic\_lists\_in\_sps[ i ] + 1 ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structures since there may be one ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure directly signalled in the slice headers of a current picture.

**qtbtt\_dual\_tree\_intra\_flag** equal to 1 specifies that for I slices, each CTU is split into coding units with 64x64 luma samples using an implicit quadtree split and that these coding units are the root of two separate coding\_tree syntax structure for luma and chroma. qtbtt\_dual\_tree\_intra\_flag equal to 0 specifies separate coding\_tree syntax structure is not used for I slices. When qtbtt\_dual\_tree\_intra\_flag is not present, it is inferred to be equal to 0.

**log2\_ctu\_size\_minus5** plus 5 specifies the luma coding tree block size of each CTU. It is a requirement of bitstream conformance that the value of log2\_ctu\_size\_minus5 be less than or equal to 2.

**log2\_min\_luma\_coding\_block\_size\_minus2** plus 2 specifies the minimum luma coding block size.

The variables CtbLog2SizeY, CtbSizeY, MinCbLog2SizeY, MinCbSizeY, IbcBufWidthY, IbcBufWidthC and Vsize are derived as follows:

CtbLog2SizeY = log2\_ctu\_size\_minus5 + 5 (7‑15)

CtbSizeY = 1  <<  CtbLog2SizeY (7‑16)

MinCbLog2SizeY = log2\_min\_luma\_coding\_block\_size\_minus2 + 2 (7‑17)

MinCbSizeY = 1  <<  MinCbLog2SizeY (7‑18)

IbcBufWidthY = 128 \* 128 / CtbSizeY (7‑19)

IbcBufWidthC = IbcBufWidthY / SubWidthC (7‑20)

VSize = Min( 64, CtbSizeY ) (7‑21)

The variables CtbWidthC and CtbHeightC, which specify the width and height, respectively, of the array for each chroma CTB, are derived as follows:

– If chroma\_format\_idc is equal to 0 (monochrome) or separate\_colour\_plane\_flag is equal to 1, CtbWidthC and CtbHeightC are both equal to 0.

– Otherwise, CtbWidthC and CtbHeightC are derived as follows:

CtbWidthC = CtbSizeY / SubWidthC (7‑22)

CtbHeightC = CtbSizeY / SubHeightC (7‑23)

For log2BlockWidth ranging from 0 to 4 and for log2BlockHeight ranging from 0 to 4, inclusive, the up-right diagonal and raster scan order array initialization process as specified in clause 6.5.2 is invoked with 1  <<  log2BlockWidth and 1  <<  log2BlockHeight as inputs, and the output is assigned to DiagScanOrder[ log2BlockWidth ][ log2BlockHeight ] and Raster2DiagScanPos[ log2BlockWidth ][ log2BlockHeight ].

For log2BlockWidth ranging from 0 to 6 and for log2BlockHeight ranging from 0 to 6, inclusive, the horizontal and vertical traverse scan order array initialization process as specified in clause 6.5.3 is invoked with 1  <<  log2BlockWidth and 1  <<  log2BlockHeight as inputs, and the output is assigned to HorTravScanOrder[ log2BlockWidth ][ log2BlockHeight ] and VerTravScanOrder[ log2BlockWidth ][ log2BlockHeight ].

**partition\_constraints\_override\_enabled\_flag** equal to 1 specifies the presence of partition\_constraints\_override\_flag in the slice headers for slices referring to the SPS. partition\_constraints\_override\_enabled\_flag equal to 0 specifies the absence of partition\_constraints\_override\_flag in the slice headers for slices referring to the SPS.

**sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_luma** specifies the default difference between the base 2 logarithm of the minimum size in luma samples of a luma leaf block resulting from quadtree splitting of a CTU and the base 2 logarithm of the minimum coding block size in luma samples for luma CUs in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_min\_qt\_min\_cb\_luma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_luma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. The base 2 logarithm of the minimum size in luma samples of a luma leaf block resulting from quadtree splitting of a CTU is derived as follows:

MinQtLog2SizeIntraY = sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_luma + MinCbLog2SizeY (7‑24)

**sps\_log2\_diff\_min\_qt\_min\_cb\_inter\_slice** specifies the default difference between the base 2 logarithm of the minimum size in luma samples of a luma leaf block resulting from quadtree splitting of a CTU and the base 2 logarithm of the minimum luma coding block size in luma samples for luma CUs in slices with slice\_type equal to 0 (B) or 1 (P) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_min\_qt\_min\_cb\_luma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_min\_qt\_min\_cb\_inter\_slice shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. The base 2 logarithm of the minimum size in luma samples of a luma leaf block resulting from quadtree splitting of a CTU is derived as follows:

MinQtLog2SizeInterY = sps\_log2\_diff\_min\_qt\_min\_cb\_inter\_slice + MinCbLog2SizeY (7‑25)

**sps\_max\_mtt\_hierarchy\_depth\_inter\_slice** specifies the default maximum hierarchy depth for coding units resulting from multi-type tree splitting of a quadtree leaf in slices with slice\_type equal to 0 (B) or 1 (P) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default maximum hierarchy depth can be overridden by slice\_max\_mtt\_hierarchy\_depth\_luma present in the slice header of the slices referring to the SPS. The value of sps\_max\_mtt\_hierarchy\_depth\_inter\_slice shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive.

**sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_luma** specifies the default maximum hierarchy depth for coding units resulting from multi-type tree splitting of a quadtree leaf in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default maximum hierarchy depth can be overridden by slice\_max\_mtt\_hierarchy\_depth\_luma present in the slice header of the slices referring to the SPS. The value of sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_luma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive.

**sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_luma** specifies the default difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a luma coding block that can be split using a binary split and the minimum size (width or height) in luma samples of a luma leaf block resulting from quadtree splitting of a CTU in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_max\_bt\_min\_qt\_luma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_luma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeIntraY, inclusive. When sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_luma is not present, the value of sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_luma is inferred to be equal to 0.

**sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_luma** specifies the default difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a luma coding block that can be split using a ternary split and the minimum size (width or height) in luma samples of a luma leaf block resulting from quadtree splitting of a CTU in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_max\_tt\_min\_qt\_luma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_luma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeIntraY, inclusive. When sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_luma is not present, the value of sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_luma is inferred to be equal to 0.

**sps\_log2\_diff\_max\_bt\_min\_qt\_inter\_slice** specifies the default difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a luma coding block that can be split using a binary split and the minimum size (width or height) in luma samples of a luma leaf block resulting from quadtree splitting of a CTU in slices with slice\_type equal to 0 (B) or 1 (P) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_max\_bt\_min\_qt\_luma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_max\_bt\_min\_qt\_inter\_slice shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeInterY, inclusive. When sps\_log2\_diff\_max\_bt\_min\_qt\_inter\_slice is not present, the value of sps\_log2\_diff\_max\_bt\_min\_qt\_inter\_slice is inferred to be equal to 0.

**sps\_log2\_diff\_max\_tt\_min\_qt\_inter\_slice** specifies the default difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a luma coding block that can be split using a ternary split and the minimum size (width or height) in luma samples of a luma leaf block resulting from quadtree splitting of a CTU in slices with slice\_type equal to 0 (B) or 1 (P) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_max\_tt\_min\_qt\_luma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_max\_tt\_min\_qt\_inter\_slice shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeInterY, inclusive. When sps\_log2\_diff\_max\_tt\_min\_qt\_inter\_slice is not present, the value of sps\_log2\_diff\_max\_tt\_min\_qt\_inter\_slice is inferred to be equal to 0.

**sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_chroma** specifies the default difference between the base 2 logarithm of the minimum size in luma samples of a chroma leaf block resulting from quadtree splitting of a chroma CTU with treeType equal to DUAL\_TREE\_CHROMA and the base 2 logarithm of the minimum coding block size in luma samples for chroma CUs with treeType equal to DUAL\_TREE\_CHROMA in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_min\_qt\_min\_cb\_chroma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_chroma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. When not present, the value of sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_chroma is inferred to be equal to 0. The base 2 logarithm of the minimum size in luma samples of a chroma leaf block resulting from quadtree splitting of a CTU with treeType equal to DUAL\_TREE\_CHROMA is derived as follows:

MinQtLog2SizeIntraC = sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_chroma + MinCbLog2SizeY (7‑26)

**sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_chroma** specifies the default maximum hierarchy depth for chroma coding units resulting from multi-type tree splitting of a chroma quadtree leaf with treeType equal to DUAL\_TREE\_CHROMA in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_ flag is equal to 1, the default maximum hierarchy depth can be overridden by slice\_max\_mtt\_hierarchy\_depth\_chroma present in the slice header of the slices referring to the SPS. The value of sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_chroma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. When not present, the value of sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_chroma is inferred to be equal to 0.

**sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_chroma** specifies the default difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a chroma coding block that can be split using a binary split and the minimum size (width or height) in luma samples of a chroma leaf block resulting from quadtree splitting of a chroma CTU with treeType equal to DUAL\_TREE\_CHROMA in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_max\_bt\_min\_qt\_chroma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_chroma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeIntraC, inclusive. When sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_chroma is not present, the value of sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_chroma is inferred to be equal to 0.

**sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_chroma** specifies the default difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a chroma coding block that can be split using a ternary split and the minimum size (width or height) in luma samples of a chroma leaf block resulting from quadtree splitting of a chroma CTU with treeType equal to DUAL\_TREE\_CHROMA in slices with slice\_type equal to 2 (I) referring to the SPS. When partition\_constraints\_override\_flag is equal to 1, the default difference can be overridden by slice\_log2\_diff\_max\_tt\_min\_qt\_chroma present in the slice header of the slices referring to the SPS. The value of sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_chroma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeIntraC, inclusive. When sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_chroma is not present, the value of sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_chroma is inferred to be equal to 0.

**sps\_max\_luma\_transform\_size\_64\_flag** equal to 1 specifies that the maximum transform size in luma samples is equal to 64. sps\_max\_luma\_transform\_size\_64\_flag equal to 0 specifies that the maximum transform size in luma samples is equal to 32.

When CtbSizeY is less than 64, the value of sps\_max\_luma\_transform\_size\_64\_flag shall be equal to 0.

The variables MinTbLog2SizeY, MaxTbLog2SizeY, MinTbSizeY, and MaxTbSizeY are derived as follows:

MinTbLog2SizeY = 2 (7‑27)

MaxTbLog2SizeY = sps\_max\_luma\_transform\_size\_64\_flag  ?  6  :  5 (7‑28)

MinTbSizeY = 1  <<  MinTbLog2SizeY (7‑29)

MaxTbSizeY = 1  <<  MaxTbLog2SizeY (7‑30)

**same\_qp\_table\_for\_chroma** equal to 1 specifies that only one chroma QP mapping table is signalled and this table applies to Cb and Cr residuals as well as joint Cb-Cr residuals. same\_qp\_table\_for\_chroma equal to 0 specifies that three chroma QP mapping tables are signalled in the SPS. When same\_qp\_table\_for\_chroma is not present in the bistream, the value of same\_qp\_table\_for\_chroma is inferred to be equal to 1.

**num\_points\_in\_qp\_table\_minus1**[ i ] plus 1 specifies the number of points used to describe the i-th chroma QP mapping table. The value of num\_points\_in\_qp\_table\_minus1[ i ] shall be in the range of 0 to 63 + QpBdOffsetC, inclusive. When num\_points\_in\_qp\_table\_minus1[ 0 ] is not present in the bitstream, the value of num\_points\_in\_qp\_table\_minus1[ 0 ] is inferred to be equal to 0.

**delta\_qp\_in\_val\_minus1**[ i ][ j ] specifies a delta value used to derive the input coordinate of the j-th pivot point of the i-th chroma QP mapping table. When delta\_qp\_in\_val\_minus1[ 0 ][ j ] is not present in the bitstream, the value of delta\_qp\_in\_val\_minus1[ 0 ][ j ] is inferred to be equal to 0.

**delta\_qp\_out\_val**[ i ][ j ] specifies a delta value used to derive the output coordinate of the j-th pivot point of the i-th chroma QP mapping table. When delta\_qp\_out\_val[ 0 ][ j ] is not present in the bitstream, the value of delta\_qp\_out\_val[ 0 ][ j ] is inferred to be equal to 0.

The i-th chroma QP mapping table ChromaQpTable[ i ] for i = 0..same\_qp\_table\_for\_chroma ? 0 : 2 is derived as follows:

qpInVal[ i ][ 0 ] = −QpBdOffsetC + delta\_qp\_in\_val\_minus1[ i ][ 0 ]  
qpOutVal[ i ][ 0 ] = −QpBdOffsetC + delta\_qp\_out\_val[ i ][ 0 ]  
for( j = 1; j <= num\_points\_in\_qp\_table\_minus1[ i ]; j++ ) {  
 qpInVal[ i ][ j ] = qpInVal[ i ][ j − 1 ] + delta\_qp\_in\_val\_minus1[ i ][ j ] + 1  
 qpOutVal[ i ][ j ] = qpOutVal[ i ][ j − 1 ] + delta\_qp\_out\_val[ i ][ j ]  
}  
ChromaQpTable[ i ][ qpInVal[ i ][ 0 ] ] = qpOutVal[ i ][ 0 ]  
for( k = qpInVal[ i ][ 0 ] − 1; k >= −QpBdOffsetC; k − − )  
 ChromaQpTable[ i ][ k ] = Clip3( −QpBdOffsetC, 63, ChromaQpTable[ i ][ k + 1 ] − 1 ) (7‑31)  
for( j = 0; j < num\_points\_in\_qp\_table\_minus1[ i ]; j++ ) {  
 sh = ( delta\_qp\_in\_val\_minus1[ i ][j + 1 ] + 2 ) >> 1  
 for( k = qpInVal[ i ][ j ] + 1, m = 1; k <= qpInval[ i ][ j + 1 ]; k++, m++ )  
 ChromaQpTable[ i ][ k ] = ChromaQpTable[ i ][ qpInVal[ i ][ j ] ] +  
 ( delta\_qp\_out\_val[ i ][j + 1] \* m + sh ) / ( delta\_qp\_in\_val\_minus1[ i ][j + 1] + 1 )  
}  
for( k = qpInVal[ i ][ num\_points\_in\_qp\_table\_minus1[ i ] ] + 1; k <= 63; k++ )  
 ChromaQpTable[ i ][ k ] = Clip3( −QpBdOffsetC, 63, ChromaQpTable[ i ][ k − 1 ] + 1 )

When same\_qp\_table\_for\_chroma is equal to 1, ChromaQpTable[ 1 ][ k ] and ChromaQpTable[ 2 ][ k ] are set equal to ChromaQpTable[ 0 ][ k ] for k = −QpBdOffsetC..63.

It is a requirement of bitstream conformance that the values of qpInVal[ i ][ j ] and qpOutVal[ i ][ j ] shall be in the range of −QpBdOffsetC to 63, inclusive for i = 0..same\_qp\_table\_for\_chroma ? 0 : 2 and j = 0..num\_points\_in\_qp\_table\_minus1[ i ].

**sps\_weighted\_pred\_flag** equal to 1 specifies that weighted prediction may be applied to P slices referring to the SPS. sps\_weighted\_pred\_flag equal to 0 specifies that weighted prediction is not applied to P slices referring to the SPS.

**sps\_weighted\_bipred\_flag** equal to 1 specifies that explicit weighted prediction may be applied to B slices referring to the SPS. sps\_weighted\_bipred\_flag equal to 0 specifies that explicit weighted prediction is not applied to B slices referring to the SPS.

**sps\_sao\_enabled\_flag** equal to 1 specifies that the sample adaptive offset process is applied to the reconstructed picture after the deblocking filter process. sps\_sao\_enabled\_flag equal to 0 specifies that the sample adaptive offset process is not applied to the reconstructed picture after the deblocking filter process.

**sps\_alf\_enabled\_flag** equal to 0 specifies that the adaptive loop filter is disabled. sps\_alf\_enabled\_flag equal to 1 specifies that the adaptive loop filter is enabled.

**sps\_transform\_skip\_enabled\_flag** equa to 1 specifies that transform\_skip\_flag may be present in the transform unit syntax. sps\_transform\_skip\_enabled\_flag equal to 0 specifies that transform\_skip\_flag is not present in the transform unit syntax

**sps\_bdpcm\_enabled\_flag** equal to 1 specifies that intra\_bdpcm\_flag may be present in the coding unit syntax for intra coding units. sps\_bdpcm\_enabled\_flag equal to 0 specifies that intra\_bdpcm\_flag is not present in the coding unit syntax for intra coding units.When not present, the value of sps\_bdpcm\_enabled\_flag is inferred to be equal to 0.

**sps\_joint\_cbcr\_enabled\_flag** equal to 0 specifies that the joint coding of chroma residuals is disabled. sps\_joint\_cbcr\_enabled\_flag equal to 1 specifies that the joint coding of chroma residuals is enabled.

**sps\_ref\_wraparound\_enabled\_flag** equal to 1 specifies that horizontal wrap-around motion compensation is applied in inter prediction. sps\_ref\_wraparound\_enabled\_flag equal to 0 specifies that horizontal wrap-around motion compensation is not applied. When the value of ( CtbSizeY / MinCbSizeY + 1) is less than or equal to ( pic\_width\_in\_luma\_samples / MinCbSizeY − 1 ), where pic\_width\_in\_luma\_samples is the value of pic\_width\_in\_luma\_samples in any PPS that refers to the SPS, the value of sps\_ref\_wraparound\_enabled\_flag shall be equal to 0.

**sps\_ref\_wraparound\_offset\_minus1** plus 1 specifies the offset used for computing the horizontal wrap-around position in units of MinCbSizeY luma samples. The value of ref\_wraparound\_offset\_minus1 shall be in the range of ( CtbSizeY / MinCbSizeY ) + 1 to ( pic\_width\_in\_luma\_samples / MinCbSizeY ) − 1, inclusive, where pic\_width\_in\_luma\_samples is the value of pic\_width\_in\_luma\_samples in any PPS that refers to the SPS.

**sps\_temporal\_mvp\_enabled\_flag** equal to 1 specifies that slice\_temporal\_mvp\_enabled\_flag is present in the slice headers of slices with slice\_type not equal to I in the CVS. sps\_temporal\_mvp\_enabled\_flag equal to 0 specifies that slice\_temporal\_mvp\_enabled\_flag is not present in slice headers and that temporal motion vector predictors are not used in the CVS.

**sps\_sbtmvp\_enabled\_flag** equal to 1 specifies that subblock-based temporal motion vector predictors may be used in decoding of pictures with all slices having slice\_type not equal to I in the CVS. sps\_sbtmvp\_enabled\_flag equal to 0 specifies that subblock-based temporal motion vector predictors are not used in the CVS. When sps\_sbtmvp\_enabled\_flag is not present, it is inferred to be equal to 0.

**sps\_amvr\_enabled\_flag** equal to 1 specifies that adaptive motion vector difference resolution is used in motion vector coding. amvr\_enabled\_flag equal to 0 specifies that adaptive motion vector difference resolution is not used in motion vector coding.

**sps\_bdof\_enabled\_flag** equal to 0 specifies that the bi-directional optical flow inter prediction is disabled. sps\_bdof\_enabled\_flag equal to 1 specifies that the bi-directional optical flow inter prediction is enabled.

**sps\_smvd\_enabled\_flag** equal to 1 specifies that symmetric motion vector difference may be used in motion vector decoding. sps\_smvd\_enabled\_flag equal to 0 specifies that symmetric motion vector difference is not used in motion vector coding.

**sps\_dmvr\_enabled\_flag** equal to 1 specifies that decoder motion vector refinement based inter bi-prediction is enabled. sps\_dmvr\_enabled\_flag equal to 0 specifies that decoder motion vector refinement based inter bi-prediction is disabled.

**sps\_bdof\_dmvr\_slice\_present\_flag** equal to 1 specifies that slice\_disable\_bdof\_dmvr\_flag is present in slice headers referring to the SPS. sps\_bdof\_dmvr\_slice\_present\_flag equal to 0 specifies that slice\_disable\_bdof\_dmvr\_flag is not present in slice headers referring to the SPS. When sps\_bdof\_dmvr\_slice\_present\_flag is not present, the value of sps\_bdof\_dmvr\_slice\_present\_flag is inferred to be equal to 0.

**sps\_mmvd\_enabled\_flag** equal to 1 specifies that merge mode with motion vector difference is enabled. sps\_mmvd\_enabled\_flag equal to 0 specifies that merge mode with motion vector difference is disabled.

**sps\_isp\_enabled\_flag** equal to 1 specifies that intra prediction with subpartitions is enabled. sps\_isp\_enabled\_flag equal to 0 specifies that intra prediction with subpartitions is disabled.

**sps\_mrl\_enabled\_flag** equal to 1 specifies that intra prediction with multiple reference lines is enabled. sps\_mrl\_enabled\_flag equal to 0 specifies that intra prediction with multiple reference lines is disabled.

**sps\_mip\_enabled\_flag** equal to 1 specifies that matrix-based intra prediction is enabled. sps\_mip\_enabled\_flag equal to 0 specifies that matrix-based intra prediction is disabled.

**sps\_cclm\_enabled\_flag** equal to 0 specifies that the cross-component linear model intra prediction from luma component to chroma component is disabled. sps\_cclm\_enabled\_flag equal to 1 specifies that the cross-component linear model intra prediction from luma component to chroma componenent is enabled. When sps\_cclm\_enabled\_flag is not present, it is inferred to be equal to 0.

**sps\_cclm\_colocated\_chroma\_flag** equal to 1 specifies that the top-left downsampled luma sample in cross-component linear model intra prediction is collocated with the top-left luma sample. sps\_cclm\_colocated\_chroma\_flag equal to 0 specifies that the top-left downsampled luma sample in cross-component linear model intra prediction is horizontally co-sited with the top-left luma sample but vertically shifted by 0.5 units of luma samples relatively to the top-left luma sample.

**sps\_mts\_enabled\_flag** equal to 1 specifies that sps\_explicit\_mts\_intra\_enabled\_flag is present in the sequence parameter set RBSP syntax and that sps\_explicit\_mts\_inter\_enabled\_flag is present in the sequence parameter set RBSP syntax. sps\_mts\_enabled\_flag equal to 0 specifies that sps\_explicit\_mts\_intra\_enabled\_flag is not present in the sequence parameter set RBSP syntax and that sps\_explicit\_mts\_inter\_enabled\_flag is not present in the sequence parameter set RBSP syntax.

**sps\_explicit\_mts\_intra\_enabled\_flag** equal to 1 specifies that tu\_mts\_idx may be present in the transform unit syntax for intra coding units. sps\_explicit\_mts\_intra\_enabled\_flag equal to 0 specifies that tu\_mts\_idx is not present in the transform unit syntax for intra coding units. When not present, the value of sps\_explicit\_mts\_intra\_enabled\_flag is inferred to be equal to 0.

**sps\_explicit\_mts\_inter\_enabled\_flag** equal to 1 specifies that tu\_mts\_idx may be present in the transform unit syntax for inter coding units. sps\_explicit\_mts\_inter\_enabled\_flag equal to 0 specifies that tu\_mts\_idx is not present in the transform unit syntax for inter coding units. When not present, the value of sps\_explicit\_mts\_inter\_enabled\_flag is inferred to be equal to 0.

**sps\_sbt\_enabled\_flag** equal to 0 specifies that subblock transform for inter-predicted CUs is disabled. sps\_sbt\_enabled\_flag equal to 1 specifies that subblock transform for inter-predicteds CU is enabled.

**sps\_sbt\_max\_size\_64\_flag** equal to 0 specifies that the maximum CU width and height for allowing subblock transform is 32 luma samples. sps\_sbt\_max\_size\_64\_flag equal to 1 specifies that the maximum CU width and height for allowing subblock transform is 64 luma samples.

MaxSbtSize = Min( MaxTbSizeY, sps\_sbt\_max\_size\_64\_flag ? 64 : 32 ) (7‑32)

**sps\_affine\_enabled\_flag** specifies whether affine model based motion compensation can be used for inter prediction. If sps\_affine\_enabled\_flag is equal to 0, the syntax shall be constrained such that no affine model based motion compensation is used in the CVS, and inter\_affine\_flag and cu\_affine\_type\_flag are not present in coding unit syntax of the CVS. Otherwise (sps\_affine\_enabled\_flag is equal to 1), affine model based motion compensation can be used in the CVS.

**sps\_affine\_type\_flag** specifies whether 6-parameter affine model based motion compensation can be used for inter prediction. If sps\_affine\_type\_flag is equal to 0, the syntax shall be constrained such that no 6-parameter affine model based motion compensation is used in the CVS, and cu\_affine\_type\_flag is not present in coding unit syntax in the CVS. Otherwise (sps\_affine\_type\_flag is equal to 1), 6-parameter affine model based motion compensation can be used in the CVS. When not present, the value of sps\_affine\_type\_flag is inferred to be equal to 0.

**sps\_affine\_amvr\_enabled\_flag** equal to 1 specifies that adaptive motion vector difference resolution is used in motion vector coding of affine inter mode. sps\_affine\_amvr\_enabled\_flag equal to 0 specifies that adaptive motion vector difference resolution is not used in motion vector coding of affine inter mode.

**sps\_affine\_prof\_enabled\_flag** specifies whether the prediction refinement with optical flow can be used for affine motion compensation. If sps\_affine\_prof\_enabled\_flag is equal to 0, the affine motion compensation shall not be refined with optical flow. Otherwise (sps\_affine\_prof\_enabled\_flag is equal to 1), the affine motion compensation can be refined with optical flow. When not present, the value of sps\_affine\_prof\_enabled\_flag is inferred to be equal to 0.

**sps\_palette\_enabled\_flag** equal to 1 specifies that pred\_mode\_plt\_flag may be present in the coding unit syntax. sps\_palette\_enabled\_flag equal to 0 specifies that pred\_mode\_plt\_flag is not present in the coding unit syntax. When sps\_palette\_enabled\_flag is not present, it is inferred to be equal to 0.

**sps\_bcw\_enabled\_flag** specifies whether bi-prediction with CU weights can be used for inter prediction. If sps\_bcw\_enabled\_flag is equal to 0, the syntax shall be constrained such that no bi-prediction with CU weights is used in the CVS, and bcw\_idx is not present in coding unit syntax of the CVS. Otherwise (sps\_bcw\_enabled\_flag is equal to 1), bi-prediction with CU weights can be used in the CVS.

**sps\_ibc\_enabled\_flag** equal to 1 specifies that the IBC prediction mode may be used in decoding of pictures in the CVS. sps\_ibc\_enabled\_flag equal to 0 specifies that the IBC prediction mode is not used in the CVS. When sps\_ibc\_enabled\_flag is not present, it is inferred to be equal to 0.

**sps\_ciip\_enabled\_flag** specifies that ciip\_flag may be present in the coding unit syntax for inter coding units. sps\_ciip\_enabled\_flag equal to 0 specifies that ciip\_flag is not present in the coding unit syntax for inter coding units.

**sps\_fpel\_mmvd\_enabled\_flag** equal to 1 specifies that merge mode with motion vector difference is using integer sample precision. sps\_fpel\_mmvd\_enabled\_flag equal to 0 specifies that merge mode with motion vector difference can use fractional sample precision.

**sps\_triangle\_enabled\_flag** specifies whether triangular shape based motion compensation can be used for inter prediction. sps\_triangle\_enabled\_flag equal to 0 specifies that the syntax shall be constrained such that no triangular shape based motion compensation is used in the CVS, and merge\_triangle\_split\_dir, merge\_triangle\_idx0, and merge\_triangle\_idx1 are not present in coding unit syntax of the CVS. sps\_triangle\_enabled\_flag equal to 1 specifies that triangular shape based motion compensation can be used in the CVS.

**sps\_lmcs\_enabled\_flag** equal to 1 specifies that luma mapping with chroma scaling is used in the CVS. sps\_lmcs\_enabled\_flag equal to 0 specifies that luma mapping with chroma scaling is not used in the CVS.

**sps\_lfnst\_enabled\_flag** equal to 1 specifies that lfnst\_idx may be present in the residual coding syntax for intra coding units. sps\_lfnst\_enabled\_flag equal to 0 specifies that lfnst\_idx is not present in the residual coding syntax for intra coding units.

**sps\_ladf\_enabled\_flag** equal to 1, specifies that sps\_num\_ladf\_intervals\_minus2, sps\_ladf\_lowest\_interval\_qp\_offset, sps\_ladf\_qp\_offset[ i ], and sps\_ladf\_delta\_threshold\_minus1[ i ] are present in the SPS.

**sps\_num\_ladf\_intervals\_minus2** plus 1 specifies the number of sps\_ladf\_delta\_threshold\_minus1[ i ] and sps\_ladf\_qp\_offset[ i ] syntax elements that are present in the SPS. The value of sps\_num\_ladf\_intervals\_minus2 shall be in the range of 0 to 3, inclusive.

**sps\_ladf\_lowest\_interval\_qp\_offset** specifies the offset used to derive the variable qP as specified in clause 8.8.3.6.1. The value of sps\_ladf\_lowest\_interval\_qp\_offset shall be in the range of 0 to 63, inclusive.

**sps\_ladf\_qp\_offset**[ i ] specifies the offset array used to derive the variable qP as specified in clause 8.8.3.6.1. The value of sps\_ladf\_qp\_offset[ i ] shall be in the range of 0 to 63, inclusive.

**sps\_ladf\_delta\_threshold\_minus1**[ i ] is used to compute the values of SpsLadfIntervalLowerBound[ i ], which specifies the lower bound of the i-th luma intensity level interval. The value of sps\_ladf\_delta\_threshold\_minus1[ i ] shall be in the range of 0 to 2BitDepthY − 3, inclusive.

The value of SpsLadfIntervalLowerBound[ 0 ] is set equal to 0.

For each value of i in the range of 0 to sps\_num\_ladf\_intervals\_minus2, inclusive, the variable SpsLadfIntervalLowerBound[ i + 1 ] is derived as follows:

SpsLadfIntervalLowerBound[ i + 1 ] = SpsLadfIntervalLowerBound[ i ] (7‑33)  
 + sps\_ladf\_delta\_threshold\_minus1[ i ] + 1

**sps\_scaling\_list\_enabled\_flag** equal to 1 specifies that a scaling list is used for the scaling process for transform coefficients. sps\_scaling\_list\_enabled\_flag equal to 0 specifies that scaling list is not used for the scaling process for transform coefficients.

**hrd\_parameters\_present\_flag** equal to 1 specifies that the syntax elements num\_units\_in\_tick and time\_scale and the syntax structure general\_hrd\_parameters( ) are present in the SPS RBSP syntax structure. general\_hrd\_parameters\_present\_flag equal to 0 specifies that the syntax elements num\_units\_in\_tick and time\_scale and the syntax structure general\_hrd\_parameters( ) are not present in the SPS RBSP syntax structure.

**num\_units\_in\_tick** is the number of time units of a clock operating at the frequency time\_scale Hz that corresponds to one increment (called a clock tick) of a clock tick counter. num\_units\_in\_tick shall be greater than 0. A clock tick, in units of seconds, is equal to the quotient of num\_units\_in\_tick divided by time\_scale. For example, when the picture rate of a video signal is 25 Hz, time\_scale may be equal to 27 000 000 and num\_units\_in\_tick may be equal to 1 080 000, and consequently a clock tick may be equal to 0.04 seconds.

**time\_scale** is the number of time units that pass in one second. For example, a time coordinate system that measures time using a 27 MHz clock has a time\_scale of 27 000 000. The value of time\_scale shall be greater than 0.

**sub\_layer\_cpb\_parameters\_present\_flag** equal to 1 specifies that the syntax structure general\_hrd\_parameters( ) is present in the SPS RBSP and includes HRD parameters for sub-layer representations with TemporalId in the range of 0 to sps\_max\_sub\_layers\_minus1, inclusive. sub\_layer\_cpb\_parameters\_present\_flag equal to 0 specifies that the syntax structure general\_hrd\_parameters( ) is present in the SPS RBSP and includes HRD parameters for the sub-layer representation with TemporalId equal to sps\_max\_sub\_layers\_minus1.

**vui\_parameters\_present\_flag** equal to 1 specifies that the syntax structure vui\_parameters( ) is present in the SPS RBSP syntax structure. vui\_parameters\_present\_flag equal to 0 specifies that the syntax structure vui\_parameters( ) is not present in the SPS RBSP syntax structure.

**sps\_extension\_flag** equal to 0 specifies that no sps\_extension\_data\_flag syntax elements are present in the SPS RBSP syntax structure. sps\_extension\_flag equal to 1 specifies that there are sps\_extension\_data\_flag syntax elements present in the SPS RBSP syntax structure.

**sps\_extension\_data\_flag** may have any value. Its presence and value do not affect decoder conformance to profiles specified in this version of this Specification. Decoders conforming to this version of this Specification shall ignore all sps\_extension\_data\_flag syntax elements.

#### Picture parameter set RBSP semantics

A PPS RBSP shall be available to the decoding process prior to it being referred, included in at least one access unit with TemporalId less than or equal to the TemporalId of the PPS NAL unit or provided through external means, and the PPS NAL unit containing the PPS RBSP shall have nuh\_layer\_id equal to the nuh\_layer\_id of the coded slice NAL unit that refers it**.**

All PPS NAL units with a particular value of pps\_pic\_parameter\_set\_id within an access unit shall have the same content.

**pps\_pic\_parameter\_set\_id** identifies the PPS for reference by other syntax elements. The value of pps\_pic\_parameter\_set\_id shall be in the range of 0 to 63, inclusive.

**pps\_seq\_parameter\_set\_id** specifies the value of sps\_seq\_parameter\_set\_id for the SPS. The value of pps\_seq\_parameter\_set\_id shall be in the range of 0 to 15, inclusive. The value of pps\_seq\_parameter\_set\_id shall be the same in all PPSs that are referred to by coded pictures in a CVS.

**pic\_width\_in\_luma\_samples** specifies the width of each decoded picture referring to the PPS in units of luma samples. pic\_width\_in\_luma\_samples shall not be equal to 0, shall be an integer multiple of Max( 8, MinCbSizeY ), and shall be less than or equal to pic\_width\_max\_in\_luma\_samples.

When subpics\_present\_flag is equal to 1, the value of pic\_width\_in\_luma\_samples shall be equal to pic\_width\_max\_in\_luma\_samples.

**pic\_height\_in\_luma\_samples** specifies the height of each decoded picture referring to the PPS in units of luma samples. pic\_height\_in\_luma\_samples shall not be equal to 0 and shall be an integer multiple of Max( 8, MinCbSizeY ), and shall be less than or equal to pic\_height\_max\_in\_luma\_samples.

When subpics\_present\_flag is equal to 1, the value of pic\_height\_in\_luma\_samples shall be equal to pic\_height\_max\_in\_luma\_samples.

Let refPicWidthInLumaSamples and refPicHeightInLumaSamples be the pic\_width\_in\_luma\_samples and pic\_height\_in\_luma\_samples, respectively, of a reference picture of a current picture referring to this PPS. Is a requirement of bitstream conformance that all of the following conditions are satisfied:

– pic\_width\_in\_luma\_samples \* 2 shall be greater than or equal to refPicWidthInLumaSamples.

– pic\_height\_in\_luma\_samples \* 2 shall be greater than or equal to refPicHeightInLumaSamples.

– pic\_width\_in\_luma\_samples shall be less than or equal to refPicWidthInLumaSamples \* 8.

– pic\_height\_in\_luma\_samples shall be less than or equal to refPicHeightInLumaSamples \* 8.

The variables PicWidthInCtbsY, PicHeightInCtbsY, PicSizeInCtbsY, PicWidthInMinCbsY, PicHeightInMinCbsY, PicSizeInMinCbsY, PicSizeInSamplesY, PicWidthInSamplesC and PicHeightInSamplesC are derived as follows:

PicWidthInCtbsY = Ceil( pic\_width\_in\_luma\_samples ÷ CtbSizeY ) (7‑34)

PicHeightInCtbsY = Ceil( pic\_height\_in\_luma\_samples ÷ CtbSizeY ) (7‑35)

PicSizeInCtbsY = PicWidthInCtbsY \* PicHeightInCtbsY (7‑36)

PicWidthInMinCbsY = pic\_width\_in\_luma\_samples / MinCbSizeY (7‑37)

PicHeightInMinCbsY = pic\_height\_in\_luma\_samples / MinCbSizeY (7‑38)

PicSizeInMinCbsY = PicWidthInMinCbsY \* PicHeightInMinCbsY (7‑39)

PicSizeInSamplesY = pic\_width\_in\_luma\_samples \* pic\_height\_in\_luma\_samples (7‑40)

PicWidthInSamplesC = pic\_width\_in\_luma\_samples / SubWidthC (7‑41)

PicHeightInSamplesC = pic\_height\_in\_luma\_samples / SubHeightC (7‑42)

**conformance\_window\_flag** equal to 1 indicates that the conformance cropping window offset parameters follow next in the SPS. conformance\_window\_flag equal to 0 indicates that the conformance cropping window offset parameters are not present.

**conf\_win\_left\_offset**, **conf\_win\_right\_offset**, **conf\_win\_top\_offset**, and **conf\_win\_bottom\_offset** specify the samples of the pictures in the CVS that are output from the decoding process, in terms of a rectangular region specified in picture coordinates for output. When conformance\_window\_flag is equal to 0, the values of conf\_win\_left\_offset, conf\_win\_right\_offset, conf\_win\_top\_offset, and conf\_win\_bottom\_offset are inferred to be equal to 0.

The conformance cropping window contains the luma samples with horizontal picture coordinates from SubWidthC \* conf\_win\_left\_offset to pic\_width\_in\_luma\_samples − ( SubWidthC \* conf\_win\_right\_offset + 1 ) and vertical picture coordinates from SubHeightC \* conf\_win\_top\_offset to pic\_height\_in\_luma\_samples − ( SubHeightC \* conf\_win\_bottom\_offset + 1 ), inclusive.

The value of SubWidthC \* ( conf\_win\_left\_offset + conf\_win\_right\_offset ) shall be less than pic\_width\_in\_luma\_samples, and the value of SubHeightC \* ( conf\_win\_top\_offset + conf\_win\_bottom\_offset ) shall be less than pic\_height\_in\_luma\_samples.

The variables PicOutputWidthL and PicOutputHeightL are derived as follows:

PicOutputWidthL = pic\_width\_in\_luma\_samples − (7‑43)  
 SubWidthC \* ( conf\_win\_right\_offset + conf\_win\_left\_offset )

PicOutputHeightL = pic\_height\_in\_pic\_size\_units − (7‑44) SubHeightC \* ( conf\_win\_bottom\_offset + conf\_win\_top\_offset )

When ChromaArrayType is not equal to 0, the corresponding specified samples of the two chroma arrays are the samples having picture coordinates ( x / SubWidthC, y / SubHeightC ), where ( x, y ) are the picture coordinates of the specified luma samples.

NOTE – The conformance cropping window offset parameters are only applied at the output. All internal decoding processes are applied to the uncropped picture size.

Let ppsA and ppsB be any two PPSs referring to the same SPS. It is a requirement of bitstream conformance that, when ppsA and ppsB have the same the values of pic\_width\_in\_luma\_samples and pic\_height\_in\_luma\_samples, respectively, ppsA and ppsB shall have the same values of conf\_win\_left\_offset, conf\_win\_right\_offset, conf\_win\_top\_offset, and conf\_win\_bottom\_offset, respectively.

**output\_flag\_present\_flag** equal to 1 indicates that the pic\_output\_flag syntax element is present in slice headers referring to the PPS. output\_flag\_present\_flag equal to 0 indicates that the pic\_output\_flag syntax element is not present in slice headers referring to the PPS.

**single\_tile\_in\_pic\_flag** equal to 1 specifies that there is only one tile in each picture referring to the PPS. single\_tile\_in\_pic\_flag equal to 0 specifies that there is more than one tile in each picture referring to the PPS.

NOTE – In absence of further brick splitting within a tile, the whole tile is referred to as a brick. When a picture contains only a single tile without further brick splitting, it is referred to as a single brick.

It is a requirement of bitstream conformance that the value of single\_tile\_in\_pic\_flag shall be the same for all PPSs that are referred to by coded pictures within a CVS.

**uniform\_tile\_spacing\_flag** equal to 1 specifies that tile column boundaries and likewise tile row boundaries are distributed uniformly across the picture and signalled using the syntax elements tile\_cols\_width\_minus1 and tile\_rows\_height\_minus1. uniform\_tile\_spacing\_flag equal to 0 specifies that tile column boundaries and likewise tile row boundaries may or may not be distributed uniformly across the picture and signalled using the syntax elements num\_tile\_columns\_minus1 and num\_tile\_rows\_minus1 and a list of syntax element pairs tile\_column\_width\_minus1[ i ] and tile\_row\_height\_minus1[ i ]. When not present, the value of uniform\_tile\_spacing\_flag is inferred to be equal to 1.

**tile\_cols\_width\_minus1** plus 1 specifies the width of the tile columns excluding the right-most tile column of the picture in units of CTBs when uniform\_tile\_spacing\_flag is equal to 1. The value of tile\_cols\_width\_minus1 shall be in the range of 0 to PicWidthInCtbsY − 1, inclusive. When not present, the value of tile\_cols\_width\_minus1 is inferred to be equal to PicWidthInCtbsY − 1.

**tile\_rows\_height\_minus1** plus 1 specifies the height of the tile rows excluding the bottom tile row of the picture in units of CTBs when uniform\_tile\_spacing\_flag is equal to 1. The value of tile\_rows\_height\_minus1 shall be in the range of 0 to PicHeightInCtbsY − 1, inclusive. When not present, the value of tile\_rows\_height\_minus1 is inferred to be equal to PicHeightInCtbsY − 1.

**num\_tile\_columns\_minus1** plus 1 specifies the number of tile columns partitioning the picture when uniform\_tile\_spacing\_flag is equal to 0. The value of num\_tile\_columns\_minus1 shall be in the range of 0 to PicWidthInCtbsY − 1, inclusive. If single\_tile\_in\_pic\_flag is equal to 1, the value of num\_tile\_columns\_minus1 is inferred to be equal to 0. Otherwise, when uniform\_tile\_spacing\_flag is equal to 1, the value of num\_tile\_columns\_minus1 is inferred as specified in clause 6.5.1.

**num\_tile\_rows\_minus1** plus 1 specifies the number of tile rows partitioning the picture when uniform\_tile\_spacing\_flag is equal to 0. The value of num\_tile\_rows\_minus1 shall be in the range of 0 to PicHeightInCtbsY − 1, inclusive. If single\_tile\_in\_pic\_flag is equal to 1, the value of num\_tile\_rows\_minus1 is inferred to be equal to 0. Otherwise, when uniform\_tile\_spacing\_flag is equal to 1, the value of num\_tile\_rows\_minus1 is inferred as specified in clause 6.5.1.

The variable NumTilesInPic is set equal to ( num\_tile\_columns\_minus1 + 1 ) \* ( num\_tile\_rows\_minus1 + 1 ).

When single\_tile\_in\_pic\_flag is equal to 0, NumTilesInPic shall be greater than 1.

**tile\_column\_width\_minus1**[ i ] plus 1 specifies the width of the i-th tile column in units of CTBs.

**tile\_row\_height\_minus1**[ i ] plus 1 specifies the height of the i-th tile row in units of CTBs.

**brick\_splitting\_present\_flag** equal to 1 specifies that one or more tiles of pictures referring to the PPS may be divided into two or more bricks. brick\_splitting\_present\_flag equal to 0 specifies that no tiles of pictures referring to the PPS are divided into two or more bricks.

**num\_tiles\_in\_pic\_minus1** plus 1 specifies the number of tiles in each picture referring to the PPS. The value of num\_tiles\_in\_pic\_minus1 shall be equal to NumTilesInPic – 1. When not present, the value of num\_tiles\_in\_pic\_minus1 is inferred to be equal to NumTilesInPic − 1.

**brick\_split\_flag**[ i ] equal to 1 specifies that the i-th tile is divided into two or more bricks. brick\_split\_flag[ i ] equal to 0 specifies that the i-th tile is not divided into two or more bricks. When not present, the value of brick\_split\_flag[ i ] is inferred to be equal to 0.

**uniform\_brick\_spacing\_flag**[ i ] equal to 1 specifies that horizontal brick boundaries are distributed uniformly across the i-th tile and signalled using the syntax element brick\_height\_minus1[ i ]. uniform\_brick\_spacing\_flag[ i ] equal to 0 specifies that horizontal brick boundaries may or may not be distributed uniformly across i-th tile and signalled using the syntax element num\_brick\_rows\_minus2[ i ] and a list of syntax elements brick\_row\_height\_minus1[ i ][ j ]. When not present, the value of uniform\_brick\_spacing\_flag[ i ] is inferred to be equal to 1.

**brick\_height\_minus1**[ i ] plus 1 specifies the height of the brick rows excluding the bottom brick in the i-th tile in units of CTBs when uniform\_brick\_spacing\_flag[ i ] is equal to 1. When present, the value of brick\_height\_minus1 shall be in the range of 0 to RowHeight[ i ] − 2, inclusive. When not present, the value of brick\_height\_minus1[ i ] is inferred to be equal to RowHeight[ i ] − 1.

**num\_brick\_rows\_minus2**[ i ] plus 2 specifies the number of bricks partitioning the i-th tile when uniform\_brick\_spacing\_flag[ i ] is equal to 0. When present, the value of num\_brick\_rows\_minus2[ i ] shall be in the range of 0 to RowHeight[ i ] − 2, inclusive. If brick\_split\_flag[ i ] is equal to 0, the value of num\_brick\_rows\_minus2[ i ] is inferred to be equal to −1. Otherwise, when uniform\_brick\_spacing\_flag[ i ] is equal to 1, the value of num\_brick\_rows\_minus2[ i ] is inferred as specified in 6.5.1.

**brick\_row\_height\_minus1**[ i ][ j ] plus 1 specifies the height of the j-th brick in the i-th tile in units of CTBs when uniform\_tile\_spacing\_flag is equal to 0.

The following variables are derived, and, when uniform\_tile\_spacing\_flag is equal to 1, the values of num\_tile\_columns\_minus1 and num\_tile\_rows\_minus1 are inferred, and, for each i ranging from 0 to NumTilesInPic − 1, inclusive, when uniform\_brick\_spacing\_flag[ i ] is equal to 1, the value of num\_brick\_rows\_minus2[ i ] is inferred, by invoking the CTB raster and brick scanning conversion process as specified in clause 6.5.1:

– the list RowHeight[ j ] for j ranging from 0 to num\_tile\_rows\_minus1, inclusive, specifying the height of the j-th tile row in units of CTBs,

– the list CtbAddrRsToBs[ ctbAddrRs ] for ctbAddrRs ranging from 0 to PicSizeInCtbsY − 1, inclusive, specifying the conversion from a CTB address in the CTB raster scan of a picture to a CTB address in the brick scan,

– the list CtbAddrBsToRs[ ctbAddrBs ] for ctbAddrBs ranging from 0 to PicSizeInCtbsY − 1, inclusive, specifying the conversion from a CTB address in the brick scan to a CTB address in the CTB raster scan of a picture,

– the list BrickId[ ctbAddrBs ] for ctbAddrBs ranging from 0 to PicSizeInCtbsY − 1, inclusive, specifying the conversion from a CTB address in brick scan to a brick ID,

– the list NumCtusInBrick[ brickIdx ] for brickIdx ranging from 0 to NumBricksInPic − 1, inclusive, specifying the conversion from a brick index to the number of CTUs in the brick,

– the list FirstCtbAddrBs[ brickIdx ] for brickIdx ranging from 0 to NumBricksInPic − 1, inclusive, specifying the conversion from a brick ID to the CTB address in brick scan of the first CTB in the brick.

**single\_brick\_per\_slice\_flag** equal to 1 specifies that each slice that refers to this PPS includes one brick. single\_brick\_per\_slice\_flag equal to 0 specifies that a slice that refers to this PPS may include more than one brick. When not present, the value of single\_brick\_per\_slice\_flag is inferred to be equal to 1.

**rect\_slice\_flag** equal to 0 specifies that bricks within each slice are in raster scan order and the slice information is not signalled in PPS. rect\_slice\_flag equal to 1 specifies that bricks within each slice cover a rectangular region of the picture and the slice information is signalled in the PPS. When brick\_splitting\_present\_flag is equal to 1, the value of rect\_slice\_flag shall be equal to 1. When not present, rect\_slice\_flag is inferred to be equal to 1.

**num\_slices\_in\_pic\_minus1** plus 1 specifies the number of slices in each picture referring to the PPS. The value of num\_slices\_in\_pic\_minus1 shall be in the range of 0 to NumBricksInPic − 1, inclusive. When not present and single\_brick\_per\_slice\_flag is equal to 1, the value of num\_slices\_in\_pic\_minus1 is inferred to be equal to NumBricksInPic − 1.

**bottom\_right\_brick\_idx\_length\_minus1** plus 1 specifies the number of bits used to represent the syntax element bottom\_right\_brick\_idx\_delta[ i ]. The value of bottom\_right\_brick\_idx\_length\_minus1 shall be in the range of 0 to Ceil( Log2( NumBricksInPic ) ) − 1, inclusive.

**bottom\_right\_brick\_idx\_delta**[ i ] when i is greater than 0 specifies the difference between the brick index of the brick located at the bottom-right corner of the i-th slice and and the brick index of the bottom-right corner of the ( i – 1 )-th slice. bottom\_right\_brick\_idx\_delta[ 0 ] specifies the brick index of the bottom right corner of the 0-th slice. When single\_brick\_per\_slice\_flag is equal to 1, the value of bottom\_right\_brick\_idx\_delta[ i ] is inferred to be equal to 1. The value of the BottomRightBrickIdx[ num\_slices\_in\_pic\_minus1 ] is inferred to be equal to NumBricksInPic – 1. The length of the bottom\_right\_brick\_idx\_delta[ i ] syntax element is bottom\_right\_brick\_idx\_length\_minus1 + 1 bits.

**brick\_idx\_delta\_sign\_flag**[ i ] equal to 1 indicates a positive sign for bottom\_right\_brick\_idx\_delta[ i ]. sign\_bottom\_right\_brick\_idx\_delta[ i ] equal to 0 indicates a negative sign for bottom\_right\_brick\_idx\_delta[ i ].

It is a requirement of bitstream conformance that a slice shall include either a number of complete tiles or only a consecutive sequence of complete bricks of one tile.

The variable TopLeftBrickIdx[ i ], BottomRightBrickIdx[ i ], NumBricksInSlice[ i ] and BricksToSliceMap[ j ], which specify the brick index of the brick located at the top left corner of the i-th slice, the brick index of the brick located at the bottom right corner of the i-th slice, the number of bricks in the i-th slice and the mapping of bricks to slices, are derived as follows:

for( j = 0; i = = 0 && j < NumBricksInPic; j++ )  
 BricksToSliceMap[ j ] = −1  
NumBricksInSlice[ i ] = 0  
BottomRightBrickIdx[ i ] = bottom\_right\_brick\_idx\_delta[ i ] ] +( ( i = = 0 ) ? 0 :  
 ( brick\_idx\_delta\_sign\_flag[ i ] ? BottomRightBrickIdx[ i − 1 ] : −BottomRightBrickIdx[ i−1 ] )  
for( j = BottomRightBrickIdx[ i ]; j >= 0; j− − ) {  
 if( BrickColBd[ j ]  <=  BrickColBd[ BottomRightBrickIdx[ i ] ] && (7‑45)  
 BrickRowBd[ j ]  <=  BrickRowBd[ BottomRightBrickIdx[ i ] ] && BricksToSliceMap[ j ] = = −1 ) {  
 TopLeftBrickIdx[ i ] = j  
 NumBricksInSlice[ i ]++  
 BricksToSliceMap[ j ] = i  
 }  
}

**loop\_filter\_across\_bricks\_enabled\_flag** equal to 1 specifies that in-loop filtering operations may be performed across brick boundaries in pictures referring to the PPS. loop\_filter\_across\_bricks\_enabled\_flag equal to 0 specifies that in-loop filtering operations are not performed across brick boundaries in pictures referring to the PPS. The in-loop filtering operations include the deblocking filter, sample adaptive offset filter, and adaptive loop filter operations. When not present, the value of loop\_filter\_across\_bricks\_enabled\_flag is inferred to be equal to 1.

**loop\_filter\_across\_slices\_enabled\_flag** equal to 1 specifies that in-loop filtering operations may be performed across slice boundaries in pictures referring to the PPS. loop\_filter\_across\_slice\_enabled\_flag equal to 0 specifies that in-loop filtering operations are not performed across slice boundaries in pictures referring to the PPS. The in-loop filtering operations include the deblocking filter, sample adaptive offset filter, and adaptive loop filter operations. When not present, the value of loop\_filter\_across\_slices\_enabled\_flag is inferred to be equal to 0.

**signalled\_slice\_id\_flag** equal to 1 specifies that the slice ID for each slice is signalled. signalled\_slice\_id\_flag equal to 0 specifies that slice IDs are not signalled. When rect\_slice\_flag is equal to 0, the value of signalled\_slice\_id\_flag is inferred to be equal to 0.

NOTE – For a bitstream that is a result of a sub-bitstream extraction, when each picture in the bitsream contains a true subset of the slices included in the picture of the "original" bitstream, and the subset of the included slices does not included the top-left corner slice of the pictures in the "original" bitstream, the value of signalled\_slice\_id\_flag in the PPSs in the extracted bitstreams has to be equal to 1.

**signalled\_slice\_id\_length\_minus1** plus 1 specifies the number of bits used to represent the syntax element slice\_id[ i ] when present, and the syntax element slice\_address in slice headers. The value of signalled\_slice\_id\_length\_minus1 shall be in the range of 0 to 15, inclusive. When not present, the value of signalled\_slice\_id\_length\_minus1 is inferred to be equal to Ceil( Log2( Max( 2, num\_slices\_in\_pic\_minus1 + 1 ) ) ) − 1.

**slice\_id**[ i ] specifies the slice ID of the i-th slice. The length of the slice\_id[ i ] syntax element is signalled\_slice\_id\_length\_minus1 + 1 bits. When not present, the value of slice\_id[ i ] is inferred to be equal to i, for each i in the range of 0 to num\_slices\_in\_pic\_minus1, inclusive.

**entropy\_coding\_sync\_enabled\_flag** equal to 1 specifies that a specific synchronization process for context variables is invoked before decoding the CTU that includes the first CTB of a row of CTBs in each brick in each picture referring to the PPS, and a specific storage process for context variables is invoked after decoding the CTU that includes the first CTB of a row of CTBs in each brick in each picture referring to the PPS. entropy\_coding\_sync\_enabled\_flag equal to 0 specifies that no specific synchronization process for context variables is required to be invoked before decoding the CTU that includes the first CTB of a row of CTBs in each brick in each picture referring to the PPS, and no specific storage process for context variables is required to be invoked after decoding the CTU that includes the first CTB of a row of CTBs in each brick in each picture referring to the PPS.

It is a requirement of bitstream conformance that the value of entropy\_coding\_sync\_enabled\_flag shall be the same for all PPSs that are referred to by coded pictures within a CVS.

**cabac\_init\_present\_flag** equal to 1 specifies that cabac\_init\_flag is present in slice headers referring to the PPS. cabac\_init\_present\_flag equal to 0 specifies that cabac\_init\_flag is not present in slice headers referring to the PPS.

**num\_ref\_idx\_default\_active\_minus1**[ i ] plus 1, when i is equal to 0, specifies the inferred value of the variable NumRefIdxActive[ 0 ] for P or B slices with num\_ref\_idx\_active\_override\_flag equal to 0, and, when i is equal to 1, specifies the inferred value of NumRefIdxActive[ 1 ] for B slices with num\_ref\_idx\_active\_override\_flag equal to 0. The value of num\_ref\_idx\_default\_active\_minus1[ i ] shall be in the range of 0 to 14, inclusive.

**rpl1\_idx\_present\_flag** equal to 0 specifies that ref\_pic\_list\_sps\_flag[ 1 ] and ref\_pic\_list\_idx[ 1 ] are not present in slice headers. rpl1\_idx\_present\_flag equal to 1 specifies that ref\_pic\_list\_sps\_flag[ 1 ] and ref\_pic\_list\_idx[ 1 ] may be present in slice headers.

**init\_qp\_minus26** plus 26 specifies the initial value of SliceQpY for each slice referring to the PPS. The initial value of SliceQpY is modified at the slice layer when a non-zero value of slice\_qp\_delta is decoded. The value of init\_qp\_minus26 shall be in the range of −( 26 + QpBdOffsetY ) to +37, inclusive.

**log2\_transform\_skip\_max\_size\_minus2** specifies the maximum block size used for transform skip, and shall be in the range of 0 to 3.

When not present, the value of log2\_transform\_skip\_max\_size\_minus2 is inferred to be equal to 0.

The variable MaxTsSize is set equal to 1 << ( log2\_transform\_skip\_max\_size\_minus2 + 2 ).

**cu\_qp\_delta\_enabled\_flag** equal to 1 specifies that the cu\_qp\_delta\_subdiv syntax element is present in the PPS and that cu\_qp\_delta\_abs may be present in the transform unit syntax. cu\_qp\_delta\_enabled\_flag equal to 0 specifies that the cu\_qp\_delta\_subdiv syntax element is not present in the PPS and that cu\_qp\_delta\_abs is not present in the transform unit syntax.

**cu\_qp\_delta\_subdiv** specifies the maximum cbSubdiv value of coding units that convey cu\_qp\_delta\_abs and cu\_qp\_delta\_sign\_flag. The value range of cu\_qp\_delta\_subdiv is specified as follows:

* If slice\_type is equal to I, the value of cu\_qp\_delta\_subdiv shall be in the range of 0 to 2 \* ( log2\_ctu\_size\_minus2 − log2\_min\_qt\_size\_intra\_slice\_minus2 + MaxMttDepthY ), inclusive.
* Otherwise (slice\_type is not equal to I), the value of cu\_qp\_delta\_subdiv shall be in the range of 0 to 2\* ( log2\_ctu\_size\_minus2 − log2\_min\_qt\_size\_inter\_slice\_minus2 + MaxMttDepthY ), inclusive.

When not present, the value of cu\_qp\_delta\_subdiv is inferred to be equal to 0.

**pps\_cb\_qp\_offset** and **pps\_cr\_qp\_offset** specify the offsets to the luma quantization parameter Qp′Y used for deriving Qp′Cb and Qp′Cr, respectively. The values of pps\_cb\_qp\_offset and pps\_cr\_qp\_offset shall be in the range of −12 to +12, inclusive. When ChromaArrayType is equal to 0, pps\_cb\_qp\_offset and pps\_cr\_qp\_offset are not used in the decoding process and decoders shall ignore their value.

**pps\_joint\_cbcr\_qp\_offset** specifies the offset to the luma quantization parameter Qp′Y used for deriving Qp′CbCr. The value of pps\_joint\_cbcr\_qp\_offset shall be in the range of −12 to +12, inclusive. When ChromaArrayType is equal to 0 or sps\_joint\_cbcr\_enabled\_flag is equal to 0, pps\_joint\_cbcr\_qp\_offset is not used in the decoding process and decoders shall ignore its value.

**pps\_slice\_chroma\_qp\_offsets\_present\_flag** equal to 1 indicates that the slice\_cb\_qp\_offset and slice\_cr\_qp\_offset syntax elements are present in the associated slice headers. pps\_slice\_chroma\_qp\_offsets\_present\_flag equal to 0 indicates that these syntax elements are not present in the associated slice headers. When ChromaArrayType is equal to 0, pps\_slice\_chroma\_qp\_offsets\_present\_flag shall be equal to 0.

**cu\_chroma\_qp\_offset\_enabled\_flag** equal to 1 specifies that the cu\_chroma\_qp\_offset\_flag may be present in the transform unit syntax. cu\_chroma\_qp\_offset\_enabled\_flag equal to 0 specifies that the cu\_chroma\_qp\_offset\_flag is not present in the transform unit syntax. When ChromaArrayType is equal to 0, it is a requirement of bitstream conformance that the value of cu\_chroma\_qp\_offset\_enabled\_flag shall be equal to 0.

**cu\_chroma\_qp\_offset\_subdiv** specifies the maximum cbSubdiv value of coding units that convey cu\_chroma\_qp\_offset\_flag. The value range of cu\_chroma\_qp\_offset\_subdiv is specified as follows:

* If slice\_type is equal to I, the value of cu\_chroma\_qp\_offset\_subdiv shall be in the range of 0 to 2 \* ( log2\_ctu\_size\_minus2 − log2\_min\_qt\_size\_intra\_slice\_minus2 + MaxMttDepthY ), inclusive.
* Otherwise (slice\_type is not equal to I), the value of cu\_chroma\_qp\_offset\_subdiv shall be in the range of 0 to 2\* ( log2\_ctu\_size\_minus2 − log2\_min\_qt\_size\_inter\_slice\_minus2 + MaxMttDepthY ), inclusive.

When not present, the value of cu\_chroma\_qp\_offset\_subdiv is inferred to be equal to 0.

**chroma\_qp\_offset\_list\_len\_minus1** plus 1 specifies the number of cb\_qp\_offset\_list[ i ], cr\_qp\_offset\_list[ i ], and joint\_cbcr\_qp\_offset\_list[ i ], syntax elements that are present in the PPS. The value of chroma\_qp\_offset\_list\_len\_minus1 shall be in the range of 0 to 5, inclusive.

**cb\_qp\_offset\_list**[ i ], **cr\_qp\_offset\_list**[ i ], and **joint\_cbcr\_qp\_offset\_list**[ i ], specify offsets used in the derivation of Qp′Cb, Qp′Cr, and Qp′CbCr, respectively. The values of cb\_qp\_offset\_list[ i ], cr\_qp\_offset\_list[ i ], and joint\_cbcr\_qp\_offset\_list[ i ] shall be in the range of −12 to +12, inclusive.

**pps\_weighted\_pred\_flag** equal to 0 specifies that weighted prediction is not applied to P slices referring to the PPS. pps\_weighted\_pred\_flag equal to 1 specifies that weighted prediction is applied to P slices referring to the PPS. When sps\_weighted\_pred\_flag is equal to 0, the value of pps\_weighted\_pred\_flag shall be equal to 0.

**pps\_weighted\_bipred\_flag** equal to 0 specifies that explicit weighted prediction is not applied to B slices referring to the PPS. pps\_weighted\_bipred\_flag equal to 1 specifies that explicit weighted prediction is applied to B slices referring to the PPS. When sps\_weighted\_bipred\_flag is equal to 0, the value of pps\_weighted\_bipred\_flag shall be equal to 0.

**deblocking\_filter\_control\_present\_flag** equal to 1 specifies the presence of deblocking filter control syntax elements in the PPS. deblocking\_filter\_control\_present\_flag equal to 0 specifies the absence of deblocking filter control syntax elements in the PPS.

**deblocking\_filter\_override\_enabled\_flag** equal to 1 specifies the presence of deblocking\_filter\_override\_flag in the slice headers for pictures referring to the PPS. deblocking\_filter\_override\_enabled\_flag equal to 0 specifies the absence of deblocking\_filter\_override\_flag in the slice headers for pictures referring to the PPS. When not present, the value of deblocking\_filter\_override\_enabled\_flag is inferred to be equal to 0.

**pps\_deblocking\_filter\_disabled\_flag** equal to 1 specifies that the operation of deblocking filter is not applied for slices referring to the PPS in which slice\_deblocking\_filter\_disabled\_flag is not present. pps\_deblocking\_filter\_disabled\_flag equal to 0 specifies that the operation of the deblocking filter is applied for slices referring to the PPS in which slice\_deblocking\_filter\_disabled\_flag is not present. When not present, the value of pps\_deblocking\_filter\_disabled\_flag is inferred to be equal to 0.

**pps\_beta\_offset\_div2** and **pps\_tc\_offset\_div2** specify the default deblocking parameter offsets for β and tC (divided by 2) that are applied for slices referring to the PPS, unless the default deblocking parameter offsets are overridden by the deblocking parameter offsets present in the slice headers of the slices referring to the PPS. The values of pps\_beta\_offset\_div2 and pps\_tc\_offset\_div2 shall both be in the range of −6 to 6, inclusive. When not present, the value of pps\_beta\_offset\_div2 and pps\_tc\_offset\_div2 are inferred to be equal to 0.

**constant\_slice\_header\_params\_enabled\_flag** equal to 0 specifies that pps\_dep\_quant\_enabled\_idc, pps\_ref\_pic\_list\_sps\_idc[ i ], pps\_temporal\_mvp\_enabled\_idc, pps\_mvd\_l1\_zero\_idc, pps\_collocated\_from\_l0\_idc, pps\_six\_minus\_max\_num\_merge\_cand\_plus1, pps\_five\_minus\_max\_num\_subblock\_merge\_cand\_plus1, and pps\_max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand\_minus1 are inferred to be equal to 0. constant\_slice\_header\_params\_enabled\_flag equal to 1 specifies that these syntax elements are present in the PPS.

**pps\_dep\_quant\_enabled\_idc** equal to 0 specifies that the syntax element dep\_quant\_enabled\_flag is present in slice header of slices referring to the PPS. pps\_dep\_quant\_enabled\_idc equal to 1 or 2 specifies that the syntax element dep\_quant\_enabled\_flag is not present in slice header of slices referring to the PPS. pps\_dep\_quant\_enabled\_idc equal to 3 is reserved for future use by ITU-T | ISO/IEC.

**pps\_ref\_pic\_list\_sps\_idc**[ i ] equal to 0 specifies that the syntax element ref\_pic\_list\_sps\_flag[ i ] is present in slice header of slices referring to the PPS. pps\_ref\_pic\_list\_sps\_idc[ i ] equal to 1 or 2 specifies that the syntax element ref\_pic\_list\_sps\_flag[ i ] is not present in slice header of slices referring to the PPS. pps\_ref\_pic\_list\_sps\_idc[ i ] equal to 3 is reserved for future use by ITU-T | ISO/IEC.

**pps\_temporal\_mvp\_enabled\_idc** equal to 0 specifies that the syntax element slice\_temporal\_mvp\_enabled\_flag is present in the slice header of slices with slice\_type not equal to I of slices referring to the PPS. pps\_temporal\_mvp\_enabled\_idc equal to 1 or 2 specifies that slice\_temporal\_mvp\_enabled\_flag is not present in slice header of slices referring to the PPS. pps\_temporal\_mvp\_enabled\_idc equal to 3 is reserved for future use by ITU-T | ISO/IEC.

**pps\_mvd\_l1\_zero\_idc** equal to 0 specifies that the syntax element mvd\_l1\_zero\_flag is present in slice header of slices referring to the PPS. pps\_mvd\_l1\_zero\_idc equal to 1 or 2 specifies that mvd\_l1\_zero\_flag is not present in slice header of slices referring to the PPS. pps\_mvd\_l1\_zero\_idc equal to 3 is reserved for future use by ITU-T | ISO/IEC.

**pps\_collocated\_from\_l0\_idc** equal to 0 specifies that the syntax element collocated\_from\_l0\_flag is present in slice header of slices referring to the PPS. pps\_collocated\_from\_l0\_idc equal to 1 or 2 specifies that the syntax element collocated\_from\_l0\_flag is not present in slice header of slices referring to the PPS. pps\_collocated\_from\_l0\_idc equal to 3 is reserved for future use by ITU-T | ISO/IEC.

**pps\_six\_minus\_max\_num\_merge\_cand\_plus1** equal to 0 specifies that six\_minus\_max\_num\_merge\_cand is present in slice header of slices referring to the PPS. pps\_six\_minus\_max\_num\_merge\_cand\_plus1 greater than 0 specifies that six\_minus\_max\_num\_merge\_cand is not present in slice header of slices referring to the PPS. The value of pps\_six\_minus\_max\_num\_merge\_cand\_plus1 shall be in the range of 0 to 6, inclusive.

**pps\_five\_minus\_max\_num\_subblock\_merge\_cand\_plus1** equal to 0 specifies that five\_minus\_max\_num\_subblock\_merge\_cand is present in slice header of slices referring to the PPS. pps\_five\_minus\_max\_num\_subblock\_merge\_cand\_plus1 greater than 0 specifies that five\_minus\_max\_num\_subblock\_merge\_cand is not present in slice header of slices referring to the PPS. The value of pps\_five\_minus\_max\_num\_subblock\_merge\_cand\_plus1 shall be in the range of 0 to 6, inclusive.

**pps\_max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand\_minus1** equal to 0 specifies that max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand is present in slice header of slices referring to the PPS. pps\_max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand\_minus1 greater than 0 specifies that max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand is not present in slice header of slices referring to the PPS. The value of pps\_max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand\_minus1 shall be in the range of 0 to MaxNumMergeCand − 1.

**pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag** equal to 1 specifies that the in-loop filtering operations are disabled across the virtual boundaries in pictures referring to the PPS. pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flagequal to 0 specifies that no such disabling of in-loop filtering operations is applied in pictures referring to the PPS. The in-loop filtering operations include the deblocking filter, sample adaptive offset filter, and adaptive loop filter operations. When not present, the value of pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is inferred to be equal to 0.

**pps\_num\_ver\_virtual\_boundaries** specifies the number of pps\_virtual\_boundaries\_pos\_x[ i ] syntax elements that are present in the PPS. When pps\_num\_ver\_virtual\_boundaries is not present, it is inferred to be equal to 0.

**pps\_virtual\_boundaries\_pos\_x**[ i ] is used to compute the value of PpsVirtualBoundariesPosX[ i ], whichspecifies the location of the i-th vertical virtual boundary in units of luma samples. pps\_virtual\_boundaries\_pos\_x[ i ] shall be in the range of 1 to Ceil( pic\_width\_in\_luma\_samples ÷ 8 ) − 1, inclusive.

The location of the vertical virtual boundary PpsVirtualBoundariesPosX[ i ] is derived as follows:

PpsVirtualBoundariesPosX[ i ] = pps\_virtual\_boundaries\_pos\_x[ i ] \* 8 (7‑46)

The distance between any two vertical virtual boundaries shall be greater than or equal to CtbSizeY luma samples.

**pps\_num\_hor\_virtual\_boundaries** specifies the number of pps\_virtual\_boundaries\_pos\_y[ i ] syntax elements that are present in the PPS. When pps\_num\_hor\_virtual\_boundaries is not present, it is inferred to be equal to 0.

**pps\_virtual\_boundaries\_pos\_y**[ i ] is used to compute the value of PpsVirtualBoundariesPosY[ i ], whichspecifies the location of the i-th horizontal virtual boundary in units of luma samples. pps\_virtual\_boundaries\_pos\_y[ i ] shall be in the range of 1 to Ceil( pic\_height\_in\_luma\_samples ÷ 8 ) − 1, inclusive.

The location of the horizontal virtual boundary PpsVirtualBoundariesPosY[ i ] is derived as follows:

PpsVirtualBoundariesPosY[ i ] = pps\_virtual\_boundaries\_pos\_y[ i ] \* 8 (7‑47)

The distance between any two horizontal virtual boundaries shall be greater than or equal to CtbSizeY luma samples.

**slice\_header\_extension\_present\_flag** equal to 0 specifies that no slice header extension syntax elements are present in the slice headers for coded pictures referring to the PPS. slice\_header\_extension\_present\_flag equal to 1 specifies that slice header extension syntax elements are present in the slice headers for coded pictures referring to the PPS. slice\_header\_extension\_present\_flag shall be equal to 0 in bitstreams conforming to this version of this Specification.

**pps\_extension\_flag** equal to 0 specifies that no pps\_extension\_data\_flag syntax elements are present in the PPS RBSP syntax structure. pps\_extension\_flag equal to 1 specifies that there are pps\_extension\_data\_flag syntax elements present in the PPS RBSP syntax structure.

**pps\_extension\_data\_flag** may have any value. Its presence and value do not affect decoder conformance to profiles specified in this version of this Specification. Decoders conforming to this version of this Specification shall ignore all pps\_extension\_data\_flag syntax elements.

#### Adaptation parameter set semantics

Each APS RBSP shall be available to the decoding process prior to it being referred, included in at least one access unit with TemporalId less than or equal to the TemporalId of the coded slice NAL unit that refers it or provided through external means.

Let aspLayerId be the nuh\_layer\_id of an APS NAL unit. If the layer with nuh\_layer\_id equal to aspLayerId is an independent layer (i.e., vps\_independent\_layer\_flag[ GeneralLayerIdx[ aspLayerId ] ] is equal to 1), the APS NAL unit containing the APS RBSP shall have nuh\_layer\_id equal to the nuh\_layer\_id of a coded slice NAL unit that referrs it. Otherwise, the APS NAL unit containing the APS RBSP shall have nuh\_layer\_id either equal to the nuh\_layer\_id of a coded slice NAL unit that referrs it, or equal to the nuh\_layer\_id of a direct dependent layer of the layer containing a coded slice NAL unit that referrs it.

All APS NAL units with a particular value of adaptation\_parameter\_set\_id and a particular value of aps\_params\_type within an access unit shall have the same content.

**adaptation\_parameter\_set\_id** provides an identifier for the APS for reference by other syntax elements.

When aps\_params\_type is equal to ALF\_APS or SCALING\_APS, the value of adaptation\_parameter\_set\_id shall be in the range of 0 to 7, inclusive.

When aps\_params\_type is equal to LMCS\_APS, the value of adaptation\_parameter\_set\_id shall be in the range of 0 to 3, inclusive.

**aps\_params\_type** specifies the type of APS parameters carried in the APS as specified in Table 7‑2. When aps\_params\_type is equal to 1 (LMCS\_APS), the value of adaptation\_parameter\_set\_id shall be in the range of 0 to 3, inclusive.

Table 7‑2 – APS parameters type codes and types of APS parameters

|  |  |  |
| --- | --- | --- |
| **aps\_params\_type** | **Name of aps\_params\_type** | **Type of APS parameters** |
| 0 | ALF\_APS | ALF parameters |
| 1 | LMCS\_APS | LMCS parameters |
| 2 | SCALING\_APS | Scaling list parameters |
| 3..7 | Reserved | Reserved |

NOTE 1 – Each type of APSs uses a separate value space for adaptation\_parameter\_set\_id.

NOTE 2 – An APS NAL unit (with a particular value of adaptation\_parameter\_set\_id and a particular value of aps\_params\_type) can be shared across pictures, and different slices within a picture can refer to different ALF APSs.

**aps\_extension\_flag** equal to 0 specifies that no aps\_extension\_data\_flag syntax elements are present in the APS RBSP syntax structure. aps\_extension\_flag equal to 1 specifies that there are aps\_extension\_data\_flag syntax elements present in the APS RBSP syntax structure.

**aps\_extension\_data\_flag** may have any value. Its presence and value do not affect decoder conformance to profiles specified in this version of this Specification. Decoders conforming to this version of this Specification shall ignore all aps\_extension\_data\_flag syntax elements.

#### Supplemental enhancement information RBSP semantics

Supplemental enhancement information (SEI) contains information that is not necessary to decode the samples of coded pictures from VCL NAL units. An SEI RBSP contains one or more SEI messages.

#### Access unit delimiter RBSP semantics

The access unit delimiter is used to indicate the start of an access unit and the type of slices present in the coded pictures in the access unit containing the access unit delimiter NAL unit. There is no normative decoding process associated with the access unit delimiter.

**pic\_type** indicates that the slice\_type values for all slices of the coded pictures in the access unit containing the access unit delimiter NAL unit are members of the set listed in Table 7‑3 for the given value of pic\_type. The value of pic\_type shall be equal to 0, 1 or 2 in bitstreams conforming to this version of this Specification. Other values of pic\_type are reserved for future use by ITU‑T | ISO/IEC. Decoders conforming to this version of this Specification shall ignore reserved values of pic\_type.

Table 7‑3 – Interpretation of pic\_type

|  |  |
| --- | --- |
| **pic\_type** | **slice\_type values that may be present in the coded picture** |
| 0 | I |
| 1 | P, I |
| 2 | B, P, I |

#### End of sequence RBSP semantics

When present, the end of sequence RBSP specifies that the current access unit is the last access unit in the coded video sequence in decoding order and the next subsequent access unit in the bitstream in decoding order (if any) is an IRAP or GDR access unit. The syntax content of the SODB and RBSP for the end of sequence RBSP are empty.

#### End of bitstream RBSP semantics

The end of bitstream RBSP indicates that no additional NAL units are present in the bitstream that are subsequent to the end of bitstream RBSP in decoding order. The syntax content of the SODB and RBSP for the end of bitstream RBSP are empty.

#### Slice layer RBSP semantics

The slice layer RBSP consists of a slice header and slice data.

#### RBSP slice trailing bits semantics

**cabac\_zero\_word** is a byte-aligned sequence of two bytes equal to 0x0000.

Let NumBytesInVclNalUnits be the sum of the values of NumBytesInNalUnit for all VCL NAL units of a coded picture.

Let BinCountsInNalUnits be the number of times that the parsing process function DecodeBin( ), specified in 9.3.4.3, is invoked to decode the contents of all VCL NAL units of a coded picture.

Let the variable RawMinCuBits be derived as follows:

RawMinCuBits = MinCbSizeY \* MinCbSizeY \*  
 ( BitDepthY + 2 \* BitDepthC / ( SubWidthC \* SubHeightC ) ) (7‑48)

The value of BinCountsInNalUnits shall be less than or equal to ( 32 ÷ 3 ) \* NumBytesInVclNalUnits + ( RawMinCuBits \* PicSizeInMinCbsY ) ÷ 32.

NOTE – The constraint on the maximum number of bins resulting from decoding the contents of the coded slice NAL units can be met by inserting a number of cabac\_zero\_word syntax elements to increase the value of NumBytesInVclNalUnits. Each cabac\_zero\_word is represented in a NAL unit by the three-byte sequence 0x000003 (as a result of the constraints on NAL unit contents that result in requiring inclusion of an emulation\_prevention\_three\_byte for each cabac\_zero\_word).

#### RBSP trailing bits semantics

**rbsp\_stop\_one\_bit** shall be equal to 1.

**rbsp\_alignment\_zero\_bit** shall be equal to 0.

#### Byte alignment semantics

**alignment\_bit\_equal\_to\_one** shall be equal to 1.

**alignment\_bit\_equal\_to\_zero** shall be equal to 0.

#### Adaptive loop filter data semantics

**alf\_luma\_filter\_signal\_flag** equal to 1 specifies that a luma filter set is signalled. alf\_luma\_filter\_signal\_flag equal to 0 specifies that a luma filter set is not signalled.

**alf\_chroma\_filter\_signal\_flag** equal to 1 specifies that a chroma filter is signalled. alf\_chroma\_filter\_signal\_flag equal to 0 specifies that a chroma filter is not signalled. When ChromaArrayType is equal to 0, alf\_chroma\_filter\_signal\_flag shall be equal to 0.

The variable NumAlfFilters specifying the number of different adaptive loop filters is set equal to 25.

**alf\_luma\_clip\_flag** equal to 0 specifies that linear adaptive loop filtering is applied on luma component. alf\_luma\_clip\_flag equal to 1 specifies that non-linear adaptive loop filtering may be applied on luma component.

**alf\_luma\_num\_filters\_signalled\_minus1** plus 1 specifies the number of adpative loop filter classes for which luma coefficients can be signalled. The value of alf\_luma\_num\_filters\_signalled\_minus1 shall be in the range of 0 to NumAlfFilters − 1, inclusive.

**alf\_luma\_coeff\_delta\_idx**[ filtIdx ] specifies the indices of the signalled adaptive loop filter luma coefficient deltas for the filter class indicated by filtIdx ranging from 0 to NumAlfFilters − 1. When alf\_luma\_coeff\_delta\_idx[ filtIdx ] is not present, it is inferred to be equal to 0. The length of alf\_luma\_coeff\_delta\_idx[ filtIdx ] is Ceil( Log2( alf\_luma\_num\_filters\_signalled\_minus1 + 1 ) ) bits.

**alf\_luma\_coeff\_signalled\_flag** equal to 1 indicates that alf\_luma\_coeff\_flag[ sfIdx ] is signalled. alf\_luma\_coeff\_signalled\_flag equal to 0 indicates that alf\_luma\_coeff\_flag[ sfIdx ] is not signalled.

**alf\_luma\_coeff\_flag**[ sfIdx ]equal 1 specifies that the coefficients of the luma filter indicated by sfIdx are signalled. alf\_luma\_coeff\_flag[ sfIdx ] equal to 0 specifies that all filter coefficients of the luma filter indicated by sfIdx are set equal to 0. When not present, alf\_luma\_coeff\_flag[ sfIdx ] is set equal to 1.

**alf\_luma\_coeff\_abs**[ sfIdx ][ j ]specifies the absolute value of the j-th coefficient of the signalled luma filter indicated by sfIdx. When alf\_luma\_coeff\_abs[ sfIdx ][ j ] is not present, it is inferred to be equal 0.

The order k of the exp-Golomb binarization uek(v) is set equal to 3.

**alf\_luma\_coeff\_sign**[ sfIdx ][ j ]specifies the sign of the j-th luma coefficient of the filter indicated by sfIdx as follows:

* If alf\_luma\_coeff\_sign[ sfIdx ][ j ] is equal to 0, the corresponding luma filter coefficient has a positive value.
* Otherwise (alf\_luma\_coeff\_sign[ sfIdx ][ j ] is equal to 1), the corresponding luma filter coefficient has a negative value.

When alf\_luma\_coeff\_sign[ sfIdx ][ j ] is not present, it is inferred to be equal to 0.

The variable filtCoeff[ sfIdx ][ j ] with sfIdx = 0..alf\_luma\_num\_filters\_signalled\_minus1, j = 0..11 is initialized as follows:

filtCoeff[ sfIdx ][ j ] = alf\_luma\_coeff\_abs[ sfIdx ][ j ] \* (7‑49)  
 ( 1 − 2 \* alf\_luma\_coeff\_sign[ sfIdx ][ j ] )

The luma filter coefficients AlfCoeffL[ adaptation\_parameter\_set\_id ] with elements AlfCoeffL[ adaptation\_parameter\_set\_id ][ filtIdx ][ j ], with filtIdx = 0..NumAlfFilters − 1 and j = 0..11 are derived as follows:

AlfCoeffL[ adaptation\_parameter\_set\_id ][ filtIdx ][ j ] = filtCoeff[ alf\_luma\_coeff\_delta\_idx[ filtIdx ] ][ j ] (7‑50)

The fixed filter coefficients AlfFixFiltCoeff[ i ][ j ] with i = 0..64, j = 0..11 and the class to filter mapping AlfClassToFiltMap[ m ][ n ] with m = 0..15 and n = 0..24 are derived as follows:

AlfFixFiltCoeff = (7‑51)

{

{ 0, 0, 2, −3, 1, −4, 1, 7, −1, 1, −1, 5}

{ 0, 0, 0, 0, 0, −1, 0, 1, 0, 0, −1, 2}

{ 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0}

{ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, −1, 1}

{ 2, 2, −7, −3, 0, −5, 13, 22, 12, −3, −3, 17}

{−1, 0, 6, −8, 1, −5, 1, 23, 0, 2, −5, 10}

{ 0, 0, −1, −1, 0, −1, 2, 1, 0, 0, −1, 4}

{ 0, 0, 3, −11, 1, 0, −1, 35, 5, 2, −9, 9}

{ 0, 0, 8, −8, −2, −7, 4, 4, 2, 1, −1, 25}

{ 0, 0, 1, −1, 0, −3, 1, 3, −1, 1, −1, 3}

{ 0, 0, 3, −3, 0, −6, 5, −1, 2, 1, −4, 21}

{−7, 1, 5, 4, −3, 5, 11, 13, 12, −8, 11, 12}

{−5, −3, 6, −2, −3, 8, 14, 15, 2, −7, 11, 16}

{ 2, −1, −6, −5, −2, −2, 20, 14, −4, 0, −3, 25}

{ 3, 1, −8, −4, 0, −8, 22, 5, −3, 2, −10, 29}

{ 2, 1, −7, −1, 2, −11, 23, −5, 0, 2, −10, 29}

{−6, −3, 8, 9, −4, 8, 9, 7, 14, −2, 8, 9}

{ 2, 1, −4, −7, 0, −8, 17, 22, 1, −1, −4, 23}

{ 3, 0, −5, −7, 0, −7, 15, 18, −5, 0, −5, 27}

{ 2, 0, 0, −7, 1, −10, 13, 13, −4, 2, −7, 24}

{ 3, 3, −13, 4, −2, −5, 9, 21, 25, −2, −3, 12}

{−5, −2, 7, −3, −7, 9, 8, 9, 16, −2, 15, 12}

{ 0, −1, 0, −7, −5, 4, 11, 11, 8, −6, 12, 21}

{ 3, −2, −3, −8, −4, −1, 16, 15, −2, −3, 3, 26}

{ 2, 1, −5, −4, −1, −8, 16, 4, −2, 1, −7, 33}

{ 2, 1, −4, −2, 1, −10, 17, −2, 0, 2, −11, 33}

{ 1, −2, 7, −15, −16, 10, 8, 8, 20, 11, 14, 11}

{ 2, 2, 3, −13, −13, 4, 8, 12, 2, −3, 16, 24}

{ 1, 4, 0, −7, −8, −4, 9, 9, −2, −2, 8, 29}

{ 1, 1, 2, −4, −1, −6, 6, 3, −1, −1, −3, 30}

{−7, 3, 2, 10, −2, 3, 7, 11, 19, −7, 8, 10}

{ 0, −2, −5, −3, −2, 4, 20, 15, −1, −3, −1, 22}

{ 3, −1, −8, −4, −1, −4, 22, 8, −4, 2, −8, 28}

{ 0, 3, −14, 3, 0, 1, 19, 17, 8, −3, −7, 20}

{ 0, 2, −1, −8, 3, −6, 5, 21, 1, 1, −9, 13}

{−4, −2, 8, 20, −2, 2, 3, 5, 21, 4, 6, 1}

{ 2, −2, −3, −9, −4, 2, 14, 16, 3, −6, 8, 24}

{ 2, 1, 5, −16, −7, 2, 3, 11, 15, −3, 11, 22}

{ 1, 2, 3, −11, −2, −5, 4, 8, 9, −3, −2, 26}

{ 0, −1, 10, −9, −1, −8, 2, 3, 4, 0, 0, 29}

{ 1, 2, 0, −5, 1, −9, 9, 3, 0, 1, −7, 20}

{−2, 8, −6, −4, 3, −9, −8, 45, 14, 2, −13, 7}

{ 1, −1, 16, −19, −8, −4, −3, 2, 19, 0, 4, 30}

{ 1, 1, −3, 0, 2, −11, 15, −5, 1, 2, −9, 24}

{ 0, 1, −2, 0, 1, −4, 4, 0, 0, 1, −4, 7}

{ 0, 1, 2, −5, 1, −6, 4, 10, −2, 1, −4, 10}

{ 3, 0, −3, −6, −2, −6, 14, 8, −1, −1, −3, 31}

{ 0, 1, 0, −2, 1, −6, 5, 1, 0, 1, −5, 13}

{ 3, 1, 9, −19, −21, 9, 7, 6, 13, 5, 15, 21}

{ 2, 4, 3, −12, −13, 1, 7, 8, 3, 0, 12, 26}

{ 3, 1, −8, −2, 0, −6, 18, 2, −2, 3, −10, 23}

{ 1, 1, −4, −1, 1, −5, 8, 1, −1, 2, −5, 10}

{ 0, 1, −1, 0, 0, −2, 2, 0, 0, 1, −2, 3}

{ 1, 1, −2, −7, 1, −7, 14, 18, 0, 0, −7, 21}

{ 0, 1, 0, −2, 0, −7, 8, 1, −2, 0, −3, 24}

{ 0, 1, 1, −2, 2, −10, 10, 0, −2, 1, −7, 23}

{ 0, 2, 2, −11, 2, −4, −3, 39, 7, 1, −10, 9}

{ 1, 0, 13, −16, −5, −6, −1, 8, 6, 0, 6, 29}

{ 1, 3, 1, −6, −4, −7, 9, 6, −3, −2, 3, 33}

{ 4, 0, −17, −1, −1, 5, 26, 8, −2, 3, −15, 30}

{ 0, 1, −2, 0, 2, −8, 12, −6, 1, 1, −6, 16}

{ 0, 0, 0, −1, 1, −4, 4, 0, 0, 0, −3, 11}

{ 0, 1, 2, −8, 2, −6, 5, 15, 0, 2, −7, 9}

{ 1, −1, 12, −15, −7, −2, 3, 6, 6, −1, 7, 30}

},

AlfClassToFiltMap = (7‑52)

{

{ 8, 2, 2, 2, 3, 4, 53, 9, 9, 52, 4, 4, 5, 9, 2, 8, 10, 9, 1, 3, 39, 39, 10, 9, 52 }

{ 11, 12, 13, 14, 15, 30, 11, 17, 18, 19, 16, 20, 20, 4, 53, 21, 22, 23, 14, 25, 26, 26, 27, 28, 10 }

{ 16, 12, 31, 32, 14, 16, 30, 33, 53, 34, 35, 16, 20, 4, 7, 16, 21, 36, 18, 19, 21, 26, 37, 38, 39 }

{ 35, 11, 13, 14, 43, 35, 16, 4, 34, 62, 35, 35, 30, 56, 7, 35, 21, 38, 24, 40, 16, 21, 48, 57, 39 }

{ 11, 31, 32, 43, 44, 16, 4, 17, 34, 45, 30, 20, 20, 7, 5, 21, 22, 46, 40, 47, 26, 48, 63, 58, 10 }

{ 12, 13, 50, 51, 52, 11, 17, 53, 45, 9, 30, 4, 53, 19, 0, 22, 23, 25, 43, 44, 37, 27, 28, 10, 55 }

{ 30, 33, 62, 51, 44, 20, 41, 56, 34, 45, 20, 41, 41, 56, 5, 30, 56, 38, 40, 47, 11, 37, 42, 57, 8 }

{ 35, 11, 23, 32, 14, 35, 20, 4, 17, 18, 21, 20, 20, 20, 4, 16, 21, 36, 46, 25, 41, 26, 48, 49, 58 }

{ 12, 31, 59, 59, 3, 33, 33, 59, 59, 52, 4, 33, 17, 59, 55, 22, 36, 59, 59, 60, 22, 36, 59, 25, 55 }

{ 31, 25, 15, 60, 60, 22, 17, 19, 55, 55, 20, 20, 53, 19, 55, 22, 46, 25, 43, 60, 37, 28, 10, 55, 52 }

{ 12, 31, 32, 50, 51, 11, 33, 53, 19, 45, 16, 4, 4, 53, 5, 22, 36, 18, 25, 43, 26, 27, 27, 28, 10 }

{ 5, 2, 44, 52, 3, 4, 53, 45, 9, 3, 4, 56, 5, 0, 2, 5, 10, 47, 52, 3, 63, 39, 10, 9, 52 }

{ 12, 34, 44, 44, 3, 56, 56, 62, 45, 9, 56, 56, 7, 5, 0, 22, 38, 40, 47, 52, 48, 57, 39, 10, 9 }

{ 35, 11, 23, 14, 51, 35, 20, 41, 56, 62, 16, 20, 41, 56, 7, 16, 21, 38, 24, 40, 26, 26, 42, 57, 39 }

{ 33, 34, 51, 51, 52, 41, 41, 34, 62, 0, 41, 41, 56, 7, 5, 56, 38, 38, 40, 44, 37, 42, 57, 39, 10 }

{ 16, 31, 32, 15, 60, 30, 4, 17, 19, 25, 22, 20, 4, 53, 19, 21, 22, 46, 25, 55, 26, 48, 63, 58, 55 }

},

It is a requirement of bitstream conformance that the values of AlfCoeffL[ adaptation\_parameter\_set\_id ][ filtIdx ][ j ] with filtIdx = 0..NumAlfFilters − 1, j = 0..11 shall be in the range of −27 to 27 − 1, inclusive.

**alf\_luma\_clip\_idx**[ sfIdx ][ j ] specifies the clipping index of the clipping value to use before multiplying by the j-th coefficient of the signalled luma filter indicated by sfIdx. It is a requirement of bitstream conformance that the values of alf\_luma\_clip\_idx[ sfIdx ][ j ] with sfIdx = 0..alf\_luma\_num\_filters\_signalled\_minus1 and j = 0..11 shall be in the range of 0 to 3, inclusive.

The luma filter clipping values AlfClipL[ adaptation\_parameter\_set\_id ] with elements AlfClipL[ adaptation\_parameter\_set\_id ][ filtIdx ][ j ], with filtIdx = 0..NumAlfFilters − 1 and j = 0..11 are derived as specified in Table 7‑4 depending on bitDepth set equal to BitDepthY and clipIdx set equal to alf\_luma\_clip\_idx[ alf\_luma\_coeff\_delta\_idx[ filtIdx ] ][ j ].

**alf\_chroma\_num\_alt\_filters\_minus1** plus 1 specifies the number of alternative filters for chroma components.

**alf\_chroma\_clip\_flag**[ altIdx ] equal to 0 specifies that linear adaptive loop filtering is applied on chroma components when using the chroma filter with index altIdx; alf\_chroma\_clip\_flag[ altIdx ] equal to 1 specifies that non-linear adaptive loop filtering is applied on chroma components when using the chroma filter with index altIdx. When not present, alf\_chroma\_clip\_flag[ altIdx ] is inferred to be equal to 0.

**alf\_chroma\_coeff\_abs**[ altIdx ][ j ]specifies the absolute value of the j-th chroma filter coefficient for the alternative chroma filter with index altIdx. When alf\_chroma\_coeff\_abs[ altIdx ][ j ] is not present, it is inferred to be equal 0. It is a requirement of bitstream conformance that the values of alf\_chroma\_coeff\_abs[ altIdx ][ j ] shall be in the range of 0 to 27 − 1, inclusive.

The order k of the exp-Golomb binarization uek(v) is set equal to 3.

**alf\_chroma\_coeff\_sign**[ altIdx ][ j ]specifies the sign of the j-th chroma filter coefficient for the alternative chroma filter with index altIdx as follows:

* If alf\_chroma\_coeff\_sign[ altIdx ][ j ] is equal to 0, the corresponding chroma filter coefficient has a positive value.
* Otherwise (alf\_chroma\_coeff\_sign[ altIdx ][ j ] is equal to 1), the corresponding chroma filter coefficient has a negative value.

When alf\_chroma\_coeff\_sign[ altIdx ][ j ] is not present, it is inferred to be equal to 0.

The chroma filter coefficients AlfCoeffC[ adaptation\_parameter\_set\_id ][ altIdx ] with elements AlfCoeffC[ adaptation\_parameter\_set\_id ][ altIdx ][ j ], with altIdx = 0..alf\_chroma\_num\_alt\_filters\_minus1, j = 0..5 are derived as follows:

AlfCoeffC[ adaptation\_parameter\_set\_id ][ altIdx ][ j ] = alf\_chroma\_coeff\_abs[ altIdx ][ j ] \* (7‑53)  
 ( 1 − 2 \* alf\_chroma\_coeff\_sign[ altIdx ][ j ] )

It is a requirement of bitstream conformance that the values of AlfCoeffC[ adaptation\_parameter\_set\_id ][ altIdx ][ j ] with altIdx = 0..alf\_chroma\_num\_alt\_filters\_minus1, j = 0..5 shall be in the range of −27 − 1 to 27 − 1, inclusive.

**alf\_chroma\_clip\_idx**[ altIdx ][ j ] specifies the clipping index of the clipping value to use before multiplying by the j-th coefficient of the alternative chroma filter with index altIdx. It is a requirement of bitstream conformance that the values of alf\_chroma\_clip\_idx[ altIdx ][ j ] with altIdx = 0..alf\_chroma\_num\_alt\_filters\_minus1, j = 0..5 shall be in the range of 0 to 3, inclusive.

The chroma filter clipping values AlfClipC[ adaptation\_parameter\_set\_id ][ altIdx ] with elements AlfClipC[ adaptation\_parameter\_set\_id ][ altIdx ][ j ], with altIdx = 0..alf\_chroma\_num\_alt\_filters\_minus1, j = 0..5 are derived as specified in Table 7‑4 depending on bitDepth set equal to BitDepthC and clipIdx set equal to alf\_chroma\_clip\_idx[ altIdx ][ j ].

Table 7‑4 – Specification AlfClip depending on bitDepth and clipIdx

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **bitDepth** | **clipIdx** | | | |
| **0** | **1** | **2** | **3** |
| **8** | 255 | 64 | 16 | 4 |
| **9** | 511 | 108 | 23 | 5 |
| **10** | 1023 | 181 | 32 | 6 |
| **11** | 2047 | 304 | 45 | 7 |
| **12** | 4095 | 512 | 64 | 8 |
| **13** | 8191 | 861 | 91 | 10 |
| **14** | 16383 | 1448 | 128 | 11 |
| **15** | 32767 | 2435 | 181 | 13 |
| **16** | 65535 | 4096 | 256 | 16 |

#### Luma mapping with chroma scaling data semantics

**lmcs\_min\_bin\_idx** specifies the minimum bin index used in the luma mapping with chroma scaling construction process. The value of lmcs\_min\_bin\_idx shall be in the range of 0 to 15, inclusive.

**lmcs\_delta\_max\_bin\_idx** specifies the delta value between 15 and the maximum bin index LmcsMaxBinIdx used in the luma mapping with chroma scaling construction process. The value of lmcs\_delta\_max\_bin\_idx shall be in the range of 0 to 15, inclusive. The value of LmcsMaxBinIdx is set equal to 15 − lmcs\_delta\_max\_bin\_idx. The value of LmcsMaxBinIdx shall be greater than or equal to lmcs\_min\_bin\_idx.

**lmcs\_delta\_cw\_prec\_minus1** plus 1 specifies the number of bits used for the representation of the syntax lmcs\_delta\_abs\_cw[ i ]. The value of lmcs\_delta\_cw\_prec\_minus1 shall be in the range of 0 to BitDepthY − 2, inclusive.

**lmcs\_delta\_abs\_cw**[ i ] specifies the absolute delta codeword value for the ith bin.

**lmcs\_delta\_sign\_cw\_flag**[ i ] specifies the sign of the variable lmcsDeltaCW[ i ] as follows:

* If lmcs\_delta\_sign\_cw\_flag[ i ] is equal to 0, lmcsDeltaCW[ i ] is a positive value.
* Otherwise ( lmcs\_delta\_sign\_cw\_flag[ i ] is not equal to 0 ), lmcsDeltaCW[ i ] is a negative value.

When lmcs\_delta\_sign\_cw\_flag[ i ] is not present, it is inferred to be equal to 0.

The variable OrgCW is derived as follows:

OrgCW = (1 << BitDepthY ) / 16 (7‑54)

The variable lmcsDeltaCW[ i ], with i = lmcs\_min\_bin\_idx..LmcsMaxBinIdx, is derived as follows:

lmcsDeltaCW[ i ] = ( 1 − 2 \* lmcs\_delta\_sign\_cw\_flag[ i ] ) \* lmcs\_delta\_abs\_cw[ i ] (7‑55)

The variable lmcsCW[ i ] is derived as follows:

* For i = 0.. lmcs\_min\_bin\_idx − 1, lmcsCW[ i ] is set equal 0.
* For i = lmcs\_min\_bin\_idx..LmcsMaxBinIdx, the following applies:

lmcsCW[ i ] = OrgCW + lmcsDeltaCW[ i ] (7‑56)

The value of lmcsCW[ i ] shall be in the range of (OrgCW>>3) to (OrgCW<<3 − 1), inclusive.

* For i = LmcsMaxBinIdx + 1..15, lmcsCW[ i ] is set equal 0.

It is a requirement of bitstream conformance that the following condition is true:

<= (1 << BitDepthY ) − 1 (7‑57)

The variable InputPivot[ i ], with i = 0..16, is derived as follows:

InputPivot[ i ] = i \* OrgCW (7‑58)

The variable LmcsPivot[ i ] with i = 0..16, the variables ScaleCoeff[ i ] and InvScaleCoeff[ i ] with i = 0..15, are derived as follows:

LmcsPivot[ 0 ] = 0;  
for( i = 0; i <= 15; i++ ) {  
 LmcsPivot[ i + 1 ] = LmcsPivot[ i ] + lmcsCW[ i ]   
 ScaleCoeff[ i ] = ( lmcsCW[ i ] \* (1 << 11) + (1 << (Log2(OrgCW) − 1))) >> (Log2(OrgCW)) (7‑59)  
 if ( lmcsCW[ i ] = = 0 )  
 InvScaleCoeff[ i ] = 0  
 else  
 InvScaleCoeff[ i ] = OrgCW \* (1 << 11) / lmcsCW[ i ]  
}

It is a requirement of bitstream conformance that, for i = lmcs\_min\_bin\_idx..LmcsMaxBinIdx, when the value of LmcsPivot[ i ] is not a multiple of 32, the value of ( LmcsPivot[ i ] >> 5 ) shall not be equal to the value of ( LmcsPivot[ i + 1 ] >> 5 ).

The variable ChromaScaleCoeff[ i ], with i = 0…15, is derived as follows:

if ( lmcsCW[ i ] = = 0 )  
 ChromaScaleCoeff[ i ] = (1 << 11)  
else (7‑60)  
 ChromaScaleCoeff[ i ] = InvScaleCoeff[ i ]

#### Scaling list data semantics

**scaling\_list\_pred\_mode\_flag**[ sizeId ][ matrixId ] equal to 0 specifies that the values of the scaling list are the same as the values of a reference scaling list. The reference scaling list is specified by scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ]. scaling\_list\_pred\_mode\_flag[ sizeId ][ matrixId ] equal to 1 specifies that the values of the scaling list are explicitly signalled.

**scaling\_list\_pred\_matrix\_id\_delta**[ sizeId ][ matrixId ] specifies the reference scaling list used to derive ScalingList[ sizeId ][ matrixId ], the derivation of ScalingList[ sizeId ][ matrixId ] is based on scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ] as follows:

* If scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ] is equal to 0, the scaling list is inferred from the default scaling list ScalingList[ sizeId ][ matrixId ][ i ] as specified in Table 7‑7, Table 7‑8, Table 7‑9 and Table 7‑10 for i = 0..Min( 63, ( 1  <<  ( sizeId  <<  1 ) ) − 1 ).
* Otherwise, the scaling list is inferred from the reference scaling list as follows:

refMatrixId = matrixId −   
 scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ] \* ( sizeId  = =  6 ? 3 : 1 ) (7‑61)

ScalingList[ sizeId ][ matrixId ][ i ] = ScalingList[ sizeId ][ refMatrixId ][ i ]  
 with i =0..Min( 63, ( 1  <<  ( sizeId  <<  1 ) ) − 1 ) (7‑62)

If sizeId is equal to 1, the value of refMatrixId shall not be equal to 0 or 3. Otherwise, if sizeId is less than or equal to 5, the value of scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ] shall be in the range of 0 to matrixId, inclusive. Otherwise (sizeId is equal to 6), the value of scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ] shall be in the range of 0 to matrixId / 3, inclusive.

Table 7‑5 – Specification of sizeId

|  |  |
| --- | --- |
| **Size of quantization matrix** | **sizeId** |
| 1x1 | 0 |
| 2x2 | 1 |
| 4x4 | 2 |
| 8x8 | 3 |
| 16x16 | 4 |
| 32x32 | 5 |
| 64x64 | 6 |

Table 7‑6 – Specification of matrixId according to sizeId, prediction mode and colour component

|  |  |  |  |
| --- | --- | --- | --- |
| **sizeId** | **CuPredMode** | **cIdx (Colour component)** | **matrixId** |
| 2, 3, 4, 5, 6 | MODE\_INTRA | 0 (Y) | 0 |
| 1, 2, 3, 4, 5, 6 | MODE\_INTRA | 1 (Cb) | 1 |
| 1, 2, 3, 4, 5, 6 | MODE\_INTRA | 2 (Cr) | 2 |
| 2, 3, 4, 5, 6 | MODE\_INTER, MODE\_IBC | 0 (Y) | 3 |
| 1, 2, 3, 4, 5, 6 | MODE\_INTER, MODE\_IBC | 1 (Cb) | 4 |
| 1, 2, 3, 4, 5, 6 | MODE\_INTER, MODE\_IBC | 2 (Cr) | 5 |

**scaling\_list\_dc\_coef\_minus8**[ sizeId −4 ][ matrixId ] plus 8 specifies the value of the variable ScalingFactor[ 4 ][ matrixId ][ 0 ][ 0 ] for the scaling list for the 16x16 size when sizeId is equal to 4 and specifies the value of ScalingFactor[ 5 ][ matrixId ][ 0 ][ 0 ] for the scaling list for the 32x32 size when sizeId is equal to 5, and specifies the value of ScalingFactor[ 6 ][ matrixId ][ 0 ][ 0 ] for the scaling list for the 64x64 size when sizeId is equal to 6. The value of scaling\_list\_dc\_coef\_minus8[ sizeId −4 ][ matrixId ] shall be in the range of −7 to 247, inclusive.

When scaling\_list\_pred\_mode\_flag[ sizeId ][ matrixId ] is equal to 0, scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ] is equal to 0 and sizeId is greater than 3, the value of scaling\_list\_dc\_coef\_minus8[ sizeId −4 ][ matrixId ] is inferred to be equal to 8.

When scaling\_list\_pred\_matrix\_id\_delta[ sizeId ][ matrixId ] is not equal to 0 and sizeId is greater than 3, the value of scaling\_list\_dc\_coef\_minus8[ sizeId −4 ][ matrixId ] is inferred to be equal to scaling\_list\_dc\_coef\_minus8[ sizeId −4 ][ refMatrixId ], where the value of refMatrixId is given by Equation (7‑61).

**scaling\_list\_delta\_coef** specifies the difference between the current matrix coefficient ScalingList[ sizeId ][ matrixId ][ i ] and the previous matrix coefficient ScalingList[ sizeId ][ matrixId ][ i − 1 ], when scaling\_list\_pred\_mode\_flag[ sizeId ][ matrixId ] is equal to 1. The value of scaling\_list\_delta\_coef shall be in the range of −128 to 127, inclusive. The value of ScalingList[ sizeId ][ matrixId ][ i ] shall be greater than 0. When scaling\_list\_pred\_mode\_flag[ sizeId ][ matrixId ] is equal to 1 and scaling\_list\_delta\_coef is not present,the value of ScalingList[ sizeId ][ matrixId ][ i ] is inferred to be 0.

Table 7‑7 – Specification of default values of ScalingList[ 1 ][ matrixId ][ i ] with i = 0..3

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **i** | **0** | **1** | **2** | **3** |
| **ScalingList[ 1 ][ 1,2,4,5 ][ i ]** | 16 | 16 | 16 | 16 |

Table 7‑8 – Specification of default values of ScalingList[ 2 ][ matrixId ][ i ] with i = 0..15

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **i** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 2 ][ 0..5 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |

Table 7‑9 – Specification of default values of ScalingList[ 3..5 ][ matrixId ][ i ] with i = 0..63

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **i** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 3..5 ][ 0..5 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |
| **i − 16** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 3..5 ][ 0..5 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |
| **i − 32** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 3..5 ][ 0..5 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |
| **i − 48** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 3..5 ][ 0..5 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |

Table 7‑10 – Specification of default values of ScalingList[ 6 ][ matrixId ][ i ] with i = 0..63

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **i** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 6 ][ 0, 3 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |
| **i − 16** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 6 ][ 0, 3 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |
| **i − 32** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 6 ][ 0, 3 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |
| **i − 48** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **ScalingList[ 6 ][ 0, 3 ][ i ]** | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |

The five-dimensional array ScalingFactor[ sizeId ][sizeId][ matrixId ][ x ][ y ], with x, y = 0..( 1  <<  sizeId ) **−** 1, specifies the array of scaling factors according to the variables sizeId specified in Table 7‑5 and matrixId specified in Table 7‑5.

The elements of the quantization matrix of size 2x2, ScalingFactor[ 1 ][ 1 ][ matrixId ][ x ][ y ], with i = 0..3, matrixId = 1, 2, 4, 5, are derived as follows:

x = DiagScanOrder[ 1 ][ 1 ][ i ][ 0 ] (7‑63)

y = DiagScanOrder[ 1 ][ 1 ][ i ][ 1 ] (7‑64)

ScalingFactor[ 1 ][ 1 ][ matrixId ][ x ][ y ] = ScalingList[ 1 ][ matrixId ][ i ] (7‑65)

The elements of the quantization matrix of size 4x4, ScalingFactor[ 2 ][ 2 ][ matrixId ][ x ][ y ], with i = 0..15, matrixId = 0..5, are derived as follows:

x = DiagScanOrder[ 2 ][ 2 ][ i ][ 0 ] (7‑66)

y = DiagScanOrder[ 2 ][ 2 ][ i ][ 1 ] (7‑67)

ScalingFactor[ 2 ][ 2 ][ matrixId ][ x ][ y ] = ScalingList[ 2 ][ matrixId ][ i ] (7‑68)

The elements of the quantization matrix of size 8x8, ScalingFactor[ 3 ][ 3 ][ matrixId ][ x ][ y ], with i = 0..63, matrixId = 0..5, are derived as follows:

x = DiagScanOrder[ 3 ][ 3 ][ i ][ 0 ] (7‑69)

y = DiagScanOrder[ 3 ][ 3 ][ i ][ 1 ] (7‑70)

ScalingFactor[ 3 ][ 3 ][ matrixId ][ x ][ y ] = ScalingList[ 3 ][ matrixId ][ i ] (7‑71)

The elements of the quantization matrix of size 16x16, ScalingFactor[ 4 ][ 4 ][ matrixId ][ x ][ y ], with i = 0..63, j = 0..1, k = 0..1, matrixId = 0..5, are derived as follows:

x = DiagScanOrder[ 3 ][ 3 ][ i ][ 0 ] (7‑72)

y = DiagScanOrder[ 3 ][ 3 ][ i ][ 1 ] (7‑73)

ScalingFactor[ 4 ][ 4 ][ matrixId ][ x \* 2 + k ][ y \* 2 + j ] = ScalingList[ 4 ][ matrixId ][ i ] (7‑74)

ScalingFactor[ 4 ][ 4 ][ matrixId ][ 0 ][ 0 ] = scaling\_list\_dc\_coef\_minus8[ 0 ][ matrixId ] + 8 (7‑75)

The elements of the quantization matrix of size 32x32, ScalingFactor[ 5 ][ 5 ][ matrixId ][ x ][ y ], with i = 0..63, j = 0..3, k = 0..3, matrixId = 0..5, are derived as follows:

x = DiagScanOrder[ 3 ][ 3 ][ i ][ 0 ] (7‑76)

y = DiagScanOrder[ 3 ][ 3 ][ i ][ 1 ] (7‑77)

ScalingFactor[ 5 ][ 5 ][ matrixId ][ x \* 4 + k ][ y \* 4 + j ] = ScalingList[ 5 ][ matrixId ][ i ] (7‑78)

ScalingFactor[ 5 ][ 5 ][ matrixId ][ 0 ][ 0 ] = scaling\_list\_dc\_coef\_minus8[ 1 ][ matrixId ] + 8 (7‑79)

The elements of the quantization matrix of size 64x64, ScalingFactor[ 6 ][ 6 ][ matrixId ][ x ][ y ], i = 0..63, j = 0..7, k = 0..7, matrixId = 0, 3, are derived as follows:

x = DiagScanOrder[ 3 ][ 3 ][ i ][ 0 ] (7‑80)

y = DiagScanOrder[ 3 ][ 3 ][ i ][ 1 ] (7‑81)

ScalingFactor[ 6 ][ 6 ][ matrixId ][ x \* 8 + k ][ y \* 8 + j ] = ScalingList[ 6 ][ matrixId ][ i ] (7‑82)

ScalingFactor[ 6 ][ 6 ][ matrixId ][ 0 ][ 0 ] = scaling\_list\_dc\_coef\_minus8[ 2 ][ matrixId ] + 8 (7‑83)

When ChromaArrayType is equal to 3, the elements of the chroma quantization matrix of size 64x64, ScalingFactor[ 6 ][ 6 ][ matrixId ][ x ][ y ], with i = 0..63, j = 0..7, k = 0..7, matrixId = 1, 2, 4 and 5 are derived as follows:

x = DiagScanOrder[ 3 ][ 3 ][ i ][ 0 ] (7‑84)

y = DiagScanOrder[ 3 ][ 3 ][ i ][ 1 ] (7‑85)

ScalingFactor[ 6 ][ 6 ][ matrixId ][ x \* 8 + k ][ y \* 8 + j ] = ScalingList[ 5 ][ matrixId ][ i ] (7‑86)

ScalingFactor[ 6 ][ 6][ matrixId ][ 0 ][ 0 ] = scaling\_list\_dc\_coef\_minus8[ 1 ][ matrixId ] + 8 (7‑87)

For a quantization matrix with rectangular size, the five-dimensional array ScalingFactor[ wId ][hId][ matrixId ][ x ][ y ], with wId = 0..6, hId = 0..6, matrixId = 0..5, x = 0..( 1  <<  wId ) − 1, y = 0..( 1  << hId ) − 1, and wId != hId, specifies the array of scaling factors for size (1 << wId)x(1 << hId). The elements of ScalingFactor[ wId ][hId][ matrixId ][ x ][ y ] are generated by using ScalingList[ maxSizeId ][ matrixId ][ i ] with maxSizeId = max( wId, hId ), as follows:

k = min( maxSizeId, 3 ),   
x = DiagScanOrder[ k ][ k ][ i ][ 0 ]  
y = DiagScanOrder[ k ][ k ][ i ][ 1 ]  
ratioW = ( 1 << wId )  /  ( 1 << k )  
ratioH = ( 1 << hId )  /  ( 1 << k )  
diffWH = 1 << abs(wId − hId) (7‑88)  
if( wId > hId )  
 ScalingFactor[ wId ][ hId ][ matrixId ][ x ][ y ] =  
 ScalingList[ maxSizeId ][ matrixId ]  
 [ Raster2DiagScanPos[ k ][ k ][ ( 1 << k ) \* ( ( y \* diffWH ) / ratioW ) + x / ratioW ] ]  
else( wId < hId )  
 ScalingFactor[ wId ][ hId ][ matrixId ][ x ][ y ] =  
 ScalingList[ maxSizeId ][ matrixId ]  
 [ Raster2DiagScanPos[ k ][ k ][ ( 1 << k ) \* ( y / ratioH ) + (x \* diffWH) / ratioH ] ]

NOTE – A quantization matrix element ScalingFactor[ wId ][ hId ][ matrixId ][ x ][ y ] can be zeroed out when any of the following conditions is true

* x is greater than 32
* y is greater than 32
* The decoded tu is not coded by default transform mode (i.e. transform type is not equal to 0 ) and x is greater than 16
* The decoded tu is not coded by default transform mode (i.e. transform type is not equal to 0 ) and y is greater than 16

### Profile, tier, and level semantics

#### General profile, tier, and level semantics

When the profile\_tier\_level( ) structure is included in a DPS, the BitstreamInScope is the entire bitstream that refers to the DPS. When the profile\_tier\_level( ) structure is included in an SPS, the BitstreamInScope is the CVS that refers to the SPS.

**general\_profile\_idc** indicates a profile to which BitstreamInScope conforms as specified in Annex A. Bitstreams shall not contain values of general\_profile\_idc other than those specified in Annex A. Other values of general\_profile\_idc are reserved for future use by ITU-T | ISO/IEC.

**general\_tier\_flag** specifies the tier context for the interpretation of general\_level\_idc as specified in Annex A.

**num\_sub\_profiles** specifies the number of the general\_sub\_profile\_idc[ i ] syntax elements.

**general\_sub\_profile\_idc**[ i ] indicates the i-th interoperability metadata registered as specified by Recommendation ITU-T T.35, the contents of which are not specified in this Specification.

**general\_level\_idc** indicates a level to which BitstreamInScope conforms as specified in Annex A. Bitstreams shall not contain values of general\_level\_idc other than those specified in Annex A. Other values of general\_level\_idc are reserved for future use by ITU-T | ISO/IEC.

NOTE 1 – A greater value of general\_level\_idc indicates a higher level. The maximum level signalled in the DPS for BitstreamInScope may be higher than the level signalled in the SPS for a CVS contained within BitstreamInScope.

NOTE 2 – When BitstreamInScope conforms to multiple profiles, general\_profile\_idc should indicate the profile that provides the preferred decoded result or the preferred bitstream identification, as determined by the encoder (in a manner not specified in this Specification).

NOTE 3 – When the profile\_tier\_level( ) syntax structure is included in a DPS and CVSs of BitstreamInScope conform to different profiles, general\_profile\_idc and level\_idc should indicate the profile and level for a decoder that is capable of decoding BitstreamInScope.

**sub\_layer\_level\_present\_flag**[ i ] equal to 1 specifies that level information is present in the profile\_tier\_level( ) syntax structure for the sub-layer representation with TemporalId equal to i. sub\_layer\_level\_present\_flag[ i ] equal to 0 specifies that level information is not present in the profile\_tier\_level( ) syntax structure for the sub-layer representation with TemporalId equal to i.

**ptl\_alignment\_zero\_bits** shall be equal to 0.

The semantics of the syntax element **sub\_layer\_level\_idc**[ i ] is, apart from the specification of the inference of not present values, the same as the syntax element general\_level\_idc, but apply to the sub-layer representation with TemporalId equal to i.

#### General constraint information semantics

**general\_progressive\_source\_flag** and **general\_interlaced\_source\_flag** are interpreted as follows:

– If general\_progressive\_source\_flag is equal to 1 and general\_interlaced\_source\_flag is equal to 0, the source scan type of the pictures in BitstreamInScope should be interpreted as progressive only.

– Otherwise, if general\_progressive\_source\_flag is equal to 0 and general\_interlaced\_source\_flag is equal to 1, the source scan type of the pictures in BitstreamInScope should be interpreted as interlaced only.

– Otherwise, if general\_progressive\_source\_flag is equal to 0 and general\_interlaced\_source\_flag is equal to 0, the source scan type of the pictures in BitstreamInScope should be interpreted as unknown or unspecified.

– Otherwise (general\_progressive\_source\_flag is equal to 1 and general\_interlaced\_source\_flag is equal to 1), the source scan type of each picture in BitstreamInScope should be interpreted as unknown or unspecified.

NOTE 1 – Decoders may ignore the values of general\_progressive\_source\_flag and general\_interlaced\_source\_flag. Moreover, the actual source scan type of the pictures is outside the scope of this Specification and the method by which the encoder selects the values of general\_progressive\_source\_flag and general\_interlaced\_source\_flag is unspecified.

**general\_non\_packed\_constraint\_flag** equal to 1 indicates that the cropped output pictures of the decoded bitstream are suitable to be displayed. general\_non\_packed\_constraint\_flag equal to 0 indicates that the cropped output pictures of the decoded bitstream may require further processing to be suitable for displaying.

NOTE 2 – Examples for content that requires additional processing before displaying are bitstreams containing one or more frame packing arrangement SEI messages, equirectangular projection SEI messages, or cubemap projection SEI messages.

**general\_frame\_only\_constraint\_flag** equal to 1 specifies that BitstreamInScope conveys pictures that represent frames. general\_frame\_only\_constraint\_flag equal to 0 specifies that BitstreamInScope conveys pictures that may or may not represent frames.

NOTE 3 – Decoders may ignore the value of general\_frame\_only\_constraint\_flag, as there are no decoding process requirements associated with it.

**intra\_only\_constraint\_flag** equal to 1 specifies that slice\_type shall be equal to I. intra\_only\_constraint\_flag equal to 0 does not impose a constraint.

**max\_bitdepth\_constraint\_idc** specifies that bit\_depth\_luma\_minus8 and bit\_depth\_chroma\_minus8 shall be in the range of 0 to max\_bitdepth\_constraint\_idc, inclusive.

**max\_chroma\_format\_constraint\_idc** specifies that chroma\_format\_idc shall be in the range of 0 to max\_chroma\_format\_constraint\_idc, inclusive.

**frame\_only\_constraint\_flag** equal to 1 specifies that the CVS conveys pictures that represent frames. frame\_only\_constraint\_flag equal to 0 does not impose a constraint.

**no\_qtbtt\_dual\_tree\_intra\_constraint\_flag** equal to 1 specifies that qtbtt\_dual\_tree\_intra\_flag shall be equal to 0. no\_qtbtt\_dual\_tree\_intra\_constraint\_flag equal to 0 does not impose a constraint.

**no\_partition\_constraints\_override\_constraint\_flag** equal to 1 specifies that partition\_constraints\_override\_enabled\_flag shall be equal to 0. no\_partition\_constraints\_override\_constraint\_flag equal to 0 does not impose a constraint.

**no\_sao\_constraint\_flag** equal to 1 specifies that sps\_sao\_enabled\_flag shall be equal to 0. no\_sao\_constraint\_flag equal to 0 does not impose a constraint.

**no\_alf\_constraint\_flag** equal to 1 specifies that sps\_alf\_enabled\_flag shall be equal to 0. no\_alf\_constraint\_flag equal to 0 does not impose a constraint.

**no\_joint\_cbcr\_constraint\_flag** equal to 1 specifies that sps\_joint\_cbcr\_enabled\_flag shall be equal to 0. no\_joint\_cbcr\_constraint\_flag equal to 0 does not impose a constraint.

**no\_ref\_wraparound\_constraint\_flag** equal to 1 specifies that sps\_ref\_wraparound\_enabled\_flag shall be equal to 0. no\_ref\_wraparound\_constraint\_flag equal to 0 does not impose a constraint.

**no\_temporal\_mvp\_constraint\_flag** equal to 1 specifies that sps\_temporal\_mvp\_enabled\_flag shall be equal to 0. no\_temporal\_mvp\_constraint\_flag equal to 0 does not impose a constraint.

**no\_sbtmvp\_constraint\_flag** equal to 1 specifies that sps\_sbtmvp\_enabled\_flag shall be equal to 0. no\_sbtmvp\_constraint\_flag equal to 0 does not impose a constraint.

**no\_amvr\_constraint\_flag** equal to 1 specifies that sps\_amvr\_enabled\_flag shall be equal to 0. no\_amvr\_constraint\_flag equal to 0 does not impose a constraint.

**no\_bdof\_constraint\_flag** equal to 1 specifies that sps\_bdof\_enabled\_flag shall be equal to 0. no\_bdof\_constraint\_flag equal to 0 does not impose a constraint.

**no\_dmvr\_constraint\_flag** equal to 1 specifies that sps\_dmvr\_enabled\_flag shall be equal to 0. no\_dmvr\_constraint\_flag equal to 0 does not impose a constraint.

**no\_cclm\_constraint\_flag** equal to 1 specifies that sps\_cclm\_enabled\_flag shall be equal to 0. no\_cclm\_constraint\_flag equal to 0 does not impose a constraint.

**no\_mts\_constraint\_flag** equal to 1 specifies that sps\_mts\_enabled\_flag shall be equal to 0. no\_mts\_constraint\_flag equal to 0 does not impose a constraint.

**no\_sbt\_constraint\_flag** equal to 1 specifies that sps\_sbt\_enabled\_flag shall be equal to 0. no\_sbt\_constraint\_flag equal to 0 does not impose a constraint.

**no\_affine\_motion\_constraint\_flag** equal to 1 specifies that sps\_affine\_enabled\_flag  shall be equal to 0. no\_affine\_motion\_constraint\_flag equal to 0 does not impose a constraint.

**no\_bcw\_constraint\_flag** equal to 1 specifies that sps\_bcw\_enabled\_flag shall be equal to 0. no\_bcw\_constraint\_flag equal to 0 does not impose a constraint.

**no\_ibc\_constraint\_flag** equal to 1 specifies that sps\_ibc\_enabled\_flag shall be equal to 0. no\_ibc\_constraint\_flag equal to 0 does not impose a constraint.

**no\_ciip\_constraint\_flag** equal to 1 specifies that sps\_ciip\_enabled\_flag shall be equal to 0. no\_cipp\_constraint\_flag equal to 0 does not impose a constraint.

**no\_fpel\_mmvd\_constraint\_flag** equal to 1 specifies that sps\_fpel\_mmvd\_enabled\_flag shall be equal to 0. no\_fpel\_mmvd\_constraint\_flag equal to 0 does not impose a constraint.

**no\_triangle\_constraint\_flag** equal to 1 specifies that sps\_triangle\_enabled\_flag shall be equal to 0. no\_triangle\_constraint\_flag equal to 0 does not impose a constraint.

**no\_ladf\_constraint\_flag** equal to 1 specifies that sps\_ladf\_enabled\_flag shall be equal to 0. no\_ladf\_constraint\_flag equal to 0 does not impose a constraint.

**no\_transform\_skip\_constraint\_flag** equal to 1 specifies that sps\_transfrom\_skip\_enabled\_flag shall be equal to 0. no\_transform\_skip\_constraint\_flag equal to 0 does not impose a constraint.

**no\_bdpcm\_constraint\_flag** equal to 1 specifies that sps\_bdpcm\_enabled\_flag shall be equal to 0. no\_bdpcm\_constraint\_flag equal to 0 does not impose a constraint.

**no\_qp\_delta\_constraint\_flag** equal to 1 specifies that it is a requirement of bitstream conformance that cu\_qp\_delta\_enabled\_flag shall be equal to 0. no\_qp\_delta\_constraint\_flag equal to 0 does not impose a constraint.

**no\_dep\_quant\_constraint\_flag** equal to 1 specifies that it is a requirement of bitstream conformance that dep\_quant\_enabled\_flag shall be equal to 0. no\_dep\_quant\_constraint\_flag equal to 0 does not impose a constraint.

**no\_sign\_data\_hiding\_constraint\_flag** equal to 1 specifies that it is a requirement of bitstream conformance that sign\_data\_hiding\_enabled\_flag shall be equal to 0. no\_sign\_data\_hiding\_constraint\_flag equal to 0 does not impose a constraint.

**gci\_alignment\_zero\_bits** shall be equal to 0.

### HRD parameters semantics

#### General HRD parameters semantics

The general\_hrd\_parameters( ) syntax structure provides HRD parameters used in the HRD operations.

**general\_nal\_hrd\_parameters\_present\_flag** equal to 1 specifies that NAL HRD parameters (pertaining to Type II bitstream conformance) are present in the general\_hrd\_parameters( ) syntax structure. general\_nal\_hrd\_parameters\_present\_flag equal to 0 specifies that NAL HRD parameters are not present in the general\_hrd\_parameters( ) syntax structure.

NOTE 1 – When general\_nal\_hrd\_parameters\_present\_flag is equal to 0, the conformance of the bitstream cannot be verified without provision of the NAL HRD parameters and all buffering period and picture timing SEI messages, by some means not specified in this Specification.

The variable NalHrdBpPresentFlag is derived as follows:

– If one or more of the following conditions are true, the value of NalHrdBpPresentFlag is set equal to 1:

– general\_nal\_hrd\_parameters\_present\_flag is present in the bitstream and is equal to 1.

– The need for presence of buffering periods for NAL HRD operation to be present in the bitstream in buffering period SEI messages is determined by the application, by some means not specified in this Specification.

– Otherwise, the value of NalHrdBpPresentFlag is set equal to 0.

**general\_vcl\_hrd\_parameters\_present\_flag** equal to 1 specifies that VCL HRD parameters (pertaining to all bitstream conformance) are present in the general\_hrd\_parameters( ) syntax structure. general\_vcl\_hrd\_parameters\_present\_flag equal to 0 specifies that VCL HRD parameters are not present in the general\_hrd\_parameters( ) syntax structure.

NOTE 2 – When general\_vcl\_hrd\_parameters\_present\_flag is equal to 0, the conformance of the bitstream cannot be verified without provision of the VCL HRD parameters and all buffering period and picture timing SEI messages, by some means not specified in this Specification.

The variable VclHrdBpPresentFlag is derived as follows:

– If one or more of the following conditions are true, the value of VclHrdBpPresentFlag is set equal to 1:

– general\_vcl\_hrd\_parameters\_present\_flag is present in the bitstream and is equal to 1.

– The need for presence of buffering periods for VCL HRD operation to be present in the bitstream in buffering period SEI messages is determined by the application, by some means not specified in this Specification.

– Otherwise, the value of VclHrdBpPresentFlag is set equal to 0.

The variable CpbDpbDelaysPresentFlag is derived as follows:

– If one or more of the following conditions are true, the value of CpbDpbDelaysPresentFlag is set equal to 1:

– general\_nal\_hrd\_parameters\_present\_flag is present in the bitstream and is equal to 1.

– general\_vcl\_hrd\_parameters\_present\_flag is present in the bitstream and is equal to 1.

– The need for presence of CPB and DPB output delays to be present in the bitstream in picture timing SEI messages is determined by the application, by some means not specified in this Specification.

– Otherwise, the value of CpbDpbDelaysPresentFlag is set equal to 0.

**decoding\_unit\_hrd\_params\_present\_flag** equal to 1 specifies that decoding unit level HRD parameters are present and the HRD may operate at access unit level or decoding unit level. decoding\_unit\_hrd\_params\_present\_flag equal to 0 specifies that decoding unit level HRD parameters are not present and the HRD operates at access unit level. When decoding\_unit\_hrd\_params\_present\_flag is not present, its value is inferred to be equal to 0.

**tick\_divisor\_minus2** is used to specify the clock sub-tick. A clock sub-tick is the minimum interval of time that can be represented in the coded data when decoding\_unit\_hrd\_params\_present\_flag is equal to 1.

**decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag** equal to 1 specifies that decoding unit level CPB removal delay parameters are present in picture timing SEI messages and no decoding unit information SEI message is available (in the CVS or provided through external means not specified in this Specification). decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag equal to 0 specifies that decoding unit level CPB removal delay parameters are present in decoding unit information SEI messages and picture timing SEI messages do not include decoding unit level CPB removal delay parameters. When the decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag syntax element is not present, it is inferred to be equal to 0.

**bit\_rate\_scale** (together with bit\_rate\_value\_minus1[ i ][ j ]) specifies the maximum input bit rate of the j-th CPB when HighestTid is equal to i.

**cpb\_size\_scale** (together with cpb\_size\_value\_minus1[ i ][ j ]) specifies the CPB size of the j-th CPB when HighestTid is equal to i and when the CPB operates at the access unit level.

**cpb\_size\_du\_scale** (together with cpb\_size\_du\_value\_minus1[ i ][ j ]) specifies the CPB size of the j-th CPB when HighestTid is equal to i and when the CPB operates at decoding unit level.

**fixed\_pic\_rate\_general\_flag**[ i ] equal to 1 indicates that, when HighestTid is equal to i, the temporal distance between the HRD output times of consecutive pictures in output order is constrained as specified below. fixed\_pic\_rate\_general\_flag[ i ] equal to 0 indicates that this constraint may not apply.

When fixed\_pic\_rate\_general\_flag[ i ] is not present, it is inferred to be equal to 0.

**fixed\_pic\_rate\_within\_cvs\_flag**[ i ] equal to 1 indicates that, when HighestTid is equal to i, the temporal distance between the HRD output times of consecutive pictures in output order is constrained as specified below. fixed\_pic\_rate\_within\_cvs\_flag[ i ] equal to 0 indicates that this constraint may not apply.

When fixed\_pic\_rate\_general\_flag[ i ] is equal to 1, the value of fixed\_pic\_rate\_within\_cvs\_flag[ i ] is inferred to be equal to 1.

**elemental\_duration\_in\_tc\_minus1**[ i ] plus 1 (when present) specifies, when HighestTid is equal to i, the temporal distance, in clock ticks, between the elemental units that specify the HRD output times of consecutive pictures in output order as specified below. The value of elemental\_duration\_in\_tc\_minus1[ i ] shall be in the range of 0 to 2047, inclusive.

When HighestTid is equal to i and fixed\_pic\_rate\_general\_flag[ i ] is equal to 1 for a CVS containing picture n, and picture n is a picture that is output and is not the last picture in the bitstream (in output order) that is output, the value of the variable DpbOutputElementalInterval[ n ] is specified by:

DpbOutputElementalInterval[ n ] = DpbOutputInterval[ n ]  ElementalOutputPeriods (7‑89)

where DpbOutputInterval[ n ] is specified in Equation C‑16 and ElementalOutputPeriods is specified as follows:

– If a frame-field information SEI message is present for picture n that contains a display\_elemental\_periods\_minus1 syntax element, ElementalOutputPeriods is equal to the value of display\_elemental\_periods\_minus1 + 1.

– Otherwise, ElementalOutputPeriods is equal to 1.

When HighestTid is equal to i and fixed\_pic\_rate\_general\_flag[ i ] is equal to 1 for a CVS containing picture n, and picture n is a picture that is output and is not the last picture in the bitstream (in output order) that is output, the value computed for DpbOutputElementalInterval[ n ] shall be equal to ClockTick \* ( elemental\_duration\_in\_tc\_minus1[ i ] + 1 ), wherein ClockTick is as specified in Equation C‑1 (using the value of ClockTick for the CVS containing picture n) when one of the following conditions is true for the following picture in output order nextPicInOutputOrder that is specified for use in Equation C‑16:

– picture nextPicInOutputOrder is in the same CVS as picture n.

– picture nextPicInOutputOrder is in a different CVS and fixed\_pic\_rate\_general\_flag[ i ] is equal to 1 in the CVS containing picture nextPicInOutputOrder, the value of ClockTick is the same for both CVSs, and the value of elemental\_duration\_in\_tc\_minus1[ i ] is the same for both CVSs.

When HighestTid is equal to i and fixed\_pic\_rate\_within\_cvs\_flag[ i ] is equal to 1 for a CVS containing picture n, and picture n is a picture that is output and is not the last picture in the CVS (in output order) that is output, the value computed for DpbOutputElementalInterval[ n ] shall be equal to ClockTick \* ( elemental\_duration\_in\_tc\_minus1[ i ] + 1 ), wherein ClockTick is as specified in Equation C‑1 (using the value of ClockTick for the CVS containing picture n) when the following picture in output order nextPicInOutputOrder that is specified for use in Equation C‑16 is in the same CVS as picture n.

**low\_delay\_hrd\_flag**[ i ] specifies the HRD operational mode, when HighestTid is equal to i, as specified in Annex C. When not present, the value of low\_delay\_hrd\_flag[ i ] is inferred to be equal to 0.

NOTE 3 – When low\_delay\_hrd\_flag[ i ] is equal to 1, "big pictures" that violate the nominal CPB removal times due to the number of bits used by an access unit are permitted. It is expected, but not required, that such "big pictures" occur only occasionally.

**hrd\_cpb\_cnt\_minus1**[ i ] plus 1 specifies the number of alternative CPB specifications in the bitstream of the CVS when HighestTid is equal to i. The value of hrd\_cpb\_cnt\_minus1[ i ] shall be in the range of 0 to 31, inclusive. When not present, the value of hrd\_cpb\_cnt\_minus1[ i ] is inferred to be equal to 0.

#### Sub-layer HRD parameters semantics

**bit\_rate\_value\_minus1**[ i ][ j ] (together with bit\_rate\_scale) specifies the maximum input bit rate for the j-th CPB with HighestTid equal to i when the CPB operates at the access unit level. bit\_rate\_value\_minus1[ i ][ j ] shall be in the range of 0 to 232 − 2, inclusive. For any j greater than 0 and any particular value of i, bit\_rate\_value\_minus1[ i ][ j ] shall be greater than bit\_rate\_value\_minus1[ i ][ j − 1 ].

When DecodingUnitHrdFlag is equal to 0, the following applies:

– The bit rate in bits per second is given by:

BitRate[ i ][ j ] = ( bit\_rate\_value\_minus1[ i ][ j ] + 1 ) \* 2( 6 + bit\_rate\_scale ) (7‑90)

– When the bit\_rate\_value\_minus1[ i ][ j ] syntax element is not present, it is inferred as follows:

– If general\_hrd\_parameters\_present\_flag is equal to 1, bit\_rate\_value\_minus1[ i ][ j ] is inferred to be equal to bit\_rate\_value\_minus1[ sps\_max\_sub\_layers\_minus1 ][ j ].

– Otherwise (hrd\_parameters\_present\_flag is equal to 0), the value of BitRate[ i ][ j ] is inferred to be equal to CpbBrVclFactor \* MaxBR for VCL HRD parameters and to be equal to CpbBrNalFactor \* MaxBR for NAL HRD parameters, where MaxBR, CpbBrVclFactor and CpbBrNalFactor are specified in Annex A.

**cpb\_size\_value\_minus1**[ i ][ j ] is used together with cpb\_size\_scale to specify the j-th CPB size with HighestTid equal to iwhen the CPB operates at the access unit level. cpb\_size\_value\_minus1[ i ][ j ] shall be in the range of 0 to 232 − 2, inclusive. For any j greater than 0 and any particular value of i, cpb\_size\_value\_minus1[ i ][ j ] shall be less than or equal to cpb\_size\_value\_minus1[ i − 1 ][ j ].

When DecodingUnitHrdFlag is equal to 0, the following apples:

– The CPB size in bits is given by:

CpbSize[ i ][ j ] = ( cpb\_size\_value\_minus1[ i ][ j ] + 1 ) \* 2( 4 + cpb\_size\_scale ) (7‑91)

– When the cpb\_size\_value\_minus1[ i ][ j ] syntax element is not present, it is inferred as follows:

– If general\_hrd\_parameters\_present\_flag is equal to 1, cpb\_size\_value\_minus1[ i ][ j ] is inferred to be equal to cpb\_size\_value\_minus1[ sps\_max\_sub\_layers\_minus1 ][ j ].

– Otherwise (hrd\_parameters\_present\_flag is equal to 0), the value of CpbSize[ i ][ j ] is inferred to be equal to CpbBrVclFactor \* MaxCPB for VCL HRD parameters and to be equal to CpbBrNalFactor \* MaxCPB for NAL HRD parameters, where MaxCPB, CpbBrVclFactor and CpbBrNalFactor are specified in Annex A.

**cpb\_size\_du\_value\_minus1**[ i ][ j ] is used together with cpb\_size\_du\_scale to specify the i-th CPB size with HighestTid equal to i when the CPB operates at decoding unit level. cpb\_size\_du\_value\_minus1[ i ][ j ] shall be in the range of 0 to 232 − 2, inclusive. For any j greater than 0 and any particular value of i, cpb\_size\_du\_value\_minus1[ i ][ j ] shall be less than or equal to cpb\_size\_du\_value\_minus1[ j ][ j − 1 ].

When DecodingUnitHrdFlag is equal to 1, the following applies:

– The CPB size in bits is given by:

CpbSize[ i ][ j ] = ( cpb\_size\_du\_value\_minus1[ i ][ j ] + 1 ) \* 2( 4 + cpb\_size\_du\_scale ) (7‑92)

– When the cpb\_size\_du\_value\_minus1[ i ][ j ] syntax element is not present, it is inferred as follows:

– If general\_hrd\_parameters\_present\_flag is equal to 1, cpb\_size\_du\_value\_minus1[ i ][ j ] is inferred to be equal to cpb\_size\_du\_value\_minus1[ sps\_max\_sub\_layers\_minus1 ][ j ].

– Otherwise (hrd\_parameters\_present\_flag is equal to 0), the value of CpbSize[ i ][ j ] is inferred to be equal to CpbVclFactor \* MaxCPB for VCL HRD parameters and to be equal to CpbNalFactor \* MaxCPB for NAL HRD parameters, where MaxCPB, CpbVclFactor and CpbNalFactor are specified in Annex A.

**bit\_rate\_du\_value\_minus1**[ i ][ j ] (together with bit\_rate\_scale) specifies the maximum input bit rate for the j-th CPB with HighestTid equal to i when the CPB operates at the decoding unit level. bit\_rate\_du\_value\_minus1[ i ][ j ] shall be in the range of 0 to 232 − 2, inclusive. For any j greater than 0 and any particular value of i, bit\_rate\_du\_value\_minus1[ i ][ j ] shall be greater than bit\_rate\_du\_value\_minus1[ i ][ j − 1 ].

When DecodingUnitHrdFlag is equal to 1, the folowing applies:

– The bit rate in bits per second is given by:

BitRate[ i ][ j ] = ( bit\_rate\_du\_value\_minus1[ i ][ j ] + 1 ) \* 2( 6 + bit\_rate\_scale ) (E‑93)

– When the bit\_rate\_du\_value\_minus1[ i ][ j ] syntax element is not present, it is inferred as follows:

– If general\_hrd\_parameters\_present\_flag is equal to 1, bit\_rate\_du\_value\_minus1[ i ][ j ] is inferred to be equal to bit\_rate\_du\_value\_minus1[ sps\_max\_sub\_layers\_minus1 ][ j ].

– Otherwise (hrd\_parameters\_present\_flag is equal to 0), the value of BitRate[ i ][ j ] is inferred to be equal to BrVclFactor \* MaxBR for VCL HRD parameters and to be equal to BrNalFactor \* MaxBR for NAL HRD parameters, where MaxBR, BrVclFactor and BrNalFactor are specified in Annex A.

**cbr\_flag**[ i ][ j ] equal to 0 specifies that to decode this bitstream by the HRD using the j-th CPB specification, the hypothetical stream scheduler (HSS) operates in an intermittent bit rate mode. cbr\_flag[ i ][ j ] equal to 1 specifies that the HSS operates in a constant bit rate (CBR) mode.

When not present, the value of cbr\_flag[ i ][ j ] it is inferred as follows:

– When the cbr\_flag[ i ][ j ] syntax element is not present, it is inferred as follows:

– If general\_hrd\_parameters\_present\_flag is equal to 1, cbr\_flag[ i ][ j ] is inferred to be equal to cbr\_flag[ sps\_max\_sub\_layers\_minus1 ][ j ].

– Otherwise (hrd\_parameters\_present\_flag is equal to 0), the value of cbr\_flag[ i ][ j ] is inferred to be equal to 0.

### Supplemental enhancement information message semantics

Each SEI message consists of the variables specifying the type payloadType and size payloadSize of the SEI message payload. SEI message payloads are specified in Annex D. The derived SEI message payload size payloadSize is specified in bytes and shall be equal to the number of RBSP bytes in the SEI message payload.

NOTE – The NAL unit byte sequence containing the SEI message might include one or more emulation prevention bytes (represented by emulation\_prevention\_three\_byte syntax elements). Since the payload size of an SEI message is specified in RBSP bytes, the quantity of emulation prevention bytes is not included in the size payloadSize of an SEI payload.

**payload\_type\_byte** is a byte of the payload type of an SEI message.

**payload\_size\_byte** is a byte of the payload size of an SEI message.

### Slice header semantics

#### General slice header semantics

When present, the value of each of the slice header syntax elements slice\_pic\_parameter\_set\_id, non\_reference\_picture\_flag, colour\_plane\_id, slice\_pic\_order\_cnt\_lsb, recovery\_poc\_cnt, no\_output\_of\_prior\_pics\_flag, pic\_output\_flag, and slice\_temporal\_mvp\_enabled\_flag shall be the same in all slice headers of a coded picture.

The variable CuQpDeltaVal, specifying the difference between a luma quantization parameter for the coding unit containing cu\_qp\_delta\_abs and its prediction, is set equal to 0. The variables CuQpOffsetCb, CuQpOffsetCr, and CuQpOffsetCbCr, specifying values to be used when determining the respective values of the Qp′Cb, Qp′Cr, and Qp′CbCr quantization parameters for the coding unit containing cu\_chroma\_qp\_offset\_flag, are all set equal to 0.

**slice\_pic\_parameter\_set\_id** specifies the value of pps\_pic\_parameter\_set\_id for the PPS in use. The value of slice\_pic\_parameter\_set\_id shall be in the range of 0 to 63, inclusive.

It is a requirement of bitstream conformance that the value of TemporalId of the current picture shall be greater than or equal to the value of TemporalId of the PPS that has pps\_pic\_parameter\_set\_id equal to slice\_pic\_parameter\_set\_id.

**slice\_address** specifies the slice address of the slice. When not present, the value of slice\_address is inferred to be equal to 0.

If rect\_slice\_flag is equal to 0, the following applies:

* The slice address is the brick ID as specified by Equation (7‑61).
* The length of slice\_address is Ceil( Log2 ( NumBricksInPic ) ) bits.
* The value of slice\_address shall be in the range of 0 to NumBricksInPic − 1, inclusive.

Otherwise (rect\_slice\_flag is equal to 1), the following applies:

* The slice address is the slice ID of the slice.
* The length of slice\_address is signalled\_slice\_id\_length\_minus1 + 1 bits.
* If signalled\_slice\_id\_flag is equal to 0, the value of slice\_address shall be in the range of 0 to num\_slices\_in\_pic\_minus1, inclusive. Otherwise, the value of slice\_address shall be in the range of 0 to 2( signalled\_slice\_id\_length\_minus1 + 1 ) − 1, inclusive.

It is a requirement of bitstream conformance that the following constraints apply:

* The value of slice\_address shall not be equal to the value of slice\_address of any other coded slice NAL unit of the same coded picture.
* When rect\_slice\_flag is equal to 0, the slices of a picture shall be in increasing order of their slice\_address values.
* The shapes of the slices of a picture shall be such that each brick, when decoded, shall have its entire left boundary and entire top boundary consisting of a picture boundary or consisting of boundaries of previously decoded brick(s).

**num\_bricks\_in\_slice\_minus1**, when present, specifies the number of bricks in the slice minus 1. The value of num\_bricks\_in\_slice\_minus1 shall be in the range of 0 to NumBricksInPic − 1, inclusive. When rect\_slice\_flag is equal to 0 and single\_brick\_per\_slice\_flag is equal to 1, the value of num\_bricks\_in\_slice\_minus1 is inferred to be equal to 0. When single\_brick\_per\_slice\_flag is equal to 1, the value of num\_bricks\_in\_slice\_minus1 is inferred to be equal to 0.

The variable NumBricksInCurrSlice, which specifies the number of bricks in the current slice, and SliceBrickIdx[ i ], which specifies the brick index of the i-th brick in the current slice, are derived as follows:

if( rect\_slice\_flag ) {  
 sliceIdx = 0  
 while( slice\_address != slice\_id[ sliceIdx ] )  
 sliceIdx++  
 NumBricksInCurrSlice = NumBricksInSlice[ sliceIdx ]  
 brickIdx = TopLeftBrickIdx[ sliceIdx ]  
 for( bIdx = 0; brickIdx <= BottomRightBrickIdx[ sliceIdx ]; brickIdx++ ) (7‑94)  
 if( BricksToSliceMap[ brickIdx ] = = sliceIdx )  
 SliceBrickIdx[ bIdx++ ] = brickIdx  
} else {  
 NumBricksInCurrSlice = num\_bricks\_in\_slice\_minus1 + 1  
 SliceBrickIdx[ 0 ] = slice\_address  
 for( i = 1; i < NumBricksInCurrSlice; i++ )  
 SliceBrickIdx[ i ] = SliceBrickIdx[ i − 1 ] + 1  
}

The variables SubPicIdx, SubPicLeftBoundaryPos, SubPicTopBoundaryPos, SubPicRightBoundaryPos, and SubPicBotBoundaryPos are derived as follows:

SubPicIdx = CtbToSubPicIdx[ CtbAddrBsToRs[ FirstCtbAddrBs[ SliceBrickIdx[ 0 ] ] ] ]  
if( subpic\_treated\_as\_pic\_flag[ SubPicIdx ] ) {  
 SubPicLeftBoundaryPos = SubPicLeft[ SubPicIdx ] \* ( subpic\_grid\_col\_width\_minus1 + 1 ) \* 4  
 SubPicRightBoundaryPos = ( SubPicLeft[ SubPicIdx ] + SubPicWidth[ SubPicIdx ] ) \*  
 ( subpic\_grid\_col\_width\_minus1 + 1 ) \* 4 (7‑95)  
 SubPicTopBoundaryPos = SubPicTop[ SubPicIdx ] \* ( subpic\_grid\_row\_height\_minus1 + 1 )\* 4  
 SubPicBotBoundaryPos = ( SubPicTop[ SubPicIdx ] + SubPicHeight[ SubPicIdx ] ) \*  
 ( subpic\_grid\_row\_height\_minus1 + 1 ) \* 4  
}

**non\_reference\_picture\_flag** equal to 1 specifies the picture containing the slice is never used as a reference picture. non\_reference\_picture\_flag equal to 0 specifies the picture containing the slice may or may not be used as a reference picture.

**slice\_type** specifies the coding type of the slice according to Table 7‑11.

Table 7‑11 – Name association to slice\_type

|  |  |
| --- | --- |
| slice\_type | Name of slice\_type |
| 0 | B (B slice) |
| 1 | P (P slice) |
| 2 | I (I slice) |

When nal\_unit\_type is a value of nal\_unit\_type in the range of IDR\_W\_RADL to CRA\_NUT, inclusive, and the current picture is the first picture in an access unit, slice\_type shall be equal to 2.

**colour\_plane\_id** specifies the colour plane associated with the current slice RBSP when separate\_colour\_plane\_flag is equal to 1. The value of colour\_plane\_id shall be in the range of 0 to 2, inclusive. colour\_plane\_id values 0, 1 and 2 correspond to the Y, Cb and Cr planes, respectively.

NOTE – : There is no dependency between the decoding processes of pictures having different values of colour\_plane\_id.

**slice\_pic\_order\_cnt\_lsb** specifies the picture order count modulo MaxPicOrderCntLsb for the current picture. The length of the slice\_pic\_order\_cnt\_lsb syntax element is log2\_max\_pic\_order\_cnt\_lsb\_minus4 + 4 bits. The value of the slice\_pic\_order\_cnt\_lsb shall be in the range of 0 to MaxPicOrderCntLsb − 1, inclusive.

**recovery\_poc\_cnt** specifies the recovery point of decoded pictures in output order. If there is a picture picA that follows the current GDR picture in decoding order in the CVS and that has PicOrderCntVal equal to the PicOrderCntVal of the current GDR picture plus the value of recovery\_poc\_cnt, the picture picA is referred to as the recovery point picture. Otherwise, the first picture in output order that has PicOrderCntVal greater than the PicOrderCntVal of the current picture plus the value of recovery\_poc\_cnt is referred to as the recovery point picture. The recovery point picture shall not precede the current GDR picture in decoding order. The value of recovery\_poc\_cnt shall be in the range of 0 to MaxPicOrderCntLsb − 1, inclusive.

The variable RpPicOrderCntVal is derived as follows:

RpPicOrderCntVal = PicOrderCntVal + recovery\_poc\_cnt (7‑96)

**no\_output\_of\_prior\_pics\_flag** affects the output of previously-decoded pictures in the decoded picture buffer after the decoding of a CLVSS picture that is not the first picture in the bitstream as specified in Annex C.

**pic\_output\_flag** affects the decoded picture output and removal processes as specified in Annex C. When pic\_output\_flag is not present, it is inferred to be equal to 1.

**ref\_pic\_list\_sps\_flag**[ i ] equal to 1 specifies that reference picture list i of the current slice is derived based on one of the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structures with listIdx equal to i in the SPS. ref\_pic\_list\_sps\_flag[ i ] equal to 0 specifies that reference picture list i of the current slice is derived based on the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure with listIdx equal to i that is directly included in the slice headers of the current picture.

When ref\_pic\_list\_sps\_flag[ i ] is not present, the following applies:

* If num\_ref\_pic\_lists\_in\_sps[ i ] is equal to 0, the value of ref\_pic\_list\_sps\_flag[ i ] is inferred to be equal to 0.
* Otherwise (num\_ref\_pic\_lists\_in\_sps[ i ] is greater than 0), if rpl1\_idx\_present\_flag is equal to 0, the value of ref\_pic\_list\_sps\_flag[ 1 ] is inferred to be equal to ref\_pic\_list\_sps\_flag[ 0 ].
* Otherwise, the value of ref\_pic\_list\_sps\_flag[ i ] is inferred to be equal to pps\_ref\_pic\_list\_sps\_idc[ i ] − 1.

**ref\_pic\_list\_idx**[ i ] specifies the index, into the list of the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structures with listIdx equal to i included in the SPS, of the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure with listIdx equal to i that is used for derivation of reference picture list i of the current picture. The syntax element ref\_pic\_list\_idx[ i ] is represented by Ceil( Log2( num\_ref\_pic\_lists\_in\_sps[ i ] ) ) bits. When not present, the value of ref\_pic\_list\_idx[ i ] is inferred to be equal to 0. The value of ref\_pic\_list\_idx[ i ] shall be in the range of 0 to num\_ref\_pic\_lists\_in\_sps[ i ] − 1, inclusive. When ref\_pic\_list\_sps\_flag[ i ] is equal to 1 and num\_ref\_pic\_lists\_in\_sps[ i ] is equal to 1, the value of ref\_pic\_list\_idx[ i ] is inferred to be equal to 0. When ref\_pic\_list\_sps\_flag[ i ] is equal to 1 and rpl1\_idx\_present\_flag is equal to 0, the value of ref\_pic\_list\_idx[ 1 ] is inferred to be equal to ref\_pic\_list\_idx[ 0 ].

The variable RplsIdx[ i ] is derived as follows:

RplsIdx[ i ] = ref\_pic\_list\_sps\_flag[ i ] ? ref\_pic\_list\_idx[ i ] : num\_ref\_pic\_lists\_in\_sps[ i ] (7‑97)

**slice\_poc\_lsb\_lt**[ i ][ j ] specifies the value of the picture order count modulo MaxPicOrderCntLsb of the j-th LTRP entry in the i-th reference picture list. The length of the slice\_poc\_lsb\_lt[ i ][ j ] syntax element is log2\_max\_pic\_order\_cnt\_lsb\_minus4 + 4 bits.

The variable PocLsbLt[ i ][ j ] is derived as follows:

PocLsbLt[ i ][ j ] = ltrp\_in\_slice\_header\_flag[ i ][ RplsIdx[ i ] ] ? (7‑98)  
 slice\_poc\_lsb\_lt[ i ][ j ] : rpls\_poc\_lsb\_lt[ listIdx ][ RplsIdx[ i ] ][ j ]

**delta\_poc\_msb\_present\_flag**[ i ][ j ] equal to 1 specifies that delta\_poc\_msb\_cycle\_lt[ i ][ j ] is present. delta\_poc\_msb\_present\_flag[ i ][ j ]equal to 0 specifies that delta\_poc\_msb\_cycle\_lt[ i ][ j ] is not present.

Let prevTid0Pic be the previous picture in decoding order that has nuh\_layer\_id the same as the current picture, has TemporalId equal to 0, and is not a RASL or RADL picture. Let setOfPrevPocVals be a set consisting of the following:

– the PicOrderCntVal of prevTid0Pic,

– the PicOrderCntVal of each picture that is referred to by entries in RefPicList[ 0 ] or RefPicList[ 1 ] of prevTid0Pic and has nuh\_layer\_id the same as the current picture,

– the PicOrderCntVal of each picture that follows prevTid0Pic in decoding order, has nuh\_layer\_id the same as the current picture, and precedes the current picture in decoding order.

When there is more than one value in setOfPrevPocVals for which the value modulo MaxPicOrderCntLsb is equal to PocLsbLt[ i ][ j ], the value of delta\_poc\_msb\_present\_flag[ i ][ j ] shall be equal to 1.

**delta\_poc\_msb\_cycle\_lt**[ i ][ j ] specifies the value of the variable FullPocLt[ i ][ j ] as follows:

if( j = = 0 )  
 DeltaPocMsbCycleLt[ i ][ j ] = delta\_poc\_msb\_cycle\_lt[ i ][ j ]  
else (7‑99)  
 DeltaPocMsbCycleLt[ i ][ j ] = delta\_poc\_msb\_cycle\_lt[ i ][ j ] + DeltaPocMsbCycleLt[ i ][ j − 1 ]  
FullPocLt[ i ][ j ] = PicOrderCntVal − DeltaPocMsbCycleLt[ i ][ j ] \* MaxPicOrderCntLsb −  
 ( PicOrderCntVal & ( MaxPicOrderCntLsb − 1 ) ) + PocLsbLt[ i ][ j ]

The value of delta\_poc\_msb\_cycle\_lt[ i ][ j ] shall be in the range of 0 to 2(32 − log2\_max\_pic\_order\_cnt\_lsb\_minus4 − 4 ), inclusive. When not present, the value of delta\_poc\_msb\_cycle\_lt[ i ][ j ] is inferred to be equal to 0.

**num\_ref\_idx\_active\_override\_flag** equal to 1 specifies that the syntax element num\_ref\_idx\_active\_minus1[ 0 ] is present for P and B slices and that the syntax element num\_ref\_idx\_active\_minus1[ 1 ] is present for B slices. num\_ref\_idx\_active\_override\_flag equal to 0 specifies that the syntax elements num\_ref\_idx\_active\_minus1[ 0 ] and num\_ref\_idx\_active\_minus1[ 1 ] are not present. When not present, the value of num\_ref\_idx\_active\_override\_flag is inferred to be equal to 1.

**num\_ref\_idx\_active\_minus1**[ i ] is used for the derivation of the variable NumRefIdxActive[ i ] as specified by Equation 7‑100. The value of num\_ref\_idx\_active\_minus1[ i ] shall be in the range of 0 to 14, inclusive.

For i equal to 0 or 1, when the current slice is a B slice, num\_ref\_idx\_active\_override\_flag is equal to 1, and num\_ref\_idx\_active\_minus1[ i ] is not present, num\_ref\_idx\_active\_minus1[ i ] is inferred to be equal to 0.

When the current slice is a P slice, num\_ref\_idx\_active\_override\_flag is equal to 1, and num\_ref\_idx\_active\_minus1[ 0 ] is not present, num\_ref\_idx\_active\_minus1[ 0 ] is inferred to be equal to 0.

The variable NumRefIdxActive[ i ] is derived as follows:

for( i = 0; i < 2; i++ ) {  
 if( slice\_type = = B | | ( slice\_type = = P && i = = 0 ) ) {  
 if( num\_ref\_idx\_active\_override\_flag )  
 NumRefIdxActive[ i ] = num\_ref\_idx\_active\_minus1[ i ] + 1 (7‑100)  
 else {  
 if( num\_ref\_entries[ i ][ RplsIdx[ i ] ] >= num\_ref\_idx\_default\_active\_minus1[ i ] + 1 )  
 NumRefIdxActive[ i ] = num\_ref\_idx\_default\_active\_minus1[ i ] + 1  
 else  
 NumRefIdxActive[ i ] = num\_ref\_entries[ i ][ RplsIdx[ i ] ]  
 }  
 } else // slice\_type = = I | | ( slice\_type = = P && i = = 1 )  
 NumRefIdxActive[ i ] = 0  
}

The value of NumRefIdxActive[ i ] − 1 specifies the maximum reference index for reference picture list i that may be used to decode the slice. When the value of NumRefIdxActive[ i ] is equal to 0, no reference index for reference picture list i may be used to decode the slice.

When the current slice is a P slice, the value of NumRefIdxActive[ 0 ] shall be greater than 0.

When the current slice is a B slice, both NumRefIdxActive[ 0 ] and NumRefIdxActive[ 1 ] shall be greater than 0.

**partition\_constraints\_override\_flag** equal to 1 specifies that partition constraint parameters are present in the slice header. partition\_constraints\_override\_flag equal to 0 specifies that partition constraint parameters are not present in the slice header. When not present, the value of partition\_constraints\_override\_flag is inferred to be equal to 0.

**slice\_log2\_diff\_min\_qt\_min\_cb\_luma** specifies the difference between the base 2 logarithm of the minimum size in luma samples of a luma leaf block resulting from quadtree splitting of a CTU and the base 2 logarithm of the minimum coding block size in luma samples for luma CUs in the current slice. The value of slice\_log2\_diff\_min\_qt\_min\_cb\_luma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. When not present, the value of slice\_log2\_diff\_min\_qt\_min\_cb\_luma is inferred as follows:

* If slice\_type equal to 2 (I), the value of slice\_log2\_diff\_min\_qt\_min\_cb\_luma is inferred to be equal to sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_luma
* Otherwise (slice\_type equal to 0 (B) or 1 (P)), the value of slice\_log2\_diff\_min\_qt\_min\_cb\_luma is inferred to be equal to sps\_log2\_diff\_min\_qt\_min\_cb\_inter\_slice.

**slice\_max\_mtt\_hierarchy\_depth\_luma** specifies the maximum hierarchy depth for coding units resulting from multi-type tree splitting of a quadtree leaf in the current slice. The value of slice\_max\_mtt\_hierarchy\_depth\_luma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. When not present, the value of slice\_max\_mtt\_hierarchy\_depth\_luma is inferred as follows:

* If slice\_type equal to 2 (I), the value of slice\_max\_mtt\_hierarchy\_depth\_luma is inferred to be equal to sps\_max\_mtt\_hierarchy\_depth\_intra\_slice\_luma
* Otherwise (slice\_type equal to 0 (B) or 1 (P)), the value of slice\_max\_mtt\_hierarchy\_depth\_luma is inferred to be equal to sps\_max\_mtt\_hierarchy\_depth\_inter\_slice.

**slice\_log2\_diff\_max\_bt\_min\_qt\_luma** specifies the difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a luma coding block that can be split using a binary split and the minimum size (width or height) in luma samples of a luma leaf block resulting from quadtree splitting of a CTU in the current slice. The value of slice\_log2\_diff\_max\_bt\_min\_qt\_luma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeY, inclusive. When not present, the value of slice\_log2\_diff\_max\_bt\_min\_qt\_luma is inferred as follows:

* If slice\_type equal to 2 (I), the value of slice\_log2\_diff\_max\_bt\_min\_qt\_luma is inferred to be equal to sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_luma
* Otherwise (slice\_type equal to 0 (B) or 1 (P)), the value of slice\_log2\_diff\_max\_bt\_min\_qt\_luma is inferred to be equal to sps\_log2\_diff\_max\_bt\_min\_qt\_inter\_slice.

**slice\_log2\_diff\_max\_tt\_min\_qt\_luma** specifies the difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a luma coding block that can be split using a ternary split and the minimum size (width or height) in luma samples of a luma leaf block resulting from quadtree splitting of a CTU in in the current slice. The value of slice\_log2\_diff\_max\_tt\_min\_qt\_luma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeY, inclusive. When not present, the value of slice\_log2\_diff\_max\_tt\_min\_qt\_luma is inferred as follows:

* If slice\_type equal to 2 (I), the value of slice\_log2\_diff\_max\_tt\_min\_qt\_luma is inferred to be equal to sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_luma
* Otherwise (slice\_type equal to 0 (B) or 1 (P)), the value of slice\_log2\_diff\_max\_tt\_min\_qt\_luma is inferred to be equal to sps\_log2\_diff\_max\_tt\_min\_qt\_inter\_slice.

**slice\_log2\_diff\_min\_qt\_min\_cb\_chroma** specifies the difference between the base 2 logarithm of the minimum size in luma samples of a chroma leaf block resulting from quadtree splitting of a chroma CTU with treeType equal to DUAL\_TREE\_CHROMA and the base 2 logarithm of the minimum coding block size in luma samples for chroma CUs with treeType equal to DUAL\_TREE\_CHROMA in the current slice. The value of slice\_log2\_diff\_min\_qt\_min\_cb\_chroma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. When not present, the value of slice\_log2\_diff\_min\_qt\_min\_cb\_chroma is inferred to be equal to sps\_log2\_diff\_min\_qt\_min\_cb\_intra\_slice\_chroma.

**slice\_max\_mtt\_hierarchy\_depth\_chroma** specifies the maximum hierarchy depth for coding units resulting from multi-type tree splitting of a quadtree leaf with treeType equal to DUAL\_TREE\_CHROMA in the current slice. The value of slice\_max\_mtt\_hierarchy\_depth\_chroma shall be in the range of 0 to CtbLog2SizeY − MinCbLog2SizeY, inclusive. When not present, the values of slice\_max\_mtt\_hierarchy\_depth\_chroma is inferred to be equal to sps\_max\_mtt\_hierarchy\_depth\_intra\_slices\_chroma.

**slice\_log2\_diff\_max\_bt\_min\_qt\_chroma** specifies the difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a chroma coding block that can be split using a binary split and the minimum size (width or height) in luma samples of a chroma leaf block resulting from quadtree splitting of a chroma CTU with treeType equal to DUAL\_TREE\_CHROMA in the current slice. The value of slice\_log2\_diff\_max\_bt\_min\_qt\_chroma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeC, inclusive. When not present, the value of slice\_log2\_diff\_max\_bt\_min\_qt\_chroma is inferred to be equal to sps\_log2\_diff\_max\_bt\_min\_qt\_intra\_slice\_chroma

**slice\_log2\_diff\_max\_tt\_min\_qt\_chroma** specifies the difference between the base 2 logarithm of the maximum size (width or height) in luma samples of a chroma coding block that can be split using a ternary split and the minimum size (width or height) in luma samples of a chroma leaf block resulting from quadtree splitting of a chroma CTU with treeType equal to DUAL\_TREE\_CHROMA in the current slice. The value of slice\_log2\_diff\_max\_tt\_min\_qt\_chroma shall be in the range of 0 to CtbLog2SizeY − MinQtLog2SizeC, inclusive. When not present, the value of slice\_log2\_diff\_max\_tt\_min\_qt\_chroma is inferred to be equal to sps\_log2\_diff\_max\_tt\_min\_qt\_intra\_slice\_chroma

The variables MinQtLog2SizeY, MinQtLog2SizeC, MinQtSizeY, MinQtSizeC, MaxBtSizeY, MaxBtSizeC, MinBtSizeY, MaxTtSizeY, MaxTtSizeC, MinTtSizeY, MaxMttDepthY and MaxMttDepthC are derived as follows:

MinQtLog2SizeY = MinCbLog2SizeY + slice\_log2\_diff\_min\_qt\_min\_cb\_luma (7‑101)

MinQtLog2SizeC = MinCbLog2SizeY + slice\_log2\_diff\_min\_qt\_min\_cb\_chroma (7‑102)

MinQtSizeY = 1  <<  MinQtLog2SizeY (7‑103)

MinQtSizeC = 1  <<  MinQtLog2SizeC (7‑104)

MaxBtSizeY = 1  <<  ( MinQtLog2SizeY + slice\_log2\_diff\_max\_bt\_min\_qt\_luma ) (7‑105)

MaxBtSizeC = 1  <<  ( MinQtLog2SizeC + slice\_log2\_diff\_max\_bt\_min\_qt\_chroma ) (7‑106)

MinBtSizeY = 1  <<  MinCbLog2SizeY (7‑107)

MaxTtSizeY = 1  <<  ( MinQtLog2SizeY + slice\_log2\_diff\_max\_tt\_min\_qt\_luma ) (7‑108)

MaxTtSizeC = 1  <<  ( MinQtLog2SizeC + slice\_log2\_diff\_max\_tt\_min\_qt\_chroma ) (7‑109)

MinTtSizeY = 1  <<  MinCbLog2SizeY (7‑110)

MaxMttDepthY = slice\_max\_mtt\_hierarchy\_depth\_luma (7‑111)

MaxMttDepthC = slice\_max\_mtt\_hierarchy\_depth\_chroma (7‑112)

**slice\_temporal\_mvp\_enabled\_flag** specifies whether temporal motion vector predictors can be used for inter prediction. If slice\_temporal\_mvp\_enabled\_flag is equal to 0, the syntax elements of the current picture shall be constrained such that no temporal motion vector predictor is used in decoding of the current picture. Otherwise (slice\_temporal\_mvp\_enabled\_flag is equal to 1), temporal motion vector predictors may be used in decoding of the current picture.

When slice\_temporal\_mvp\_enabled\_flag is not present, the following applies:

* If sps\_temporal\_mvp\_enabled\_flag is equal to 0, the value of slice\_temporal\_mvp\_enabled\_flag is inferred to be equal to 0.
* Otherwise (sps\_temporal\_mvp\_enabled\_flag is equal to 1), the value of slice\_temporal\_mvp\_enabled\_flag is inferred to be equal to pps\_temporal\_mvp\_enabled\_idc − 1.

**mvd\_l1\_zero\_flag** equal to 1 indicates that the mvd\_coding( x0, y0, 1 ) syntax structure is not parsed and MvdL1[ x0 ][ y0 ][ compIdx ] and MvdL1[ x0 ][ y0 ][ cpIdx ][ compIdx ] are set equal to 0 for compIdx = 0..1 and cpIdx = 0..2. mvd\_l1\_zero\_flag equal to 0 indicates that the mvd\_coding( x0, y0, 1 ) syntax structure is parsed. When not present, the value of mvd\_l1\_zero\_flag is inferred to be equal to pps\_mvd\_l1\_zero\_idc − 1.

**cabac\_init\_flag** specifies the method for determining the initialization table used in the initialization process for context variables. When cabac\_init\_flag is not present, it is inferred to be equal to 0.

**collocated\_from\_l0\_flag** equal to 1 specifies that the collocated picture used for temporal motion vector prediction is derived from reference picture list 0. collocated\_from\_l0\_flag equal to 0 specifies that the collocated picture used for temporal motion vector prediction is derived from reference picture list 1.

When collocated\_from\_l0\_flag is not present, the following applies:

* If slice\_type is not equal to B, the value of collocated\_from\_l0\_flag is inferred to be equal to 1.
* Otherwise (slice\_type is equal to B), the value of collocated\_from\_l0\_flag is inferred to be equal to pps\_collocated\_from\_l0\_idc − 1.

**collocated\_ref\_idx** specifies the reference index of the collocated picture used for temporal motion vector prediction.

When slice\_type is equal to P or when slice\_type is equal to B and collocated\_from\_l0\_flag is equal to 1, collocated\_ref\_idx refers to a picture in list 0, and the value of collocated\_ref\_idx shall be in the range of 0 to NumRefIdxActive[ 0 ] − 1, inclusive.

When slice\_type is equal to B and collocated\_from\_l0\_flag is equal to 0, collocated\_ref\_idx refers to a picture in list 1, and the value of collocated\_ref\_idx shall be in the range of 0 to NumRefIdxActive[ 1 ] − 1, inclusive.

When collocated\_ref\_idx is not present, the value of collocated\_ref\_idx is inferred to be equal to 0.

It is a requirement of bitstream conformance that the picture referred to by collocated\_ref\_idx shall be the same for all slices of a coded picture.

It is a requirement of bitstream conformance that the resolutions of the reference picture referred to by collocated\_ref\_idx and the current picture shall be the same.

**six\_minus\_max\_num\_merge\_cand** specifies the maximum number of merging motion vector prediction (MVP) candidates supported in the slice subtracted from 6. The maximum number of merging MVP candidates, MaxNumMergeCand is derived as follows:

MaxNumMergeCand = 6 − six\_minus\_max\_num\_merge\_cand (7‑113)

The value of MaxNumMergeCand shall be in the range of 1 to 6, inclusive. When not present, the value of six\_minus\_max\_num\_merge\_cand is inferred to be equal to pps\_six\_minus\_max\_num\_merge\_cand\_plus1 − 1.

**five\_minus\_max\_num\_subblock\_merge\_cand** specifies the maximum number of subblock-based merging motion vector prediction (MVP) candidates supported in the slice subtracted from 5.

When five\_minus\_max\_num\_subblock\_merge\_cand is not present, the following applies:

* If sps\_affine\_enabled\_flag is equal to 0, the value of five\_minus\_max\_num\_subblock\_merge\_cand is inferred to be equal to 5 − ( sps\_sbtmvp\_enabled\_flag  &&  slice\_temporal\_mvp\_enabled\_flag ).
* Otherwise (sps\_affine\_enabled\_flag is equal to 1), the value of five\_minus\_max\_num\_subblock\_merge\_cand is inferred to be equal to pps\_five\_minus\_max\_num\_subblock\_merge\_cand\_plus1 − 1.

The maximum number of subblock-based merging MVP candidates, MaxNumSubblockMergeCand is derived as follows:

MaxNumSubblockMergeCand = 5 − five\_minus\_max\_num\_subblock\_merge\_cand (7‑114)

The value of MaxNumSubblockMergeCand shall be in the range of 0 to 5, inclusive.

**slice\_fpel\_mmvd\_enabled\_flag** equal to 1 specifies that merge mode with motion vector difference uses integer sample precision in the current slice. slice\_fpel\_mmvd\_enabled\_flag equal to 0 specifies that merge mode with motion vector difference can use fractional sample precision in the current slice. When not present, the value of slice\_fpel\_mmvd\_enabled\_flag is inferred to be 0.

**slice\_disable\_bdof\_dmvr\_flag** equal to 1 specifies that neither of bi-directional optical flow inter prediction and decoder motion vector refinement based inter bi-prediction is enabled in the current slice. slice\_disable\_bdof\_dmvr\_flag equal to 0 specifies that bi-directional optical flow inter prediction or decoder motion vector refinement based inter bi-prediction may or may not be enabled in the current slice. When slice\_disable\_bdof\_dmvr\_flag is not present, the value of slice\_disable\_bdof\_dmvr\_flag is inferred to be 0.

**max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand** specifies the maximum number of triangular merge mode candidates supported in the slice subtracted from MaxNumMergeCand.

When max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand is not present, and sps\_triangle\_enabled\_flag is equal to 1 and MaxNumMergeCand greater than or equal to 2, max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand is inferred to be equal to pps\_max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand\_minus1 + 1.

The maximum number of triangular merge mode candidates, MaxNumTriangleMergeCand is derived as follows:

MaxNumTriangleMergeCand =   
 MaxNumMergeCand − max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand (7‑115)

When max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand is present, the value of MaxNumTriangleMergeCand shall be in the range of 2 to MaxNumMergeCand, inclusive.

When max\_num\_merge\_cand\_minus\_max\_num\_triangle\_cand is not present, and (sps\_triangle\_enabled\_flag is equal to 0 or MaxNumMergeCand is less than 2), MaxNumTriangleMergeCand is set equal to 0.

When MaxNumTriangleMergeCand is equal to 0, triangle merge mode is not allowed for the current slice.

**slice\_six\_minus\_max\_num\_ibc\_merge\_cand** specifies the maximum number of IBC merging block vector prediction (BVP) candidates supported in the slice subtracted from 6. The maximum number of IBC merging BVP candidates, MaxNumIbcMergeCand is derived as follows:

MaxNumIbcMergeCand = 6 − slice\_six\_minus\_max\_num\_ibc\_merge\_cand (7‑116)

The value of MaxNumIbcMergeCand shall be in the range of 1 to 6, inclusive.

**slice\_joint\_cbcr\_sign\_flag** specifies whether, in transform units with tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ] equal to 1, the co-located residual samples of both chroma components have inverted signs. When tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ] equal to 1 for a transform unit, slice\_joint\_cbcr\_sign\_flag equal to 0 specifies that the sign of each residual sample of the Cr (or Cb) component is identical to the sign of the co-located Cb (or Cr) residual sample and slice\_joint\_cbcr\_sign\_flag equal to 1 specifies that the sign of each residual sample of the Cr (or Cb) component is given by the inverted sign of the co-located Cb (or Cr) residual sample.

**slice\_qp\_delta** specifies the initial value of QpY to be used for the coding blocks in the slice until modified by the value of CuQpDeltaVal in the coding unit layer. The initial value of the QpY quantization parameter for the slice, SliceQpY, is derived as follows:

SliceQpY = 26 + init\_qp\_minus26 + slice\_qp\_delta (7‑117)

The value of SliceQpY shall be in the range of −QpBdOffsetY to +63, inclusive.

**slice\_cb\_qp\_offset** specifies a difference to be added to the value of pps\_cb\_qp\_offset when determining the value of the Qp′Cb quantization parameter. The value of slice\_cb\_qp\_offset shall be in the range of −12 to +12, inclusive. When slice\_cb\_qp\_offset is not present, it is inferred to be equal to 0. The value of pps\_cb\_qp\_offset + slice\_cb\_qp\_offset shall be in the range of −12 to +12, inclusive.

**slice\_cr\_qp\_offset** specifies a difference to be added to the value of pps\_cr\_qp\_offset when determining the value of the Qp′Cr quantization parameter. The value of slice\_cr\_qp\_offset shall be in the range of −12 to +12, inclusive. When slice\_cr\_qp\_offset is not present, it is inferred to be equal to 0. The value of pps\_cr\_qp\_offset + slice\_cr\_qp\_offset shall be in the range of −12 to +12, inclusive.

**slice\_joint\_cbcr\_qp\_offset** specifies a difference to be added to the value of pps\_joint\_cbcr\_qp\_offset when determining the value of the Qp′CbCr. The value of slice\_joint\_cbcr\_qp\_offset shall be in the range of −12 to +12, inclusive. When slice\_joint\_cbcr\_qp\_offset is not present, it is inferred to be equal to 0. The value of pps\_joint\_cbcr\_qp\_offset + slice\_joint\_cbcr\_qp\_offset shall be in the range of −12 to +12, inclusive.

**slice\_sao\_luma\_flag** equal to 1 specifies that SAO is enabled for the luma component in the current slice; slice\_sao\_luma\_flag equal to 0 specifies that SAO is disabled for the luma component in the current slice. When slice\_sao\_luma\_flag is not present, it is inferred to be equal to 0.

**slice\_sao\_chroma\_flag** equal to 1 specifies that SAO is enabled for the chroma component in the current slice; slice\_sao\_chroma\_flag equal to 0 specifies that SAO is disabled for the chroma component in the current slice. When slice\_sao\_chroma\_flag is not present, it is inferred to be equal to 0.

**slice\_alf\_enabled\_flag** equal to 1 specifies that adaptive loop filter is enabled and may be applied to Y, Cb, or Cr colour component in a slice. slice\_alf\_enabled\_flag equal to 0 specifies that adaptive loop filter is disabled for all colour components in a slice.

**slice\_num\_alf\_aps\_ids\_luma** specifies the number of ALF APSs that the slice refers to. The value of slice\_num\_alf\_aps\_ids\_luma shall be in the range of 0 to 7, inclusive.

**slice\_alf\_aps\_id\_luma**[ i ] specifies the adaptation\_parameter\_set\_id of the i-th ALF APS that the luma component of the slice refers to. The TemporalId of the APS NAL unit having aps\_params\_type equal to ALF\_APS and adaptation\_parameter\_set\_id equal to slice\_alf\_aps\_id\_luma[ i ] shall be less than or equal to the TemporalId of the coded slice NAL unit.

For intra slices and slices in an IRAP picture, slice\_alf\_aps\_id\_luma[ i ] shall not refer to an ALF APS associated with other pictures rather than the picture containing the intra slices or the IRAP picture.

**slice\_alf\_chroma\_idc** equal to 0 specifies that the adaptive loop filter is not applied to Cb and Cr colour components. slice\_alf\_chroma\_idc equal to 1 indicates that the adaptive loop filter is applied to the Cb colour component. slice\_alf\_chroma\_idc equal to 2 indicates that the adaptive loop filter is applied to the Cr colour component. slice\_alf\_chroma\_idc equal to 3 indicates that the adaptive loop filter is applied to Cb and Cr colour components. When slice\_alf\_chroma\_idc is not present, it is inferred to be equal to 0.

**slice\_alf\_aps\_id\_chroma** specifies the adaptation\_parameter\_set\_id of the ALF APS that the chroma component of the slice refers to. The TemporalId of the APS NAL unit having aps\_params\_type equal to ALF\_APS and adaptation\_parameter\_set\_id equal to slice\_alf\_aps\_id\_chroma shall be less than or equal to the TemporalId of the coded slice NAL unit.

For intra slices and slices in an IRAP picture, slice\_alf\_aps\_id\_chroma shall not refer to an ALF APS associated with other pictures rather than the picture containing the intra slices or the IRAP picture.

**dep\_quant\_enabled\_flag** equal to 0 specifies that dependent quantization is disabled. dep\_quant\_enabled\_flag equal to 1 specifies that dependent quantization is enabled. When not present, the value of dep\_quant\_enabled\_flag is infered to be equal to pps\_dep\_quant\_enable\_idc − 1.

**sign\_data\_hiding\_enabled\_flag** equal to 0 specifies that sign bit hiding is disabled. sign\_data\_hiding\_enabled\_flag equal to 1 specifies that sign bit hiding is enabled. When sign\_data\_hiding\_enabled\_flag is not present, it is inferred to be equal to 0.

**deblocking\_filter\_override\_flag** equal to 1 specifies that deblocking parameters are present in the slice header. deblocking\_filter\_override\_flag equal to 0 specifies that deblocking parameters are not present in the slice header. When not present, the value of deblocking\_filter\_override\_flag is inferred to be equal to 0.

**slice\_deblocking\_filter\_disabled\_flag** equal to 1 specifies that the operation of the deblocking filter is not applied for the current slice. slice\_deblocking\_filter\_disabled\_flag equal to 0 specifies that the operation of the deblocking filter is applied for the current slice. When slice\_deblocking\_filter\_disabled\_flag is not present, it is inferred to be equal to pps\_deblocking\_filter\_disabled\_flag.

**slice\_beta\_offset\_div2** and **slice\_tc\_offset\_div2** specify the deblocking parameter offsets for β and tC (divided by 2) for the current slice. The values of slice\_beta\_offset\_div2 and slice\_tc\_offset\_div2 shall both be in the range of −6 to 6, inclusive. When not present, the values of slice\_beta\_offset\_div2 and slice\_tc\_offset\_div2 are inferred to be equal to pps\_beta\_offset\_div2 and pps\_tc\_offset\_div2, respectively.

**slice\_lmcs\_enabled\_flag** equal to 1 specifies that luma mapping with chroma scaling is enabled for the current slice. slice\_lmcs\_enabled\_flag equal to 0 specifies that luma mapping with chroma scaling is not enabled for the current slice. When slice\_lmcs\_enabled\_flag is not present, it is inferred to be equal to 0.

**slice\_lmcs\_aps\_id** specifies the adaptation\_parameter\_set\_id of the LMCS APS that the slice refers to. The TemporalId of the APS NAL unit having aps\_params\_type equal to LMCS\_APS and adaptation\_parameter\_set\_id equal to slice\_lmcs\_aps\_id shall be less than or equal to the TemporalId of the coded slice NAL unit.

When present, the value of slice\_lmcs\_aps\_id shall be the same for all slices of a picture.

**slice\_chroma\_residual\_scale\_flag** equal to 1 specifies that chroma residual scaling is enabled for the current slice. slice\_chroma\_residual\_scale\_flag equal to 0 specifies that chroma residual scaling is not enabled for the current slice. When slice\_chroma\_residual\_scale\_flag is not present, it is inferred to be equal to 0.

**slice\_scaling\_list\_present\_flag** equal to 1 specifies that the scaling list data used for the current slice is derived based on the scaling list data contained in the referenced scaling list APS. slice\_scaling\_list\_present\_flag equal to 0 specifies that the scaling list data used for the current pictureis the default scaling list data derived specified in clause 7.4.3.16. When not present, the value of slice\_scaling\_list\_present\_flag is inferred to be equal to 0.

**slice\_scaling\_list\_aps\_id** specifies the adaptation\_parameter\_set\_id of the scaling list APS. The TemporalId of the APS NAL unit having aps\_params\_type equal to SCALING\_APS and adaptation\_parameter\_set\_id equal to slice\_scaling\_list\_aps\_id shall be less than or equal to the TemporalId of the coded slice NAL unit.

When present, the value of slice\_scaling\_list\_aps\_id shall be the same for all slices of a picture.

When entry\_point\_offsets\_present\_flag is equal to 1, the variable NumEntryPoints, which specifies the number of entry points in the current slice, is derived as follows:

if( !entropy\_coding\_sync\_enabled\_flag )  
 NumEntryPoints = NumBricksInCurrSlice − 1  
else {  
 for( numBrickSpecificCtuRowsInSlice = 0, i = 0; i < NumBricksInCurrSlice; i++ ) (7‑118)  
 numBrickSpecificCtuRowsInSlice += BrickHeight[ SliceBrickIdx[ i ] ]  
 NumEntryPoints = numBrickSpecificCtuRowsInSlice − 1  
}

**offset\_len\_minus1** plus 1 specifies the length, in bits, of the entry\_point\_offset\_minus1[ i ] syntax elements. The value of offset\_len\_minus1 shall be in the range of 0 to 31, inclusive.

**entry\_point\_offset\_minus1**[ i ] plus 1 specifies the i-th entry point offset in bytes, and is represented by offset\_len\_minus1 plus 1 bits. The slice data that follow the slice header consists of NumEntryPoints + 1 subsets, with subset index values ranging from 0 to NumEntryPoints, inclusive. The first byte of the slice data is considered byte 0. When present, emulation prevention bytes that appear in the slice data portion of the coded slice NAL unit are counted as part of the slice data for purposes of subset identification. Subset 0 consists of bytes 0 to entry\_point\_offset\_minus1[ 0 ], inclusive, of the coded slice data, subset k, with k in the range of 1 to NumEntryPoints − 1, inclusive, consists of bytes firstByte[ k ] to lastByte[ k ], inclusive, of the coded slice data with firstByte[ k ] and lastByte[ k ] defined as:

(7‑119)

lastByte[ k ] = firstByte[ k ] + entry\_point\_offset\_minus1[ k ] (7‑120)

The last subset (with subset index equal to NumEntryPoints) consists of the remaining bytes of the coded slice data.

When entropy\_coding\_sync\_enabled\_flag is equal to 0, each subset shall consist of all coded bits of all CTUs in the slice that are within the same brick, and the number of subsets (i.e., the value of NumEntryPoints + 1) shall be equal to the number of bricks in the slice.

When entropy\_coding\_sync\_enabled\_flag is equal to 1, each subset k with k in the range of 0 to NumEntryPoints, inclusive, shall consist of all coded bits of all CTUs in a CTU row within a brick, and the number of subsets ( i.e., the value of NumEntryPoints + 1 ) shall be equal to the total number of brick-specific luma CTU rows in the slice.

**slice\_header\_extension\_length** specifies the length of the slice header extension data in bytes, not including the bits used for signalling slice\_header\_extension\_length itself. The value of slice\_header\_extension\_length shall be in the range of 0 to 256, inclusive. When not present, the value of slice\_header\_extension\_length is inferred to be equal to 0.

**slice\_header\_extension\_data\_byte** may have any value. Decoders conforming to this version of this Specification shall ignore the value of slice\_header\_extension\_data\_byte. Its value does not affect decoder conformance to profiles specified in this version of specification.

#### Weighted prediction parameters semantics

**luma\_log2\_weight\_denom** is the base 2 logarithm of the denominator for all luma weighting factors. The value of luma\_log2\_weight\_denom shall be in the range of 0 to 7, inclusive.

**delta\_chroma\_log2\_weight\_denom** is the difference of the base 2 logarithm of the denominator for all chroma weighting factors. When delta\_chroma\_log2\_weight\_denom is not present, it is inferred to be equal to 0.

The variable ChromaLog2WeightDenom is derived to be equal to luma\_log2\_weight\_denom + delta\_chroma\_log2\_weight\_denom and the value shall be in the range of 0 to 7, inclusive.

**luma\_weight\_l0\_flag**[ i ] equal to 1 specifies that weighting factors for the luma component of list 0 prediction using RefPicList[ 0 ][ i ] are present. luma\_weight\_l0\_flag[ i ] equal to 0 specifies that these weighting factors are not present.

**chroma\_weight\_l0\_flag**[ i ] equal to 1 specifies that weighting factors for the chroma prediction values of list 0 prediction using RefPicList[ 0 ][ i ] are present. chroma\_weight\_l0\_flag[ i ] equal to 0 specifies that these weighting factors are not present. When chroma\_weight\_l0\_flag[ i ] is not present, it is inferred to be equal to 0.

**delta\_luma\_weight\_l0**[ i ] is the difference of the weighting factor applied to the luma prediction value for list 0 prediction using RefPicList[ 0 ][ i ].

The variable LumaWeightL0[ i ] is derived to be equal to ( 1  <<  luma\_log2\_weight\_denom ) + delta\_luma\_weight\_l0[ i ]. When luma\_weight\_l0\_flag[ i ] is equal to 1, the value of delta\_luma\_weight\_l0[ i ] shall be in the range of −128 to 127, inclusive. When luma\_weight\_l0\_flag[ i ]is equal to 0, LumaWeightL0[ i ] is inferred to be equal to 2luma\_log2\_weight\_denom.

**luma\_offset\_l0**[ i ] is the additive offset applied to the luma prediction value for list 0 prediction using RefPicList[ 0 ][ i ]. The value of luma\_offset\_l0[ i ] shall be in the range of −128 to 127, inclusive. When luma\_weight\_l0\_flag[ i ]is equal to 0, luma\_offset\_l0[ i ] is inferred to be equal to 0.

**delta\_chroma\_weight\_l0**[ i ][ j ] is the difference of the weighting factor applied to the chroma prediction values for list 0 prediction using RefPicList[ 0 ][ i ] with j equal to 0 for Cb and j equal to 1 for Cr.

The variable ChromaWeightL0[ i ][ j ] is derived to be equal to ( 1  <<  ChromaLog2WeightDenom ) + delta\_chroma\_weight\_l0[ i ][ j ]. When chroma\_weight\_l0\_flag[ i ] is equal to 1, the value of delta\_chroma\_weight\_l0[ i ][ j ] shall be in the range of −128 to 127, inclusive. When chroma\_weight\_l0\_flag[ i ] is equal to 0**,** ChromaWeightL0[ i ][ j ] is inferred to be equal to 2ChromaLog2WeightDenom.

**delta\_chroma\_offset\_l0**[ i ][ j ] is the difference of the additive offset applied to the chroma prediction values for list 0 prediction using RefPicList[ 0 ][ i ] with j equal to 0 for Cb and j equal to 1 for Cr.

The variable ChromaOffsetL0[ i ][ j ] is derived as follows:

ChromaOffsetL0[ i ][ j ] = Clip3( −128, 127,  
 ( 128 + delta\_chroma\_offset\_l0[ i ][ j ] − (7‑121)  
 ( ( 128 \* ChromaWeightL0[ i ][ j ] )  >>  ChromaLog2WeightDenom ) ) )

The value of delta\_chroma\_offset\_l0[ i ][ j ] shall be in the range of −4 \* 128 to 4 \* 127, inclusive. When chroma\_weight\_l0\_flag[ i ] is equal to 0**,** ChromaOffsetL0[ i ][ j ] is inferred to be equal to 0.

**luma\_weight\_l1\_flag**[ i ]**, chroma\_weight\_l1\_flag**[ i ]**, delta\_luma\_weight\_l1**[ i ], **luma\_offset\_l1**[ i ], **delta\_chroma\_weight\_l1**[ i ][ j ] and **delta\_chroma\_offset\_l1**[ i ][ j ] have the same semantics as luma\_weight\_l0\_flag[ i ], chroma\_weight\_l0\_flag[ i ], delta\_luma\_weight\_l0[ i ], luma\_offset\_l0[ i ], delta\_chroma\_weight\_l0[ i ][ j ] and delta\_chroma\_offset\_l0[ i ][ j ], respectively, with l0, L0, list 0 and List0 replaced by l1, L1, list 1 and List1, respectively.

The variable sumWeightL0Flags is derived to be equal to the sum of luma\_weight\_l0\_flag[ i ] + 2 \* chroma\_weight\_l0\_flag[ i ], for i = 0..NumRefIdxActive[ 0 ] − 1.

When slice\_type is equal to B, the variable sumWeightL1Flags is derived to be equal to the sum of luma\_weight\_l1\_flag[ i ] + 2 \* chroma\_weight\_l1\_flag[ i ], for i = 0..NumRefIdxActive[ 1 ] − 1.

It is a requirement of bitstream conformance that, when slice\_type is equal to P, sumWeightL0Flags shall be less than or equal to 24 and when slice\_type is equal to B, the sum of sumWeightL0Flags and sumWeightL1Flags shall be less than or equal to 24.

### Reference picture list structure semantics

The ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure may be present in an SPS or in a slice header. Depending on whether the syntax structure is included in a slice header or an SPS, the following applies:

– If present in a slice header, the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure specifies reference picture list listIdx of the current picture (the picture containing the slice).

– Otherwise (present in an SPS), the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure specifies a candidate for reference picture list listIdx, and the term "the current picture" in the semantics specified in the remainder of this clause refers to each picture that 1) has one or more slices containing ref\_pic\_list\_idx[ listIdx ] equal to an index into the list of the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structures included in the SPS, and 2) is in a CVS that refers to the SPS.

**num\_ref\_entries**[ listIdx ][ rplsIdx ] specifies the number of entries in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure. The value of num\_ref\_entries[ listIdx ][ rplsIdx ] shall be in the range of 0 to sps\_max\_dec\_pic\_buffering\_minus1 + 14, inclusive.

**ltrp\_in\_slice\_header\_flag**[ listIdx ][ rplsIdx ] equal to 0 specifies that the POC LSBs of the LTRP entries in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure are present in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure. ltrp\_in\_slice\_header\_flag[ listIdx ][ rplsIdx ] equal to 1 specifies that the POC LSBs of the LTRP entries in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure are not present in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure.

**inter\_layer\_ref\_pic\_flag**[ listIdx ][ rplsIdx ][ i ] equal to 1 specifies that the i-th entry in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure is an ILRP entry. inter\_layer\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] equal to 0 specifies that the i-th entry in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure is not an ILRP entry. When not present, the value of inter\_layer\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] is inferred to be equal to 0.

**st\_ref\_pic\_flag**[ listIdx ][ rplsIdx ][ i ] equal to 1 specifies that the i-th entry in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure is an STRP entry. st\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] equal to 0 specifies that the i-th entry in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure is an LTRP entry. When inter\_layer\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] is equal to 0 and st\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] is not present, the value of st\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] is inferred to be equal to 1.

The variable NumLtrpEntries[ listIdx ][ rplsIdx ] is derived as follows:

for( i = 0, NumLtrpEntries[ listIdx ][ rplsIdx ] = 0; i < num\_ref\_entries[ listIdx ][ rplsIdx ]; i++ )  
 if( !inter\_layer\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ]  &&  !st\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] ) (7‑122)  
 NumLtrpEntries[ listIdx ][ rplsIdx ]++

**abs\_delta\_poc\_st**[ listIdx ][ rplsIdx ][ i ] specifies the value of the variable AbsDeltaPocSt[ listIdx ][ rplsIdx ][ i ] as follows:

if( sps\_weighted\_pred\_flag | | sps\_weighted\_bipred\_flag )  
 AbsDeltaPocSt[ listIdx ][ rplsIdx ][ i ] = abs\_delta\_poc\_st[ listIdx ][ rplsIdx ][ i ] (7‑123)  
else  
 AbsDeltaPocSt[ listIdx ][ rplsIdx ][ i ] = abs\_delta\_poc\_st[ listIdx ][ rplsIdx ][ i ] + 1

The value of abs\_delta\_poc\_st[ listIdx ][ rplsIdx ][ i ] shall be in the range of 0 to 215 − 1, inclusive.

**strp\_entry\_sign\_flag**[ listIdx ][ rplsIdx ][ i ] equal to 1 specifies that i-th entry in the syntax structure ref\_pic\_list\_struct( listIdx, rplsIdx ) has a value greater than or equal to 0. strp\_entry\_sign\_flag[ listIdx ][ rplsIdx ][ i ] equal to 0 specifies that the i-th entry in the syntax structure ref\_pic\_list\_struct( listIdx, rplsIdx ) has a value less than 0. When not present, the value of strp\_entry\_sign\_flag[ listIdx ][ rplsIdx ][ i ] is inferred to be equal to 1.

The list DeltaPocValSt[ listIdx ][ rplsIdx ] is derived as follows:

for( i = 0; i < num\_ref\_entries[ listIdx ][ rplsIdx ]; i++ )  
 if( !inter\_layer\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ]  &&  st\_ref\_pic\_flag[ listIdx ][ rplsIdx ][ i ] ) (7‑124)  
 DeltaPocValSt[ listIdx ][ rplsIdx ][ i ] = ( strp\_entry\_sign\_flag[ listIdx ][ rplsIdx ][ i ] ) ?  
 AbsDeltaPocSt[ listIdx ][ rplsIdx ][ i ] : 0 − AbsDeltaPocSt[ listIdx ][ rplsIdx ][ i ]

**rpls\_poc\_lsb\_lt**[ listIdx ][ rplsIdx ][ i ] specifies the value of the picture order count modulo MaxPicOrderCntLsb of the picture referred to by the i-th entry in the ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure. The length of the rpls\_poc\_lsb\_lt[ listIdx ][ rplsIdx ][ i ] syntax element is log2\_max\_pic\_order\_cnt\_lsb\_minus4 + 4 bits.

**ilrp\_idc**[ listIdx ][ rplsIdx ][ i ] specifies the index, to the list of directly dependent layers, of the ILRP of i-th entry in ref\_pic\_list\_struct( listIdx, rplsIdx ) syntax structure to the list of directly dependent layers. The value of ilrp\_idc[ listIdx ][ rplsIdx ][ i ] shall be in the range of 0 to the GeneralLayerIdx[ nuh\_layer\_id ] − 1, inclusive.

### Slice data semantics

#### General slice data semantics

**end\_of\_brick\_one\_bit** shall be equal to 1.

#### Coding tree unit semantics

The CTU is the root node of the coding tree structure.

The array IsAvailable[ cIdx ][ x ][ y ] specifying whether the sample at ( x, y ) is available for use in the derivation process for neighbouring block availability as specified in clause 6.4.4 is initialized as follows for cIdx = 0..2, x = 0..CtbSizeY − 1, and y = 0..CtbSizeY − 1:

IsAvailable[ cIdx ][ x ][ y ] = FALSE (7‑125)

The array IsInSmr[ x ][ y ] specifying whether the sample at ( x, y ) is located inside a shared merging candidate list region, is initialized as follows for x = 0..CtbSizeY − 1 and y = 0..CtbSizeY − 1:

IsInSmr[ x ][ y ] = FALSE (7‑126)

**alf\_ctb\_flag**[ cIdx ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ]equal to 1 specifies that the adaptive loop filter is applied to the coding tree block of the colour component indicated by cIdx of the coding tree unit at luma location ( xCtb, yCtb ). alf\_ctb\_flag[ cIdx ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] equal to 0 specifies that the adaptive loop filter is not applied to the coding tree block of the colour component indicated by cIdx of the coding tree unit at luma location ( xCtb, yCtb ).

When alf\_ctb\_flag[ cIdx ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] is not present, it is inferred to be equal to 0.

**alf\_ctb\_use\_first\_aps\_flag** equal to 1 sepcifies that the filter information in APS with adaptive\_parameter\_set\_id equal to slice\_alf\_aps\_id\_luma[ 0 ] is used. alf\_ctb\_use\_first\_aps\_flag equal to 0 specifies that the luma CTB does not use the filter information in APS with adaptive\_parameter\_set\_id equal to slice\_alf\_aps\_id\_luma[ 0 ]. When alf\_ctb\_use\_first\_aps\_flag is not present, it is inferred to be equal to 0.

**alf\_use\_aps\_flag** equal to 0 specifies that one of the fixed filter sets is applied to the luma CTB. alf\_use\_aps\_flag equal to 1 specifies that a filter set from an APS is applied to the luma CTB. When alf\_use\_aps\_flag is not present, it is inferred to be equal to 0.

**alf\_luma\_prev\_filter\_idx\_minus1** plus 1 specifies the previous filter that is applied to the luma CTB. The value of alf\_luma\_prev\_filter\_idx\_minus1 shall be in a range of 0 to slice\_num\_alf\_aps\_ids\_luma − 2, inclusive. When alf\_luma\_prev\_filter\_idx\_minus1 is not present, it is inferred to be equal to 0.

The variable AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] specifying the filter set index for the luma CTB at location ( xCtb, yCtb ) is derived as follows:

* If alf\_ctb\_use\_first\_aps\_flag is equal to 1, AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] is set equal to 16.
* Otherwise, if alf\_use\_aps\_flag is equal to 0, AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] is set equal to alf\_luma\_fixed\_filter\_idx.
* Otherwise, AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] is set equal to 17 + alf\_luma\_prev\_filter\_idx\_minus1.

**alf\_luma\_fixed\_filter\_idx** specifies the fixed filter that is applied to the luma CTB. The value of alf\_luma\_fixed\_filter\_idx shall be in a range of 0 to 15, inclusive.

**alf\_ctb\_filter\_alt\_idx**[ chromaIdx ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] specifies the index of the alternative chroma filter applied to the coding tree block of the chroma component, with chromaIdx equal to 0 for Cb and chromaIdx equal 1 for Cr, of the coding tree unit at luma location ( xCtb, yCtb ). When alf\_ctb\_filter\_alt\_idx[ chromaIdx ][ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] is not present, it is infered to be equal to zero.

#### Sample adaptive offset semantics

**sao\_merge\_left\_flag** equal to 1 specifies that the syntax elements sao\_type\_idx\_luma, sao\_type\_idx\_chroma, sao\_band\_position, sao\_eo\_class\_luma, sao\_eo\_class\_chroma, sao\_offset\_abs and sao\_offset\_sign are derived from the corresponding syntax elements of the left CTB. sao\_merge\_left\_flag equal to 0 specifies that these syntax elements are not derived from the corresponding syntax elements of the left CTB. When sao\_merge\_left\_flag is not present, it is inferred to be equal to 0.

**sao\_merge\_up\_flag** equal to 1 specifies that the syntax elements sao\_type\_idx\_luma, sao\_type\_idx\_chroma, sao\_band\_position, sao\_eo\_class\_luma, sao\_eo\_class\_chroma, sao\_offset\_abs and sao\_offset\_sign are derived from the corresponding syntax elements of the above CTB. sao\_merge\_up\_flag equal to 0 specifies that these syntax elements are not derived from the corresponding syntax elements of the above CTB. When sao\_merge\_up\_flag is not present, it is inferred to be equal to 0.

**sao\_type\_idx\_luma** specifies the offset type for the luma component. The array SaoTypeIdx[ cIdx ][ rx ][ ry ] specifies the offset type as specified in Table 7‑12 for the CTB at the location ( rx, ry ) for the colour component cIdx. The value of SaoTypeIdx[ 0 ][ rx ][ ry ] is derived as follows:

* If sao\_type\_idx\_luma is present, SaoTypeIdx[ 0 ][ rx ][ ry ] is set equal to sao\_type\_idx\_luma.
* Otherwise (sao\_type\_idx\_luma is not present), SaoTypeIdx[ 0 ][ rx ][ ry ] is derived as follows:
* If sao\_merge\_left\_flag is equal to 1, SaoTypeIdx[ 0 ][ rx ][ ry ] is set equal to SaoTypeIdx[ 0 ][ rx − 1 ][ ry ].
* Otherwise, if sao\_merge\_up\_flag is equal to 1, SaoTypeIdx[ 0 ][ rx ][ ry ] is set equal to SaoTypeIdx[ 0 ][ rx ][ ry − 1 ].
* Otherwise, SaoTypeIdx[ 0 ][ rx ][ ry ] is set equal to 0.

**sao\_type\_idx\_chroma** specifies the offset type for the chroma components. The values of SaoTypeIdx[ cIdx ][ rx ][ ry ] are derived as follows for cIdx equal to 1..2:

* If sao\_type\_idx\_chroma is present, SaoTypeIdx[ cIdx ][ rx ][ ry ] is set equal to sao\_type\_idx\_chroma.
* Otherwise (sao\_type\_idx\_chroma is not present), SaoTypeIdx[ cIdx ][ rx ][ ry ] is derived as follows:
* If sao\_merge\_left\_flag is equal to 1, SaoTypeIdx[ cIdx ][ rx ][ ry ] is set equal to SaoTypeIdx[ cIdx ][ rx − 1 ][ ry ].
* Otherwise, if sao\_merge\_up\_flag is equal to 1, SaoTypeIdx[ cIdx ][ rx ][ ry ] is set equal to SaoTypeIdx[ cIdx ][ rx ][ ry − 1 ].
* Otherwise, SaoTypeIdx[ cIdx ][ rx ][ ry ] is set equal to 0.

Table 7‑12 – Specification of the SAO type

|  |  |
| --- | --- |
| **SaoTypeIdx[ cIdx ][ rx ][ ry ]** | **SAO type (informative)** |
| 0 | Not applied |
| 1 | Band offset |
| 2 | Edge offset |

**sao\_offset\_abs**[ cIdx ][ rx ][ ry ][ i ] specifies the offset value of i-th category for the CTB at the location ( rx, ry ) for the colour component cIdx.

When sao\_offset\_abs[ cIdx ][ rx ][ ry ][ i ] is not present, it is inferred as follows:

* If sao\_merge\_left\_flag is equal to 1, sao\_offset\_abs[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal to sao\_offset\_abs[ cIdx ][ rx − 1 ][ ry ][ i ].
* Otherwise, if sao\_merge\_up\_flag is equal to 1, sao\_offset\_abs[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal to sao\_offset\_abs[ cIdx ][ rx ][ ry − 1 ][ i ].
* Otherwise, sao\_offset\_abs[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal to 0.

**sao\_offset\_sign**[ cIdx ][ rx ][ ry ][ i ] specifies the sign of the offset value of i-th category for the CTB at the location ( rx, ry ) for the colour component cIdx.

When sao\_offset\_sign[ cIdx ][ rx ][ ry ][ i ] is not present, it is inferred as follows:

* If sao\_merge\_left\_flag is equal to 1, sao\_offset\_sign[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal to sao\_offset\_sign[ cIdx ][ rx − 1 ][ ry ][ i ].
* Otherwise, if sao\_merge\_up\_flag is equal to 1, sao\_offset\_sign[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal to sao\_offset\_sign[ cIdx ][ rx ][ ry − 1 ][ i ].
* Otherwise, if SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 2, the following applies:
* If i is equal to 0 or 1, sao\_offset\_sign[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal 0.
* Otherwise (i is equal to 2 or 3), sao\_offset\_sign[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal 1.
* Otherwise, sao\_offset\_sign[ cIdx ][ rx ][ ry ][ i ] is inferred to be equal 0.

The list SaoOffsetVal[ cIdx ][ rx ][ ry ][ i ] for i ranging from 0 to 4, inclusive, is derived as follows:

SaoOffsetVal[ cIdx ][ rx ][ ry ][ 0 ] = 0  
for( i = 0; i < 4; i++ )  
SaoOffsetVal[ cIdx ][ rx ][ ry ][ i + 1 ] = ( 1 − 2 \* sao\_offset\_sign[ cIdx ][ rx ][ ry ][ i ] ) \* (7‑127)  
 sao\_offset\_abs[ cIdx ][ rx ][ ry ][ i ]

**sao\_band\_position**[ cIdx ][ rx ][ ry ] specifies the displacement of the band offset of the sample range when SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 1.

When sao\_band\_position[ cIdx ][ rx ][ ry ] is not present, it is inferred as follows:

* If sao\_merge\_left\_flag is equal to 1, sao\_band\_position[ cIdx ][ rx ][ ry ] is inferred to be equal to sao\_band\_position[ cIdx ][ rx − 1 ][ ry ].
* Otherwise, if sao\_merge\_up\_flag is equal to 1, sao\_band\_position[ cIdx ][ rx ][ ry ] is inferred to be equal to sao\_band\_position[ cIdx ][ rx ][ ry − 1 ].
* Otherwise, sao\_band\_position[ cIdx ][ rx ][ ry ] is inferred to be equal to 0.

**sao\_eo\_class**\_**luma** specifies the edge offset class for the luma component. The array SaoEoClass[ cIdx ][ rx ][ ry ] specifies the offset type as specified in Table 7‑13 for the CTB at the location ( rx, ry ) for the colour component cIdx. The value of SaoEoClass[ 0 ][ rx ][ ry ] is derived as follows:

* If sao\_eo\_class\_luma is present, SaoEoClass[ 0 ][ rx ][ ry ] is set equal to sao\_eo\_class\_luma.
* Otherwise (sao\_eo\_class\_luma is not present), SaoEoClass[ 0 ][ rx ][ ry ] is derived as follows:
* If sao\_merge\_left\_flag is equal to 1, SaoEoClass[ 0 ][ rx ][ ry ] is set equal to SaoEoClass[ 0 ][ rx − 1 ][ ry  ].
* Otherwise, if sao\_merge\_up\_flag is equal to 1, SaoEoClass[ 0 ][ rx ][ ry ] is set equal to SaoEoClass[ 0 ][ rx ][ ry − 1 ].
* Otherwise, SaoEoClass[ 0 ][ rx ][ ry ] is set equal to 0.

**sao\_eo\_class\_chroma** specifies the edge offset class for the chroma components. The values of SaoEoClass[ cIdx ][ rx ][ ry ] are derived as follows for cIdx equal to 1..2:

* If sao\_eo\_class\_chroma is present, SaoEoClass[ cIdx ][ rx ][ ry ] is set equal to sao\_eo\_class\_chroma.
* Otherwise (sao\_eo\_class\_chroma is not present), SaoEoClass[ cIdx ][ rx ][ ry ] is derived as follows:
* If sao\_merge\_left\_flag is equal to 1, SaoEoClass[ cIdx ][ rx ][ ry ] is set equal to SaoEoClass[ cIdx ][ rx − 1 ][ ry  ].
* Otherwise, if sao\_merge\_up\_flag is equal to 1, SaoEoClass[ cIdx ][ rx ][ ry ] is set equal to SaoEoClass[ cIdx ][ rx ][ ry − 1 ].
* Otherwise, SaoEoClass[ cIdx ][ rx ][ ry ] is set equal to 0.

Table 7‑13 – Specification of the SAO edge offset class

|  |  |
| --- | --- |
| **SaoEoClass[ cIdx ][ rx ][ ry ]** | **SAO edge offset class (informative)** |
| 0 | 1D 0-degree edge offset |
| 1 | 1D 90-degree edge offset |
| 2 | 1D 135-degree edge offset |
| 3 | 1D 45-degree edge offset |

#### Coding tree semantics

When all of the following conditions are true, IsInSmr[ x ][ y ] is set equal to TRUE for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1:

* IsInSmr[ x0 ][ y0 ] is equal to FALSE
* cbWidth \* cbHeight / 4 is less than 32
* treeType is not equal to DUAL\_TREE\_CHROMA

When IsInSmr[ x0 ][ y0 ] is equal to TRUE. the arrays SmrX[ x ][ y ], SmrY[ x ][ y ], SmrW[ x ][ y ] and SmrH[ x ][ y ] are derived as follows for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1:

SmrX[ x ][ y ] = x0 (7‑128)

SmrY[ x ][ y ] = y0 (7‑129)

SmrW[ x ][ y ] = cbWidth (7‑130)

SmrH[ x ][ y ] = cbHeight (7‑131)

The variables allowSplitQt, allowSplitBtVer, allowSplitBtHor, allowSplitTtVer, and allowSplitTtHor are derived as follows:

* The allowed quad split process as specified in clause 6.4.1 is invoked with the coding block size cbSize set equal to cbWidth, the current multi-type tree depth mttDepth, treeTypeCurr and modeTypeCurr as inputs, and the output is assigned to allowSplitQt.
* The variables minQtSize, maxBtSize, maxTtSize and maxMttDepth are derived as follows:
* If treeType is equal to DUAL\_TREE\_CHROMA, minQtSize, maxBtSize, maxTtSize and maxMttDepth are set equal to MinQtSizeC, MaxBtSizeC, MaxTtSizeC and MaxMttDepthC + depthOffset, respectively.
* Otherwise, minQtSize, maxBtSize, maxTtSize and maxMttDepth are set equal to MinQtSizeY, MaxBtSizeY, MaxTtSizeY and MaxMttDepthY + depthOffset, respectively.
* The allowed binary split process as specified in clause 6.4.2 is invoked with the binary split mode SPLIT\_BT\_VER, the coding block width cbWidth, the coding block height cbHeight, the location ( x0, y0 ), the current multi-type tree depth mttDepth, the maximum multi-type tree depth with offset maxMttDepth, the maximum binary tree size maxBtSize, the minimum quadtree size minQtSize, the current partition index partIdx, treeTypeCurr and modeTypeCurr as inputs, and the output is assigned to allowSplitBtVer.
* The allowed binary split process as specified in clause 6.4.2 is invoked with the binary split mode SPLIT\_BT\_HOR, the coding block height cbHeight, the coding block width cbWidth, the location ( x0, y0 ), the current multi-type tree depth mttDepth, the maximum multi-type tree depth with offset maxMttDepth, the maximum binary tree size maxBtSize, the minimum quadtree size minQtSize, the current partition index partIdx, treeTypeCurr and modeTypeCurr as inputs, and the output is assigned to allowSplitBtHor.
* The allowed ternary split process as specified in clause 6.4.3 is invoked with the ternary split mode SPLIT\_TT\_VER, the coding block width cbWidth, the coding block height cbHeight, the location ( x0, y0 ), the current multi-type tree depth mttDepth, the maximum multi-type tree depth with offset maxMttDepth, the maximum ternary tree size maxTtSize, treeTypeCurr and modeTypeCurr as inputs, and the output is assigned to allowSplitTtVer.
* The allowed ternary split process as specified in clause 6.4.3 is invoked with the ternary split mode SPLIT\_TT\_HOR, the coding block height cbHeight, the coding block width cbWidth, the location ( x0, y0 ), the current multi-type tree depth mttDepth, the maximum multi-type tree depth with offset maxMttDepth, the maximum ternary tree size maxTtSize, treeTypeCurr and modeTypeCurr as inputs, and the output is assigned to allowSplitTtHor.

**split\_cu\_flag** equal to 0 specifies that a coding unit is not split. split\_cu\_flag equal to 1 specifies that a coding unit is split into four coding units using a quad split as indicated by the syntax element split\_qt\_flag, or into two coding units using a binary split or into three coding units using a ternary split as indicated by the syntax element mtt\_split\_cu\_binary\_flag. The binary or ternary split can be either vertical or horizontal as indicated by the syntax element mtt\_split\_cu\_vertical\_flag.

When split\_cu\_flag is not present, the value of split\_cu\_flag is inferred as follows:

* If one or more of the following conditions are true, the value of split\_cu\_flag is inferred to be equal to 1:
* x0 + cbWidth is greater than pic\_width\_in\_luma\_samples.
* y0 + cbHeight is greater than pic\_height\_in\_luma\_samples.
* Otherwise, the value of split\_cu\_flag is inferred to be equal to 0.

**split\_qt\_flag** specifies whether a coding unit is split into coding units with half horizontal and vertical size.

When split\_qt\_flag is not present, the following applies:

* If allowSplitQt is equal to TRUE, the value of split\_qt\_flag is inferred to be equal to 1.
* Otherwise, the value of split\_qt\_flag is inferred to be equal to 0.

**mtt\_split\_cu\_vertical\_flag** equal to 0 specifies that a coding unit is split horizontally. mtt\_split\_cu\_vertical\_flag equal to 1 specifies that a coding unit is split vertically

When mtt\_split\_cu\_vertical\_flag is not present, it is inferred as follows:

* If allowSplitBtHor is equal to TRUE or allowSplitTtHor is equal to TRUE, the value of mtt\_split\_cu\_vertical\_flag is inferred to be equal to 0.
* Otherwise, the value of mtt\_split\_cu\_vertical\_flag is inferred to be equal to 1.

**mtt\_split\_cu\_binary\_flag** equal to 0 specifies that a coding unit is split into three coding units using a ternary split. mtt\_split\_cu\_binary\_flag equal to 1 specifies that a coding unit is split into two coding units using a binary split.

When mtt\_split\_cu\_binary\_flag is not present, it is inferred as follows:

* If allowSplitBtVer is equal to FALSE and allowSplitBtHor is equal to FALSE, the value of mtt\_split\_cu\_binary\_flag is inferred to be equal to 0.
* Otherwise, if allowSplitTtVer is equal to FALSE and allowSplitTtHor is equal to FALSE, the value of mtt\_split\_cu\_binary\_flag is inferred as to be equal to 1.
* Otherwise, if allowSplitBtHor is equal to TRUE and allowSplitTtVer is equal to TRUE, the value of mtt\_split\_cu\_binary\_flag is inferred to be equal to !mtt\_split\_cu\_vertical\_flag.
* Otherwise (allowSplitBtVer is equal to TRUE and allowSplitTtHor is equal to TRUE), the value of mtt\_split\_cu\_binary\_flag is inferred to be equal to mtt\_split\_cu\_vertical\_flag.

The variable MttSplitMode[ x ][ y ][ mttDepth ] is derived from the value of mtt\_split\_cu\_vertical\_flag and from the value of mtt\_split\_cu\_binary\_flag as defined in Table 7‑14 for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1.
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Figure 7‑1 – Multi-type tree spliting modes indicated by MttSplitMode (informative)

MttSplitMode[ x0 ][ y0 ][ mttDepth ] represents horizontal and vertical binary and ternary splittings of a coding unit within the multi-type tree as illustrated in Figure 7‑1. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

Table 7‑14 – Specification of MttSplitMode[ x ][ y ][ mttDepth ] for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1

|  |  |  |
| --- | --- | --- |
| **MttSplitMode[ x0 ][ y0 ][ mttDepth ]** | **mtt\_split\_cu\_vertical\_flag** | **mtt\_split\_cu\_binary\_flag** |
| SPLIT\_TT\_HOR | 0 | 0 |
| SPLIT\_BT\_HOR | 0 | 1 |
| SPLIT\_TT\_VER | 1 | 0 |
| SPLIT\_BT\_VER | 1 | 1 |

When all of the following conditions are true, IsInSmr[ x ][ y ] is set equal to TRUE for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1:

* IsInSmr[ x0 ][ y0 ] is equal to FALSE
* One of the following conditions is true:
* mtt\_split\_cu\_binary\_flag is equal to 1 and  cbWidth \* cbHeight / 2 is less than 32
* mtt\_split\_cu\_binary\_flag is equal to 0 and  cbWidth \* cbHeight / 4 is less than 32
* treeType is not equal to DUAL\_TREE\_CHROMA

When IsInSmr[ x0 ][ y0 ] is equal to TRUE. the arrays SmrX[ x ][ y ], SmrY[ x ][ y ], SmrW[ x ][ y ] and SmrH[ x ][ y ] are derived as follows for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1:

SmrX[ x ][ y ] = x0 (7‑132)

SmrY[ x ][ y ] = y0 (7‑133)

SmrW[ x ][ y ] = cbWidth (7‑134)

SmrH[ x ][ y ] = cbHeight (7‑135)

The variable modeTypeCondition is derived as follows:

* If one of the following conditions is true, modeTypeCondition is set equal to 0
* slice\_type = = I  and  qtbtt\_dual\_tree\_intra\_flag is equal to 1
* modeTypeCurr is not equal to MODE\_TYPE\_ALL
* Otherwise, if one of the following conditions is true, modeTypeCondition is set equal to 1
* cbWidth \* cbHeight is equal to 64 and split\_qt\_flag is equal to 1
* cbWidth \* cbHeight is equal to 64 and MttSplitMode[ x0 ][ y0 ][ mttDepth ] is equal to SPLIT\_TT\_HOR or SPLIT\_TT\_VER
* cbWidth \* cbHeight is equal to 32 and MttSplitMode[ x0 ][ y0 ][ mttDepth ] is equal to SPLIT\_BT\_HOR or SPLIT\_BT\_VER
* Otherwise, if one of the following conditions is true, modeTypeCondition is set equal to 1 + (slice\_type != I ? 1 : 0)
* cbWidth \* cbHeight is equal to 64 and MttSplitMode[ x0 ][ y0 ][ mttDepth ] is equal to SPLIT\_BT\_HOR or SPLIT\_BT\_VER
* cbWidth \* cbHeight is equal to 128 and MttSplitMode[ x0 ][ y0 ][ mttDepth ] is equal to SPLIT\_TT\_HOR or SPLIT\_TT\_VER
* Otherwise, modeTypeCondition is set equal to 0

**mode\_constraint\_flag** equal to 0 specifies that coding units inside the current coding tree node can only use inter prediction coding modes. mode\_constraint\_flag equal to 1 specifies that coding units inside the current coding tree node cannot use inter prediction coding modes.

#### Coding unit semantics

The following assignments are made for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1:

CbPosX[ chType ][ x ][ y ] = x0 (7‑136)

CbPosY[ chType ][ x ][ y ] = y0 (7‑137)

CbWidth[ chType ][ x ][ y ] = cbWidth (7‑138)

CbHeight[ chType ][ x ][ y ] = cbHeight (7‑139)

CqtDepth[ chType ][ x ][ y ] = cqtDepth (7‑140)

The variable CclmEnabled is derived by invoking the cross-component chroma intra prediction mode checking process specified in clause 8.4.4 with the luma location ( xCb, yCb ) set equal to ( x0, y0 ) as input.

**cu\_skip\_flag**[ x0 ][ y0 ] equal to 1 specifies that for the current coding unit, when decoding a P or B slice, no more syntax elements except one or more of the following are parsed after cu\_skip\_flag[ x0 ][ y0 ]: the IBC mode flag pred\_mode\_ibc\_flag [ x0 ][ y0 ], and the merge\_data( ) syntax structure; when decoding an I slice, no more syntax elements except merge\_idx[ x0 ][ y0 ] are parsed after cu\_skip\_flag[ x0 ][ y0 ]. cu\_skip\_flag[ x0 ][ y0 ] equal to 0 specifies that the coding unit is not skipped. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When cu\_skip\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**pred\_mode\_flag** equal to 0 specifies that the current coding unit is coded in inter prediction mode. pred\_mode\_flag equal to 1 specifies that the current coding unit is coded in intra prediction mode.

When pred\_mode\_flag is not present, it is inferred as follows:

* If cbWidth is equal to 4 and cbHeight is equal to 4, pred\_mode\_flag is inferred to be equal to 1.
* Otherwise, if modeType is equal to MODE\_TYPE\_INTRA, pred\_mode\_flag is inferred to be equal to 1.
* Otherwise, if modeType is equal to MODE\_TYPE\_INTER, pred\_mode\_flag is inferred to be equal to 0.
* Otherwise, pred\_mode\_flag is inferred to be equal to 1 when decoding an I slice, and equal to 0 when decoding a P or B slice, respectively.

The variable CuPredMode[ chType ][ x ][ y ] is derived as follows for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1:

* If pred\_mode\_flag is equal to 0, CuPredMode[ chType ][ x ][ y ] is set equal to MODE\_INTER.
* Otherwise (pred\_mode\_flag is equal to 1), CuPredMode[ chType ][ x ][ y ] is set equal to MODE\_INTRA.

**pred\_mode\_ibc\_flag** equal to 1 specifies that the current coding unit is coded in IBC prediction mode. pred\_mode\_ibc\_flag equal to 0 specifies that the current coding unit is not coded in IBC prediction mode.

When pred\_mode\_ibc\_flag is not present, it is inferred as follows:

* If cu\_skip\_flag[ x0 ][ y0 ] is equal to 1, and cbWidth is equal to 4, and cbHeight is equal to 4, pred\_mode\_ibc\_flag is inferred to be equal 1.
* Otherwise, if both cbWidth and cbHeight are equal to 128, pred\_mode\_ibc\_flag is inferred to be equal to 0.
* Otherwise, if modeType is equal to MODE\_TYPE\_INTER, pred\_mode\_ibc\_flag is inferred to be equal to 0.
* Otherwise, if treeType is equal to DUAL\_TREE\_CHROMA, pred\_mode\_ibc\_flag is inferred to be equal to 0.
* Otherwise, pred\_mode\_ibc\_flag is infered to be equal to the value of sps\_ibc\_enabled\_flag when decoding an I slice, and 0 when decoding a P or B slice, respectively.

When pred\_mode\_ibc\_flag is equal to 1, the variable CuPredMode[ chType ][ x ][ y ] is set to be equal to MODE\_IBC for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1.

**pred\_mode\_plt\_flag** specifies the use of palette mode in the current coding unit. pred\_mode\_plt\_flag equal to 1 indicates that palette mode is applied in the current coding unit. pred\_mode\_plt\_flag equal to 0 indicates that palette mode is not applied in the current coding unit. When pred\_mode\_plt\_flag is not present, it is inferred to be equal to 0.

When pred\_mode\_plt\_flag is equal to 1, the variable CuPredMode[ x ][ y ] is set to be equal to MODE\_PLT for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1.

**intra\_bdpcm\_flag** equal to 1 specifies that BDPCM is applied to the current luma coding block at the location ( x0, y0 ), i.e. the transform is skipped, the intra luma prediction mode is specified by intra\_bdpcm\_dir\_flag. intra\_bdpcm\_flag equal to 0 specifies that BDPCM is not applied to the current luma coding block at the location ( x0, y0 ).

When intra\_bdpcm\_flag is not present it is inferred to be equal to 0.

The variable BdpcmFlag[ x ][ y ] is set equal to intra\_bdpcm\_flag for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1.

**intra\_bdpcm\_dir\_flag** equal to 0 specifies that the BDPCM prediction direction is horizontal. intra\_bdpcm\_dir\_flag equal to 1 specifies that the BDPCM prediction direction is vertical.

The variable BdpcmDir[ x ][ y ] is set equal to intra\_bdpcm\_dir\_flag for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1.

**intra\_mip\_flag**[ x0 ][ y0 ] equal to 1 specifies that the intra prediction type for luma samples is matrix-based intra prediction. intra\_mip\_flag[ x0 ][ y0 ] equal to 0 specifies that the intra prediction type for luma samples is not matrix-based intra prediction.

When intra\_mip\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**intra\_mip\_mode**[ x0 ][ y0 ] specifies the matrix-based intra prediction mode for luma samples. The array indices x0, y0 specify the location ( x0 , y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

**intra\_luma\_ref\_idx**[ x0 ][ y0 ] specifies the intra prediction reference line index IntraLumaRefLineIdx[ x ][ y ] for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1 as specified in Table 7‑15.

When intra\_luma\_ref\_idx[ x0 ][ y0 ] is not present it is inferred to be equal to 0.

Table 7‑15 – Specification of IntraLumaRefLineIdx[ x ][ y ] based on intra\_luma\_ref\_idx[ x0 ][ y0 ].

|  |  |
| --- | --- |
| intra\_luma\_ref\_idx[ x0 ][ y0 ] | IntraLumaRefLineIdx[ x ][ y ] x = x0..x0 + cbWidth − 1 y = y0..y0 + cbHeight − 1 |
| 0 | 0 |
| 1 | 1 |
| 2 | 3 |

**intra\_subpartitions\_mode\_flag**[ x0 ][ y0 ] equal to 1 specifies that the current intra coding unit is partitioned into NumIntraSubPartitions[ x0 ][ y0 ] rectangular transform block subpartitions. intra\_subpartitions\_mode\_flag[ x0 ][ y0 ] equal to 0 specifies that the current intra coding unit is not partitioned into rectangular transform block subpartitions.

When intra\_subpartitions\_mode\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**intra\_subpartitions\_split\_flag**[ x0 ][ y0 ] specifies whether the intra subpartitions split type is horizontal or vertical. When intra\_subpartitions\_split\_flag[ x0 ][ y0 ] is not present, it is inferred as follows:

* If cbHeight is greater than MaxTbSizeY, intra\_subpartitions\_split\_flag[ x0 ][ y0 ] is inferred to be equal to 0.
* Otherwise (cbWidth is greater than MaxTbSizeY), intra\_subpartitions\_split\_flag[ x0 ][ y0 ] is inferred to be equal to 1.

The variable IntraSubPartitionsSplitType specifies the type of split used for the current luma coding block as illustrated in Table 7‑16. IntraSubPartitionsSplitType is derived as follows:

* If intra\_subpartitions\_mode\_flag[ x0 ][ y0 ] is equal to 0, IntraSubPartitionsSplitType is set equal to 0.
* Otherwise, the IntraSubPartitionsSplitType is set equal to 1 + intra\_subpartitions\_split\_flag[ x0 ][ y0 ].

**Table 7‑16 – Name association to IntraSubPartitionsSplitType**

|  |  |
| --- | --- |
| IntraSubPartitionsSplitType | Name of IntraSubPartitionsSplitType |
| 0 | ISP\_NO\_SPLIT |
| 1 | ISP\_HOR\_SPLIT |
| 2 | ISP\_VER\_SPLIT |

The variable NumIntraSubPartitions specifies the number of transform block subpartitions into which an intra luma coding block is divided. NumIntraSubPartitions is derived as follows:

* If IntraSubPartitionsSplitType is equal to ISP\_NO\_SPLIT, NumIntraSubPartitions is set equal to 1.
* Otherwise, if one of the following conditions is true, NumIntraSubPartitions is set equal to 2:
  + cbWidth is equal to 4 and cbHeight is equal to 8,
  + cbWidth is equal to 8 and cbHeight is equal to 4.
* Otherwise, NumIntraSubPartitions is set equal to 4.

The syntax elements **intra\_luma\_mpm\_flag**[ x0 ][ y0 ], **intra\_luma\_not\_planar\_flag**[ x0 ][ y0 ], **intra\_luma\_mpm\_idx**[ x0 ][ y0 ] and **intra\_luma\_mpm\_remainder**[ x0 ][ y0 ] specify the intra prediction mode for luma samples. The array indices x0, y0 specify the location ( x0 , y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture. When intra\_luma\_mpm\_flag[ x0 ][ y0 ] is equal to 1, the intra prediction mode is inferred from a neighbouring intra-predicted coding unit according to clause 8.4.2.

When intra\_luma\_mpm\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 1.

When intra\_luma\_not\_planar\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 1.

**cclm\_mode\_flag** equal to 1 specifies that one of the INTRA\_LT\_CCLM, INTRA\_L\_CCLM and INTRA\_T\_CCLM intra chroma prediction modes is applied. cclm\_mode\_flag equal to 0 specifies that none of the INTRA\_LT\_CCLM, INTRA\_L\_CCLM and INTRA\_T\_CCLM intra chroma prediction modes is applied.

When cclm\_mode\_flag is not present, it is inferred to be equal to 0.

**cclm\_mode\_idx** specifies which one of the INTRA\_LT\_CCLM, INTRA\_L\_CCLM and INTRA\_T\_CCLM intra chroma prediction modes is applied.

**intra\_chroma\_pred\_mode** specifies the intra prediction mode for chroma samples. When intra\_chroma\_pred\_mode is not present, it is inferred to be equal to 0.

**general\_merge\_flag**[ x0 ][ y0 ] specifies whether the inter prediction parameters for the current coding unit are inferred from a neighbouring inter-predicted partition. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When general\_merge\_flag[ x0 ][ y0 ] is not present, it is inferred as follows:

* If cu\_skip\_flag[ x0 ][ y0 ] is equal to 1, general\_merge\_flag[ x0 ][ y0 ] is inferred to be equal to 1.
* Otherwise, general\_merge\_flag[ x0 ][ y0 ] is inferred to be equal to 0.

**mvp\_l0\_flag**[ x0 ][ y0 ] specifies the motion vector predictor index of list 0 where x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When mvp\_l0\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**mvp\_l1\_flag**[ x0 ][ y0 ] has the same semantics as mvp\_l0\_flag, with l0 and list 0 replaced by l1 and list 1, respectively.

**inter\_pred\_idc**[ x0 ][ y0 ] specifies whether list0, list1, or bi-prediction is used for the current coding unit according to Table 7‑17. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

Table 7‑17 – Name association to inter prediction mode

|  |  |  |  |
| --- | --- | --- | --- |
| **inter\_pred\_idc** | **Name of inter\_pred\_idc** | | |
| ( cbWidth + cbHeight )  >  12 | ( cbWidth + cbHeight )  = =  12 | ( cbWidth + cbHeight )  = =  8 |
| 0 | PRED\_L0 | PRED\_L0 | n.a. |
| 1 | PRED\_L1 | PRED\_L1 | n.a. |
| 2 | PRED\_BI | n.a. | n.a. |

When inter\_pred\_idc[ x0 ][ y0 ] is not present, it is inferred to be equal to PRED\_L0.

**sym\_mvd\_flag**[ x0 ][ y0 ] equal to 1 specifies that the syntax elements ref\_idx\_l0[ x0 ][ y0 ] and ref\_idx\_l1[ x0 ][ y0 ], and the mvd\_coding( x0, y0, refList ,cpIdx ) syntax structure for refList equal to 1 are not present. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When sym\_mvd\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**ref\_idx\_l0**[ x0 ][ y0 ] specifies the list 0 reference picture index for the current coding unit. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When ref\_idx\_l0[ x0 ][ y0 ] is not present it is inferred as follows:

* If sym\_mvd\_flag[ x0 ][ y0 ] is equal to 1, ref\_idx\_l0[ x0 ][ y0 ] is inferred to be equal to RefIdxSymL0.
* Otherwise (sym\_mvd\_flag[ x0 ][ y0 ] is equal to 0), ref\_idx\_l0[ x0 ][ y0 ] is inferred to be equal to 0.

**ref\_idx\_l1**[ x0 ][ y0 ] has the same semantics as ref\_idx\_l0, with l0, L0 and list 0 replaced by l1, L1 and list 1, respectively.

**inter\_affine\_flag**[ x0 ][ y0 ] equal to 1 specifies that for the current coding unit, when decoding a P or B slice, affine model based motion compensation is used to generate the prediction samples of the current coding unit. inter\_affine\_flag[ x0 ][ y0 ] equal to 0 specifies that the coding unit is not predicted by affine model based motion compensation. When inter\_affine\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**cu\_affine\_type\_flag**[ x0 ][ y0 ] equal to 1 specifies that for the current coding unit, when decoding a P or B slice, 6-parameter affine model based motion compensation is used to generate the prediction samples of the current coding unit. cu\_affine\_type\_flag[ x0 ][ y0 ] equal to 0 specifies that 4-parameter affine model based motion compensation is used to generate the prediction samples of the current coding unit.

MotionModelIdc[ x ][ y ] represents motion model of a coding unit as illustrated in Table 7‑18. The array indices x, y specify the luma sample location ( x, y ) relative to the top-left luma sample of the picture.

The variable MotionModelIdc[ x ][ y ] is derived as follows for x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1:

* If general\_merge\_flag[ x0 ][ y0 ] is equal to 1, the following applies:

MotionModelIdc[ x ][ y ] = merge\_subblock\_flag[ x0 ][ y0 ] (7‑141)

* Otherwise (general\_merge\_flag[ x0 ][ y0 ] is equal to 0), the following applies:

MotionModelIdc[ x ][ y ] = inter\_affine\_flag[ x0 ][ y0 ] + cu\_affine\_type\_flag[ x0 ][ y0 ] (7‑142)

Table 7‑18 – Interpretation of MotionModelIdc[ x0 ][ y0 ]

|  |  |
| --- | --- |
| MotionModelIdc[ x ][ y ] | **Motion model for motion compensation** |
| 0 | Translational motion |
| 1 | 4-parameter affine motion |
| 2 | 6-parameter affine motion |

**amvr\_flag**[ x0 ][ y0 ] specifies the resolution of motion vector difference. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture. amvr\_flag[ x0 ][ y0 ] equal to 0 specifies that the resolution of the motion vector difference is 1/4 of a luma sample. amvr\_flag[ x0 ][ y0 ] equal to 1 specifies that the resolution of the motion vector difference is further specified by amvr\_precision\_flag[ x0 ][ y0 ].

When amvr\_flag[ x0 ][ y0 ] is not present, it is inferred as follows:

* If CuPredMode[ chType ][ x0 ][ y0 ] is equal to MODE\_IBC, amvr\_flag[ x0 ][ y0 ] is inferred to be equal to 1.
* Otherwise ( CuPredMode[ chType ][ x0 ][ y0 ] is not equal to MODE\_IBC ), amvr\_flag[ x0 ][ y0 ] is inferred to be equal to 0.

**amvr\_precision\_idx**[ x0 ][ y0 ] equal to 0 specifies that the resolution of the motion vector difference with AmvrShift as defined in Table 7‑19. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When amvr\_precision\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

The motion vector differences are modified as follows:

* If inter\_affine\_flag[ x0 ][ y0 ] is equal to 0, the the variables MvdL0[ x0 ][ y0 ][ 0 ], MvdL0[ x0 ][ y0 ][ 1 ], MvdL1[ x0 ][ y0 ][ 0 ], MvdL1[ x0 ][ y0 ][ 1 ] are modified as follows:

MvdL0[ x0 ][ y0 ][ 0 ] = MvdL0[ x0 ][ y0 ][ 0 ]  << AmvrShift (7‑143)

MvdL0[ x0 ][ y0 ][ 1 ] = MvdL0[ x0 ][ y0 ][ 1 ]  <<  AmvrShift (7‑144)

MvdL1[ x0 ][ y0 ][ 0 ] = MvdL1[ x0 ][ y0 ][ 0 ]  <<  AmvrShift (7‑145)

MvdL1[ x0 ][ y0 ][ 1 ] = MvdL1[ x0 ][ y0 ][ 1 ]  <<  AmvrShift (7‑146)

* Otherwise (inter\_affine\_flag[ x0 ][ y0 ] is equal to 1), the variables MvdCpL0[ x0 ][ y0 ][ 0 ][ 0 ], MvdCpL0[ x0 ][ y0 ][ 0 ][ 1 ], MvdCpL0[ x0 ][ y0 ][ 1 ][ 0 ], MvdCpL0[ x0 ][ y0 ][ 1 ][ 1 ], MvdCpL0[ x0 ][ y0 ][ 2 ][ 0 ] and MvdCpL0[ x0 ][ y0 ][ 2 ][ 1 ] are modified as follows:

MvdCpL0[ x0 ][ y0 ][ 0 ][ 0 ] = MvdCpL0[ x0 ][ y0 ][ 0 ][ 0 ]  <<  AmvrShift (7‑147)

MvdCpL1[ x0 ][ y0 ] [ 0 ][ 1 ] = MvdCpL1[ x0 ][ y0 ][ 0 ][ 1 ]  <<  AmvrShift (7‑148)

MvdCpL0[ x0 ][ y0 ][ 1 ][ 0 ] = MvdCpL0[ x0 ][ y0 ][ 1 ][ 0 ]  <<  AmvrShift (7‑149)

MvdCpL1[ x0 ][ y0 ] [ 1 ][ 1 ] = MvdCpL1[ x0 ][ y0 ][ 1 ][ 1 ]  <<  AmvrShift (7‑150)

MvdCpL0[ x0 ][ y0 ][ 2 ][ 0 ] = MvdCpL0[ x0 ][ y0 ][ 2 ][ 0 ]  <<  AmvrShift (7‑151)

MvdCpL1[ x0 ][ y0 ] [ 2 ][ 1 ] = MvdCpL1[ x0 ][ y0 ][ 2 ][ 1 ]  <<  AmvrShift (7‑152)

Table 7‑19 – Specification of AmvrShift.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| amvr\_flag | amvr\_precision\_idx | AmvrShift | | |
| inter\_affine\_flag = =1 | CuPredMode[ chType ][ x0 ][ y0 ] = = MODE\_IBC ) | inter\_affine\_flag = =0 && CuPredMode[ chType ][ x0 ][ y0 ] ! = MODE\_IBC |
| 0 | - | 2 (1/4 luma sample) | - | 2 (1/4 luma sample) |
| 1 | 0 | 0 (1/16 luma sample) | 4 (1 luma sample) | 3 (1/2 luma sample) |
| 1 | 1 | 4 (1 luma sample) | 6 (4 luma samples) | 4 (1 luma sample) |
| 1 | 2 | - | - | 6 (4 luma samples) |

**bcw\_idx**[ x0 ][ y0 ] specifies the weight index of bi-prediction with CU weights. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When bcw\_idx[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**cu\_cbf** equal to 1 specifies that the transform\_tree( ) syntax structure is present for the current coding unit. cu\_cbf equal to 0 specifies that the transform\_tree( ) syntax structure is not present for the current coding unit.

When cu\_cbf is not present, it is inferred as follows:

* If cu\_skip\_flag[ x0 ][ y0 ] is equal to 1 or pred\_mode\_plt\_flag is equal to 1, cu\_cbf is inferred to be equal to 0.
* Otherwise, cu\_cbf is inferred to be equal to 1.

**cu\_sbt\_flag** equal to 1 specifies that for the current coding unit, subblock transform is used. cu\_sbt\_flag equal to 0 specifies that for the current coding unit, subblock transform is not used.

When cu\_sbt\_flag is not present, its value is inferred to be equal to 0.

NOTE – : When subblock transform is used, a coding unit is split into two transform units; one transform unit has residual data, the other does not have residual data.

**cu\_sbt\_quad\_flag** equal to 1 specifies that for the current coding unit, the subblock transform includes a transform unit of 1/4 size of the current coding unit. cu\_sbt\_quad\_flag equal to 0 specifies that for the current coding unit the subblock transform includes a transform unit of 1/2 size of the current coding unit.

When cu\_sbt\_quad\_flag is not present, its value is inferred to be equal to 0.

**cu\_sbt\_horizontal\_flag** equal to 1 specifies that the current coding unit is split horizontally into 2 transform units. cu\_sbt\_horizontal\_flag[ x0 ][ y0 ] equal to 0 specifies that the current coding unit is split vertically into 2 transform units.

When cu\_sbt\_horizontal\_flag is not present, its value is derived as follows:

* If cu\_sbt\_quad\_flag is equal to 1, cu\_sbt\_horizontal\_flag is set to be equal to allowSbtHorQ.
* Otherwise (cu\_sbt\_quad\_flag is equal to 0), cu\_sbt\_horizontal\_flag is set to be equal to allowSbtHorH.

**cu\_sbt\_pos\_flag** equal to 1 specifies that the tu\_cbf\_luma, tu\_cbf\_cb and tu\_cbf\_cr of the first transform unit in the current coding unit are not present in the bitstream. cu\_sbt\_pos\_flag equal to 0 specifies that the tu\_cbf\_luma, tu\_cbf\_cb and tu\_cbf\_cr of the second transform unit in the current coding unit are not present in the bitstream.

The variable SbtNumFourthsTb0 is derived as follows:

sbtMinNumFourths = cu\_sbt\_quad\_flag  ?  1  :  2 (7‑153)

SbtNumFourthsTb0 = cu\_sbt\_pos\_flag  ?  ( 4 − sbtMinNumFourths )  :  sbtMinNumFourths (7‑154)

**lfnst\_idx**[ x0 ][ y0 ] specifies whether and which one of the two low frequency non-separable transform kernels in a selected transform set is used. lfnst\_idx[ x0 ][ y0 ] equal to 0 specifies that the low frequency non-separable transform is not used. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left sample of the considered transform block relative to the top-left sample of the picture.

When lfnst\_idx[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

When ResetIbcBuf is equal to 1, the following applies:

* For x = 0..IbcBufWidthY − 1 and y = 0..CtbSizeY − 1, the following assignments are made:

IbcVirBuf[ 0 ][ x ][ y ] = −1 (7‑155)

* The variable ResetIbcBuf is set equal to 0.

When x0 % VSize is equal to 0 and y0 % VSize is equal to 0, the following assignments are made for x = x0..x0 + VSize − 1 and y = y0..y0 + VSize − 1:

IbcVirBuf[ 0 ][ x % IbcBufWidthY ][ y % CtbSizeY ] = −1 (7‑156)

#### Palette coding semantics

In the following semantics, the array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture. The array indices xC, yC specify the location ( xC, yC ) of the sample relative to the top-left luma sample of the picture. The array index startComp specifies the first colour component of the current palette table. startComp equal to 0 indicates the Y component; startComp equal to 1 indicates the Cb component; startComp equal to 2 indicates the Cr component. numComps specifies the number of colour components in the current palette table.

The predictor palette consists of palette entries from previous coding units that are used to predict the entries in the current palette.

The variable PredictorPaletteSize[ startComp ] specifies the size of the predictor palette for the first colour component of the current palette table startComp. PredictorPaletteSize is derived as specified in clause 8.4.5.3.

The variable PalettePredictorEntryReuseFlags[ i ] equal to 1specifies that the i-th entry in the predictor palette is reused in the current palette. PalettePredictorEntryReuseFlags[ i ] equal to 0specifies that the i-th entry in the predictor palette is not an entry in the current palette. All elements of the array PalettePredictorEntryReuseFlags[ i ] are initialized to 0.

**palette\_predictor\_run** is used to determine the number of zeros that precede a non-zero entry in the array PalettePredictorEntryReuseFlags.

It is a requirement of bitstream conformance that the value of palette\_predictor\_run shall be in the range of 0 to ( PredictorPaletteSize − predictorEntryIdx ), inclusive, where predictorEntryIdx corresponds to the current position in the array PalettePredictorEntryReuseFlags. The variable NumPredictedPaletteEntries specifies the number of entries in the current palette that are reused from the predictor palette. The value of NumPredictedPaletteEntries shall be in the range of 0 to palette\_max\_size, inclusive.

**num\_signalled\_palette\_entries** specifies the number of entries in the current palette that are explicitly signalled for the first colour component of the current palette table startComp.

When num\_signalled\_palette\_entries is not present, it is inferred to be equal to 0.

The variable CurrentPaletteSize[ startComp ] specifies the size of the current palette for the first colour component of the current palette table startComp and is derived as follows:

CurrentPaletteSize[ startComp ] = NumPredictedPaletteEntries + num\_signalled\_palette\_entries (7‑157)

The value of CurrentPaletteSize[ startComp ] shall be in the range of 0 to palette\_max\_size, inclusive.

**new\_palette\_entries**[ cIdx ][ i ] specifies the value for the i-th signalled palette entry for the colour component cIdx.

The variable PredictorPaletteEntries[ cIdx ][ i ] specifies the i-th element in the predictor palette for the colour component cIdx.

The variable CurrentPaletteEntries[ cIdx ][ i ] specifies the i-th element in the current palette for the colour component cIdx and is derived as follows:

numPredictedPaletteEntries = 0  
for( i = 0; i < PredictorPaletteSize[ startComp ]; i++ )  
 if( PalettePredictorEntryReuseFlags[ i ] ) {  
 for( cIdx =startComp; cIdx < ( startComp + numComps ); cIdx++ )  
 CurrentPaletteEntries[ cIdx ][ numPredictedPaletteEntries ] = PredictorPaletteEntries[ cIdx ][ i ]  
 numPredictedPaletteEntries++  
 }

for( cIdx = startComp; cIdx < (startComp + numComps); cIdx++) (7‑158)  
 for( i = 0; i < num\_signalled\_palette\_entries[startComp]; i++ )  
 CurrentPaletteEntries[ cIdx ][ numPredictedPaletteEntries + i ] = new\_palette\_entries[ cIdx ][ i ]

**palette\_escape\_val\_present\_flag** equal to 1 specifies that the current coding unit contains at least one escape coded sample. escape\_val\_present\_flag equal to 0 specifies that there are no escape coded samples in the current coding unit. When not present, the value of palette\_escape\_val\_present\_flag is inferred to be equal to 1.

The variable MaxPaletteIndex specifies the maximum possible value for a palette index for the current coding unit. The value of MaxPaletteIndex is set equal to CurrentPaletteSize[ startComp ] − 1 + palette\_escape\_val\_present\_flag.

**num\_palette\_indices\_minus1** plus 1 is the number of palette indices explicitly signalled or inferred for the current block.

When num\_palette\_indices\_minus1 is not present, it is inferred to be equal to 0.

**palette\_idx\_idc** is an indication of an index to the palette table, CurrentPaletteEntries. The value of palette\_idx\_idc shall be in the range of 0 to MaxPaletteIndex, inclusive, for the first index in the block and in the range of 0 to ( MaxPaletteIndex − 1 ), inclusive, for the remaining indices in the block.

When palette\_idx\_idc is not present, it is inferred to be equal to 0.

The variable PaletteIndexIdc[ i ] stores the i-th palette\_idx\_idc explicitly signalled or inferred. All elements of the array PaletteIndexIdc[ i ] are initialized to 0.

**copy\_above\_indices\_for\_final\_run\_flag** equal to 1 specifies that the palette indices of the last positions in the coding unit are copied from the palette indices in the row above if horizontal traverse scan is used or the palette indices in the left column if vertical traverse scan is used. copy\_above\_indices\_for\_final\_run\_flag equal to 0 specifies that the palette indices of the last positions in the coding unit are copied from PaletteIndexIdc[ num\_palette\_indices\_minus1 ].

When copy\_above\_indices\_for\_final\_run\_flag is not present, it is inferred to be equal to 0.

**palette\_transpose\_flag** equal to 1 specifies that vertical traverse scan is applied for scanning the indices for samples in the current coding unit. palette\_transpose\_flag equal to 0 specifies that horizontal traverse scan is applied for scanning the indices for samples in the current coding unit. When not present, the value of palette\_transpose\_flag is inferred to be equal to 0.

The array TraverseScanOrder specifies the scan order array for palette coding. TraverseScanOrder is assigned the horizontal scan order HorTravScanOrder if palette\_transpose\_flag is equal to 0 and TraverseScanOrder is assigned the vertical scan order VerTravScanOrder if if palette\_transpose\_flag is equal to 1.

**copy\_above\_palette\_indices\_flag** equal to 1 specifies that the palette index is equal to the palette index at the same location in the row above if horizontal traverse scan is used or the same location in the left column if vertical traverse scan is used. copy\_above\_palette\_indices\_flag equal to 0 specifies that an indication of the palette index of the sample is coded in the bitstream or inferred.

The variable CopyAboveIndicesFlag[ xC ][ yC ] equal to 1 specifies that the palette index is copied from the palette index in the row above (horizontal scan) or left column (vertical scan). CopyAboveIndicesFlag[ xC ][ yC ] equal to 0 specifies that the palette index is explicitly coded in the bitstream or inferred. The array indices xC, yC specify the location ( xC, yC ) of the sample relative to the top-left luma sample of the picture. The value of PaletteIndexMap[ xC ][ yC ] shall be in the range of 0 to ( MaxPaletteIndex – 1), inclusive.

The variable PaletteIndexMap[ xC ][ yC ] specifies a palette index, which is an index to the array represented by CurrentPaletteEntries. The array indices xC, yC specify the location ( xC, yC ) of the sample relative to the top-left luma sample of the picture. The value of PaletteIndexMap[ xC ][ yC ] shall be in the range of 0 to MaxPaletteIndex, inclusive.

The variable adjustedRefPaletteIndex is derived as follows:

adjustedRefPaletteIndex = MaxPaletteIndex + 1  
if( PaletteScanPos > 0 ) {  
 xcPrev = x0 + TraverseScanOrder[ log2CbWidth ][ log2bHeight ][ PaletteScanPos − 1 ][ 0 ]  
 ycPrev = y0 + TraverseScanOrder[ log2CbWidth ][ log2bHeight ][ PaletteScanPos − 1 ][ 1 ]  
 if( CopyAboveIndicesFlag[ xcPrev ][ ycPrev ] = = 0 ) {  
 adjustedRefPaletteIndex = PaletteIndexMap[ xcPrev ][ ycPrev ] { (7‑159)  
 }  
 else {  
 if( !palette\_transpose\_flag )  
 adjustedRefPaletteIndex = PaletteIndexMap[ xC ][ yC − 1 ]  
 else  
 adjustedRefPaletteIndex = PaletteIndexMap[ xC − 1 ][ yC ]  
 }  
}

When CopyAboveIndicesFlag[ xC ][ yC ] is equal to 0, the variable CurrPaletteIndex is derived as follows:

if( CurrPaletteIndex >= adjustedRefPaletteIndex )  
 CurrPaletteIndex++ (7‑160)

**palette\_run\_prefix**, when present, specifies the prefix part in the binarization of PaletteRunMinus1.

**palette\_run\_suffix** is used in the derivation of the variable PaletteRunMinus1. When not present, the value of palette\_run\_suffix is inferred to be equal to 0.

When RunToEnd is equal to 0, the variable PaletteRunMinus1 is derived as follows:

* If PaletteMaxRunMinus1 is equal to 0, PaletteRunMinus1 is set equal to 0.
* Otherwise (PaletteMaxRunMinus1 is greater than 0) the following applies:
* If palette\_run\_prefix is less than 2, the following applies:

PaletteRunMinus1 = palette\_run\_prefix (7‑161)

* Otherwise (palette\_run\_prefix is greater than or equal to 2), the following applies:

PrefixOffset = 1  <<  ( palette\_run\_prefix − 1 )  
PaletteRunMinus1 = PrefixOffset + palette\_run\_suffix (7‑162)

The variable PaletteRunMinus1 is used as follows:

* If CopyAboveIndicesFlag[ xC ][ yC ] is equal to 0, PaletteRunMinus1 specifies the number of consecutive locations minus 1 with the same palette index.
* Otherwise if palette\_transpose\_flag equal to 0, PaletteRunMinus1 specifies the number of consecutive locations minus 1 with the same palette index as used in the corresponding position in the row above.
* Otherwise, PaletteRunMinus1 specifies the number of consecutive locations minus 1 with the same palette index as used in the corresponding position in the left column.

When RunToEnd is equal to 0, the variable PaletteMaxRunMinus1 represents the maximum possible value for PaletteRunMinus1 and it is a requirement of bitstream conformance that the value of PaletteMaxRunMinus1 shall be greater than or equal to 0.

**palette\_escape\_val** specifies the quantized escape coded sample value for a component.

The variable PaletteEscapeVal[ cIdx ][ xC ][ yC ] specifies the escape value of a sample for which PaletteIndexMap[ xC ][ yC ] is equal to MaxPaletteIndex and palette\_escape\_val\_present\_flag is equal to 1. The array index cIdx specifies the colour component. The array indices xC, yC specify the location ( xC, yC ) of the sample relative to the top-left luma sample of the picture.

It is a requirement of bitstream conformance that PaletteEscapeVal[ cIdx ][ xC ][ yC ] shall be in the range of 0 to (1  <<  ( BitDepthY + 1 ) ) − 1, inclusive, for cIdx equal to 0, and in the range of 0 to (1  <<  ( BitDepthC + 1 ) ) − 1, inclusive, for cIdx not equal to 0.

#### Merge data semantics

**merge\_idx**[ x0 ][ y0 ] specifies the merging candidate index of the merging candidate list where x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When merge\_idx[ x0 ][ y0 ] is not present, it is inferred as follows:

* If mmvd\_merge\_flag[ x0 ][ y0 ] is equal to 1, merge\_idx[ x0 ][ y0 ] is inferred to be equal to mmvd\_cand\_flag[ x0 ][ y0 ].
* Otherwise (mmvd\_merge\_flag[ x0 ][ y0 ] is equal to 0), merge\_idx[ x0 ][ y0 ] is inferred to be equal to 0.

**merge\_subblock\_flag**[ x0 ][ y0 ] specifies whether the subblock-based inter prediction parameters for the current coding unit are inferred from neighbouring blocks. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture. When merge\_subblock\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**merge\_subblock\_idx**[ x0 ][ y0 ] specifies the merging candidate index of the subblock-based merging candidate list where x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When merge\_subblock\_idx[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**regular\_merge\_flag**[ x0 ][ y0 ] equal to 1 specifies that regular merge mode or merge mode with motion vector difference is used to generate the inter prediction parameters of the current coding unit. regular\_merge\_flag[ x0 ][ y0 ] equal to 0 specifies that neither the regular merge mode nor the merge mode with motion vector difference is used to generate the inter prediction parameters of the current coding unit. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When regular\_merge\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to general\_merge\_flag[ x0 ][ y0 ]  &&  !merge\_subblock\_flag[ x0 ][ y0 ].

**mmvd\_merge\_flag**[ x0 ][ y0 ] equal to 1 specifies that merge mode with motion vector difference is used to generate the inter prediction parameters of the current coding unit. mmvd\_merge\_flag[ x0 ][ y0 ] equal to 0 specifies that merge mode with motion vector difference is not used to generate the inter prediction paramters. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When mmvd\_merge\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**mmvd\_cand\_flag**[ x0 ][ y0 ] specifies whether the first (0) or the second (1) candidate in the merging candidate list is used with the motion vector difference derived from mmvd\_distance\_idx[ x0 ][ y0 ] and mmvd\_direction\_idx[ x0 ][ y0 ]. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When mmvd\_cand\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**mmvd\_distance\_idx**[ x0 ][ y0 ] specifies the index used to derive MmvdDistance[ x0 ][ y0 ] as specified in Table 7‑20. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

Table 7‑20 – Specification of MmvdDistance[ x0 ][ y0 ] based on mmvd\_distance\_idx[ x0 ][ y0 ].

|  |  |  |
| --- | --- | --- |
| mmvd\_distance\_idx[ x0 ][ y0 ] | MmvdDistance[ x0 ][ y0 ] | |
| slice\_fpel\_mmvd\_enabled\_flag = = 0 | slice\_fpel\_mmvd\_enabled\_flag = = 1 |
| 0 | 1 | 4 |
| 1 | 2 | 8 |
| 2 | 4 | 16 |
| 3 | 8 | 32 |
| 4 | 16 | 64 |
| 5 | 32 | 128 |
| 6 | 64 | 256 |
| 7 | 128 | 512 |

**mmvd\_direction\_idx**[ x0 ][ y0 ] specifies index used to derive MmvdSign[ x0 ][ y0 ] as specified in Table 7‑21. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

Table 7‑21 – Specification of MmvdSign[ x0 ][ y0 ] based on mmvd\_direction\_idx[ x0 ][ y0 ]

|  |  |  |
| --- | --- | --- |
| mmvd\_direction\_idx[ x0 ][ y0 ] | MmvdSign[ x0 ][ y0 ][0] | MmvdSign[ x0 ][ y0 ][1] |
| 0 | +1 | 0 |
| 1 | -1 | 0 |
| 2 | 0 | +1 |
| 3 | 0 | -1 |

Both components of the merge plus MVD offset MmvdOffset[ x0 ][ y0 ] are derived as follows:

MmvdOffset[ x0 ][ y0 ][ 0 ] = ( MmvdDistance[ x0 ][ y0 ] << 2 ) \* MmvdSign[ x0 ][ y0 ][0] (7‑163)

MmvdOffset[ x0 ][ y0 ][ 1 ] = ( MmvdDistance[ x0 ][ y0 ] << 2 ) \* MmvdSign[ x0 ][ y0 ][1] (7‑164)

**ciip\_flag**[ x0 ][ y0 ] specifies whether the combined inter-picture merge and intra-picture prediction is applied for the current coding unit. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When ciip\_flag[ x0 ][ y0 ] is not present, it is inferred as follows:

* If all the following conditions are true, ciip\_flag[ x0 ][ y0 ] is inferred to be equal to 1:
* sps\_ciip\_enabled\_flag is equal to 1.
* general\_merge\_flag[ x0 ][ y0 ] is equal to 1.
* merge\_subblock\_flag[ x0 ][ y0 ] is equal to 0.
* regular\_merge\_flag[ x0 ][ y0 ] is equal to 0.
* cbWidth is less than 128.
* cbHeight is less than 128.
* cbWidth \* cbHeight is greater than or equal to 64.
* Otherwise, ciip\_flag[ x0 ][ y0 ] is inferred to be equal to 0.

When ciip\_flag[ x0 ][ y0 ] is equal to 1, the variable IntraPredModeY[ x ][ y ] with x = x0..x0 + cbWidth − 1 and y = y0..y0 + cbHeight − 1 is set to be equal to INTRA\_PLANAR.

The variable MergeTriangleFlag[ x0 ][ y0 ], which specifies whether triangular shape based motion compensation is used to generate the prediction samples of the current coding unit, when decoding a B slice, is derived as follows:

* If all the following conditions are true, MergeTriangleFlag[ x0 ][ y0 ] is set equal to 1:
* sps\_triangle\_enabled\_flag is equal to 1.
* slice\_type is equal to B.
* general\_merge\_flag[ x0 ][ y0 ] is equal to 1.
* MaxNumTriangleMergeCand is greater than or equal to 2.
* cbWidth \* cbHeight is greater than or equal to 64.
* regular\_merge\_flag[ x0 ][ y0 ] is equal to 0.
* merge\_subblock\_flag[ x0 ][ y0 ] is equal to 0.
* ciip\_flag[ x0 ][ y0 ] is equal to 0.
* Otherwise, MergeTriangleFlag[ x0 ][ y0 ] is set equal to 0.

**merge\_triangle\_split\_dir**[ x0 ][ y0 ] specifies the splitting direction of merge triangle mode. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When merge\_triangle\_split\_dir[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**merge\_triangle\_idx0**[ x0 ][ y0 ] specifies the first merging candidate index of the triangular shape based motion compensation candidate list where x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When merge\_triangle\_idx0[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

**merge\_triangle\_idx1**[ x0 ][ y0 ] specifies the second merging candidate index of the triangular shape based motion compensation candidate list where x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture.

When merge\_triangle\_idx1[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

#### Motion vector difference semantics

**abs\_mvd\_greater0\_flag**[ compIdx ] specifies whether the absolute value of a motion vector component difference is greater than 0.

**abs\_mvd\_greater1\_flag**[ compIdx ] specifies whether the absolute value of a motion vector component difference is greater than 1.

When abs\_mvd\_greater1\_flag[ compIdx ] is not present, it is inferred to be equal to 0.

**abs\_mvd\_minus2**[ compIdx ] plus 2 specifies the absolute value of a motion vector component difference.

When abs\_mvd\_minus2[ compIdx ] is not present, it is inferred to be equal to −1.

**mvd\_sign\_flag**[ compIdx ] specifies the sign of a motion vector component difference as follows:

* If mvd\_sign\_flag[ compIdx ] is equal to 0, the corresponding motion vector component difference has a positive value.
* Otherwise (mvd\_sign\_flag[ compIdx ] is equal to 1), the corresponding motion vector component difference has a negative value.

When mvd\_sign\_flag[ compIdx ] is not present, it is inferred to be equal to 0.

The motion vector difference lMvd[ compIdx ] for compIdx = 0..1 is derived as follows:

lMvd[ compIdx ] = abs\_mvd\_greater0\_flag[ compIdx ] \*  
 ( abs\_mvd\_minus2[ compIdx ] + 2 ) \* ( 1 − 2 \* mvd\_sign\_flag[ compIdx ] ) (7‑165)

The value of lMvd[ compIdx ] shall be in the range of −217 to 217 − 1, inclusive.

Depending in the value of MotionModelIdc[ x0 ][ y0 ], motion vector differences are derived as follows:

* If MotionModelIdc[ x0 ][ y0 ] is equal to 0, the variable MvdLX[ x0 ][ y0 ][ compIdx ], with X being 0 or 1, specifies the difference between a list X vector component to be used and its prediction. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture. The horizontal motion vector component difference is assigned compIdx = 0 and the vertical motion vector component is assigned compIdx = 1.
* If refList is equal to 0, MvdL0[ x0 ][ y0 ][ compIdx ] is set equal to lMvd[ compIdx ] for compIdx = 0..1.
* Otherwise (refList is equal to 1), MvdL1[ x0 ][ y0 ][ compIdx ] is set equal to lMvd[ compIdx ] for compIdx = 0..1.
* Otherwise (MotionModelIdc[ x0 ][ y0 ] is not equal to 0), the variable MvdCpLX[ x0 ][ y0 ][ cpIdx ][ compIdx ], with X being 0 or 1, specifies the difference between a list X vector component to be used and its prediction. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered coding block relative to the top-left luma sample of the picture, the array index cpIdx specifies the control point index. The horizontal motion vector component difference is assigned compIdx = 0 and the vertical motion vector component is assigned compIdx = 1.
* If refList is equal to 0, MvdCpL0[ x0 ][ y0 ][ cpIdx ][ compIdx ] is set equal to lMvd[ compIdx ] for compIdx = 0..1.
* Otherwise (refList is equal to 1), MvdCpL1[ x0 ][ y0 ][ cpIdx ][ compIdx ] is set equal to lMvd[ compIdx ] for compIdx = 0..1.

When sym\_mvd\_flag[ x0 ][ y0] is equal to 1, the value of MvdL1[ x0 ][ y0 ][ compIdx] shall be in the range of −217 to 217 − 1, inclusive.

#### Transform tree semantics

#### Transform unit semantics

The transform coefficient levels are represented by the arrays TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ]. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered transform block relative to the top-left luma sample of the picture. The array index cIdx specifies an indicator for the colour component; it is equal to 0 for Y, 1 for Cb, and 2 for Cr. The array indices xC and yC specify the transform coefficient location ( xC, yC ) within the current transform block. When the value of TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] is not specified in clause 7.3.8.11, it is inferred to be equal to 0.

**tu\_cbf\_cb**[ x0 ][ y0 ] equal to 1 specifies that the Cb transform block contains one or more transform coefficient levels not equal to 0. The array indices x0, y0 specify the top-left location ( x0, y0 ) of the considered transform block.

When tu\_cbf\_cb[ x0 ][ y0 ] is not present in the current TU, its value is inferred to be equal to 0.

**tu\_cbf\_cr**[ x0 ][ y0 ] equal to 1 specifies that the Cr transform block contains one or more transform coefficient levels not equal to 0. The array indices x0, y0 specify the top-left location ( x0, y0 ) of the considered transform block.

When tu\_cbf\_cr[ x0 ][ y0 ] is not present in the current TU, its value is inferred to be equal to 0.

**tu\_cbf\_luma**[ x0 ][ y0 ] equal to 1 specifies that the luma transform block contains one or more transform coefficient levels not equal to 0. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered transform block relative to the top-left luma sample of the picture.

When tu\_cbf\_luma[ x0 ][ y0 ] is not present in the current TU, its value is inferred as follows:

* If cu\_sbt\_flag is equal to 1 and one of the following conditions is true, tu\_cbf\_luma[ x0 ][ y0 ] is inferred to be equal to 0:
* subTuIndex is equal to 0 and cu\_sbt\_pos\_flag is equal to 1
* subTuIndex is equal to 1 and cu\_sbt\_pos\_flag is equal to 0
* Otherwise, tu\_cbf\_luma[ x0 ][ y0 ] is inferred to be equal to 1.

**tu\_joint\_cbcr\_residual\_flag**[ x0 ][ y0 ] specifies whether the residual samples for both chroma components Cb and Cr are coded as a single transform block. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered transform block relative to the top-left luma sample of the picture.

tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ] equal to 1 specifies that the transform unit syntax includes the transform coefficient levels for a single transform block from which the residual samples for both Cb and Cr are derived. tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ] equal to 0 specifies that the transform coefficient levels of the chroma components are coded as indicated by the syntax elements tu\_cbf\_cb[ x0 ][ y0 ] and tu\_cbf\_cr[ x0 ][ y0 ].

When tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

Depending on tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ], tu\_cbf\_cb[ x0 ][ y0 ], and tu\_cbf\_cr[ x0 ][ y0 ], the variable TuCResMode[ x0 ][ y0 ] is derived as follows:

* If tu\_joint\_cbcr\_residual\_flag[ x0 ][ y0 ] is equal to 0, the variable TuCResMode[ x0 ][ y0 ] is set equal to 0;
* Otherwise, if tu\_cbf\_cb[ x0 ][ y0 ] is equal to 1 and tu\_cbf\_cr[ x0 ][ y0 ] is equal to 0, the variable TuCResMode[ x0 ][ y0 ] is set equal to 1;
* Otherwise, if tu\_cbf\_cb[ x0 ][ y0 ] is equal to 1, the variable TuCResMode[ x0 ][ y0 ] is set equal to 2;
* Otherwise, the variable TuCResMode[ x0 ][ y0 ] is set equal to 3.

**cu\_qp\_delta\_abs** specifies the absolute value of the difference CuQpDeltaVal between the quantization parameter of the current coding unit and its prediction.

**cu\_qp\_delta\_sign\_flag** specifies the sign of CuQpDeltaVal as follows:

* If cu\_qp\_delta\_sign\_flag is equal to 0, the corresponding CuQpDeltaVal has a positive value.
* Otherwise (cu\_qp\_delta\_sign\_flag is equal to 1), the corresponding CuQpDeltaVal has a negative value.

When cu\_qp\_delta\_sign\_flag is not present, it is inferred to be equal to 0.

When cu\_qp\_delta\_abs is present, the variables IsCuQpDeltaCoded and CuQpDeltaVal are derived as follows:

IsCuQpDeltaCoded = 1 (7‑166)

CuQpDeltaVal = cu\_qp\_delta\_abs \* ( 1 − 2 \* cu\_qp\_delta\_sign\_flag ) (7‑167)

The value of CuQpDeltaVal shall be in the range of −( 32 + QpBdOffsetY / 2 ) to +( 31 + QpBdOffsetY / 2 ), inclusive.

**cu\_chroma\_qp\_offset\_flag** when present and equal to 1, specifies that an entry in the cb\_qp\_offset\_list[ ] is used to determine the value of CuQpOffsetCb, a corresponding entry in the cr\_qp\_offset\_list[ ] is used to determine the value of CuQpOffsetCr, and a corresponding entry in the joint\_cbcr\_qp\_offset\_list[ ] is used to determine the value of CuQpOffsetCbCr. cu\_chroma\_qp\_offset\_flag equal to 0 specifies that these lists are not used to determine the values of CuQpOffsetCb, CuQpOffsetCr, and CuQpOffsetCbCr.

**cu\_chroma\_qp\_offset\_idx**, when present, specifies the index into the cb\_qp\_offset\_list[ ], cr\_qp\_offset\_list[ ], and joint\_cbcr\_qp\_offset\_list[ ] that is used to determine the value of CuQpOffsetCb, CuQpOffsetCr, and CuQpOffsetCbCr. When present, the value of cu\_chroma\_qp\_offset\_idx shall be in the range of 0 to chroma\_qp\_offset\_list\_len\_minus1, inclusive. When not present, the value of cu\_chroma\_qp\_offset\_idx is inferred to be equal to 0.

When cu\_chroma\_qp\_offset\_flag is present, the following applies:

* The variable IsCuChromaQpOffsetCoded is set equal to 1.
* The variables CuQpOffsetCb, CuQpOffsetCr, and CuQpOffsetCbCr are derived as follows:
* If cu\_chroma\_qp\_offset\_flag is equal to 1, the following applies:

CuQpOffsetCb = cb\_qp\_offset\_list[ cu\_chroma\_qp\_offset\_idx ] (7‑168)

CuQpOffsetCr = cr\_qp\_offset\_list[ cu\_chroma\_qp\_offset\_idx ] (7‑169)

CuQpOffsetCbCr = joint\_cbcr\_qp\_offset\_list[ cu\_chroma\_qp\_offset\_idx ] (7‑170)

* Otherwise (cu\_chroma\_qp\_offset\_flag is equal to 0), CuQpOffsetCb, CuQpOffsetCr, and CuQpOffsetCbCr are all set equal to 0.

**transform\_skip\_flag**[ x0 ][ y0 ] specifies whether a transform is applied to the luma transform block or not. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered transform block relative to the top-left luma sample of the picture. transform\_skip\_flag[ x0 ][ y0 ] equal to 1 specifies that no transform is applied to the luma transform block. transform\_skip\_flag[ x0 ][ y0 ] equal to 0 specifies that the decision whether transform is applied to the luma transform block or not depends on other syntax elements.

When transform\_skip\_flag[ x0 ][ y0 ] is not present, it is inferred as follows:

* If BdcpmFlag[ x0 ][ x0 ] is equal to 1, transform\_skip\_flag[ x0 ][ y0 ] is inferred to be equal to 1.
* Otherwise (BdcpmFlag[ x0 ][ x0 ] is equal to 0), transform\_skip\_flag[ x0 ][ y0 ] is inferred to be equal to 0.

**tu\_mts\_idx**[ x0 ][ y0 ] specifies which transform kernels are applied to the residual samples along the horizontal and vertical direction of the associated luma transform block. The array indices x0, y0 specify the location ( x0, y0 ) of the top-left luma sample of the considered transform block relative to the top-left luma sample of the picture.

When tu\_mts\_idx[ x0 ][ y0 ] is not present, it is inferred to be equal to 0.

#### Residual coding semantics

The array AbsLevel[ xC ][ yC ] represents an array of absolute values of transform coefficient levels for the current transform block and the array AbsLevelPass1[ xC ][ yC ] represents an array of partially reconstructed absolute values of transform coefficient levels for the current transform block. The array indices xC and yC specify the transform coefficient location ( xC, yC ) within the current transform block. When the value of AbsLevel[ xC ][ yC ] is not specified in clause 7.3.8.11, it is inferred to be equal to 0. When the value of AbsLevelPass1[ xC ][ yC ] is not specified in clause 7.3.8.11, it is inferred to be equal to 0.

The variables CoeffMin and CoeffMax specifying the minimum and maximum transform coefficient values are derived as follows:

CoeffMin = −( 1 << 15 ) (7‑171)

CoeffMax = ( 1 << 15 ) − 1 (7‑172)

The array QStateTransTable[ ][ ] is specified as follows:

QStateTransTable[ ][ ] = { { 0, 2 }, { 2, 0 }, { 1, 3 }, { 3, 1 } } (7‑173)

**last\_sig\_coeff\_x\_prefix** specifies the prefix of the column position of the last significant coefficient in scanning order within a transform block. The values of last\_sig\_coeff\_x\_prefix shall be in the range of 0 to ( log2ZoTbWidth  <<  1 ) − 1, inclusive.

When last\_sig\_coeff\_x\_prefix is not present, it is inferred to be 0.

**last\_sig\_coeff\_y\_prefix** specifies the prefix of the row position of the last significant coefficient in scanning order within a transform block. The values of last\_sig\_coeff\_y\_prefix shall be in the range of 0 to ( log2ZoTbHeight  <<  1 ) − 1, inclusive.

When last\_sig\_coeff\_y\_prefix is not present, it is inferred to be 0.

**last\_sig\_coeff\_x\_suffix** specifies the suffix of the column position of the last significant coefficient in scanning order within a transform block. The values of last\_sig\_coeff\_x\_suffix shall be in the range of 0 to ( 1  <<  ( ( last\_sig\_coeff\_x\_prefix  >>  1 ) − 1 ) ) − 1, inclusive.

The column position of the last significant coefficient in scanning order within a transform block LastSignificantCoeffX is derived as follows:

* If last\_sig\_coeff\_x\_suffix is not present, the following applies:

LastSignificantCoeffX = last\_sig\_coeff\_x\_prefix (7‑174)

* Otherwise (last\_sig\_coeff\_x\_suffix is present), the following applies:

LastSignificantCoeffX = ( 1  <<  ( (last\_sig\_coeff\_x\_prefix  >>  1 ) − 1 ) ) \* (7‑175)  
 ( 2 + (last\_sig\_coeff\_x\_prefix & 1 ) ) + last\_sig\_coeff\_x\_suffix

**last\_sig\_coeff\_y\_suffix** specifies the suffix of the row position of the last significant coefficient in scanning order within a transform block. The values of last\_sig\_coeff\_y\_suffix shall be in the range of 0 to ( 1  <<  ( ( last\_sig\_coeff\_y\_prefix  >>  1 ) − 1 ) ) − 1, inclusive.

The row position of the last significant coefficient in scanning order within a transform block LastSignificantCoeffY is derived as follows:

* If last\_sig\_coeff\_y\_suffix is not present, the following applies:

LastSignificantCoeffY = last\_sig\_coeff\_y\_prefix (7‑176)

* Otherwise (last\_sig\_coeff\_y\_suffix is present), the following applies:

LastSignificantCoeffY = ( 1  <<  ( ( last\_sig\_coeff\_y\_prefix  >>  1 ) − 1 ) ) \* (7‑177)  
 ( 2 + ( last\_sig\_coeff\_y\_prefix & 1 ) ) + last\_sig\_coeff\_y\_suffix

**coded\_sub\_block\_flag**[ xS ][ yS ] specifies the following for the subblock at location ( xS, yS ) within the current transform block, where a subblock is a (4x4) array of 16 transform coefficient levels:

* If coded\_sub\_block\_flag[ xS ][ yS ] is equal to 0, the 16 transform coefficient levels of the subblock at location ( xS, yS ) are inferred to be equal to 0.
* Otherwise (coded\_sub\_block\_flag[ xS ][ yS ] is equal to 1), the following applies:
* If ( xS, yS ) is equal to ( 0, 0 ) and ( LastSignificantCoeffX, LastSignificantCoeffY ) is not equal to ( 0, 0 ), at least one of the 16 sig\_coeff\_flag syntax elements is present for the subblock at location ( xS, yS ).
* Otherwise, at least one of the 16 transform coefficient levels of the subblock at location ( xS, yS ) has a non-zero value.

When coded\_sub\_block\_flag[ xS ][ yS ] is not present, it is inferred to be equal to 1.

**sig\_coeff\_flag**[ xC ][ yC ] specifies for the transform coefficient location ( xC, yC ) within the current transform block whether the corresponding transform coefficient level at the location ( xC, yC ) is non-zero as follows:

* If sig\_coeff\_flag[ xC ][ yC ] is equal to 0, the transform coefficient level at the location ( xC, yC ) is set equal to 0.
* Otherwise (sig\_coeff\_flag[ xC ][ yC ] is equal to 1), the transform coefficient level at the location ( xC, yC ) has a non‑zero value.

When sig\_coeff\_flag[ xC ][ yC ] is not present, it is inferred as follows:

* If ( xC, yC ) is the last significant location ( LastSignificantCoeffX, LastSignificantCoeffY ) in scan order or all of the following conditions are true, sig\_coeff\_flag[ xC ][ yC ] is inferred to be equal to 1:
* ( xC & ( (1 << log2SbW ) − 1 ), yC & ( (1 << log2SbH ) − 1 ) ) is equal to ( 0, 0 ).
* inferSbDcSigCoeffFlag is equal to 1.
* coded\_sub\_block\_flag[ xS ][ yS ] is equal to 1.
* Otherwise, sig\_coeff\_flag[ xC ][ yC ] is inferred to be equal to 0.

**abs\_level\_gtx\_flag**[ n ][ j ] specifies whether the absolute value of the transform coefficient level (at scanning position n) is greater than ( j << 1 ) + 1. When abs\_level\_gtx\_flag[ n ][ j ] is not present, it is inferred to be equal to 0.

**par\_level\_flag**[ n ] specifies the parity of the transform coefficient level at scanning position n. When par\_level\_flag[ n ] is not present, it is inferred to be equal to 0.

**abs\_remainder**[ n ] is the remaining absolute value of a transform coefficient level that is coded with Golomb-Rice code at the scanning position n. When abs\_remainder[ n ] is not present, it is inferred to be equal to 0.

It is a requirement of bitstream conformance that the value of abs\_remainder[ n ] shall be constrained such that the corresponding value of TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] is in the range of CoeffMin to CoeffMax, inclusive.

**dec\_abs\_level**[ n ] is an intermediate value that is coded with Golomb-Rice code at the scanning position n. Given ZeroPos[ n ] that is derived in clause 9.3.3.2 during the parsing of dec\_abs\_level[ n ], the absolute value of a transform coefficient level at location ( xC, yC ) AbsLevel[ xC ][ yC ] is derived using as follows:

* If dec\_abs\_level[ n ] is equal to ZeroPos[ n ], AbsLevel[ xC ][ yC ] is set equal to 0.
* Otherwise, if dec\_abs\_level[ n ] is less than ZeroPos[ n ], AbsLevel[ xC ][ yC ] is set equal to dec\_abs\_level[ n ] + 1;
* Otherwise (dec\_abs\_level[ n ] is greater than ZeroPos[ n ]), AbsLevel[ xC ][ yC ] is set equal to dec\_abs\_level[ n ].

The value of AbsLevelPass1[ xC ][ yC ] is derived as follows:

AbsLevelPass1[ xC ][ yC ] = Min( 4 + ( AbsLevel[ xC ][ yC ] & 1 ), AbsLevel[ xC ][ yC ] ) (7‑178)

It is a requirement of bitstream conformance that the value of dec\_abs\_level[ n ] shall be constrained such that the corresponding value of TransCoeffLevel[ x0 ][ y0 ][ cIdx ][ xC ][ yC ] is in the range of CoeffMin to CoeffMax, inclusive.

**coeff\_sign\_flag**[ n ] specifies the sign of a transform coefficient level for the scanning position n as follows:

* If coeff\_sign\_flag[ n ] is equal to 0, the corresponding transform coefficient level has a positive value.
* Otherwise (coeff\_sign\_flag[ n ] is equal to 1), the corresponding transform coefficient level has a negative value.

When coeff\_sign\_flag[ n ] is not present, it is inferred to be equal to 0.

The value of CoeffSignLevel[ xC ][ yC ] specifies the sign of a transform coefficient level at the location ( xC, yC ) as follows:

* If CoeffSignLevel[ xC ][ yC ] is equal to 0, the corresponding transform coefficient level is equal to zero
* Otherwise, if CoeffSignLevel[ xC ][ yC ] is equal to 1, the corresponding transform coefficient level has a positive value.
* Otherwise (CoeffSignLevel[ xC ][ yC ] is equal to −1), the corresponding transform coefficient level has a negative value.

# Decoding process

## General decoding process

* + 1. **General**

Input to this process is a bitstream. Output of this process is a list of decoded pictures.

The decoding process is specified such that all decoders that conform to a specified profile and level will produce numerically identical cropped decoded output pictures when invoking the decoding process associated with that profile for a bitstream conforming to that profile and level. Any decoding process that produces identical cropped decoded output pictures to those produced by the process described herein (with the correct output order or output timing, as specified) conforms to the decoding process requirements of this Specification.

For each IRAP picture in the bitstream, the following applies:

– If the picture is an IDR picture, the first picture in the bitstream in decoding order, or the first picture that follows an end of sequence NAL unit in decoding order, the variable NoIncorrectPicOutputFlag is set equal to 1.

– Otherwise, if some external means not specified in this Specification is available to set the variable HandleCraAsCvsStartFlag to a value for the picture, HandleCraAsCvsStartFlag is set equal to the value provided by the external means and NoIncorrectPicOutputFlag is set equal to HandleCraAsCvsStartFlag.

– Otherwise, HandleCraAsCvsStartFlag and NoIncorrectPicOutputFlag are both set equal to 0.

For each GDR picture in the bitstream, the following applies:

– If the current picture is the first picture in the bitstream in decoding order or the first picture that follows an end of sequence NAL unit in decoding order, the variable NoIncorrectPicOutputFlag is set equal to 1.

– Otherwise, NoIncorrectPicOutputFlag is set equal to 0.

NOTE – The above operations, for both IRAP pictures and GDR pictuures, are needed for identification of the CVSs in the bitstream.

For each CVS in the bitstream, the list TargetLayerIdList, which identifies the list of target layers to be decoded, and the variable HighestTid, which identifies the highest temporal sub-layer to be decoded, are specified as follows:

– If some external means, not specified in this Specification, is available to set TargetLayerIdList, TargetLayerIdList is set by the external means.

– Otherwise, if vps\_all\_independent\_layers\_flag is equal to 1, TargetLayerIdList is set to contain only vps\_layer\_id[ 0 ].

– Otherwise, TargetLayerIdList is set to contain vps\_layer\_id[ i ] for i in the range of 0 to vps\_max\_layers\_minus1, inclusive.

– If some external means, not specified in this Specification, is available to set HighestTid, HighestTid is set by the external means.

– Otherwise, HighestTid is set equal to sps\_max\_sub\_layers\_minus1.

The variable DecodingUnitHrdFlag is specified as follows:

– If the decoding process is invoked in a bitstream conformance test as specified in clause C.1, DecodingUnitHrdFlag is set as specified in clause C.1.

– Otherwise, DecodingUnitHrdFlag is set equal to decoding\_unit\_hrd\_params\_present\_flag.

For each CVS in the bitsstream, the sub-bitstream extraction process as specified in clause 10 is applied with the CVS, TargetLayerIdList, and HighestTid as inputs, and the output is assigned to a bitstream referred to as CvsToDecode. After that, the instances of CvsToDecode of all the CVSs are concatenated, in decoding order, and the result is assigned to the bitstream BitstreamToDecode.

Clause 8.1.2 is repeatedly invoked for each coded picture in BitstreamToDecode in decoding order.

* + 1. **Decoding process for a coded picture**

The decoding processes specified in this clause apply to each coded picture, referred to as the current picture and denoted by the variable CurrPic, in BitstreamToDecode.

Depending on the value of chroma\_format\_idc, the number of sample arrays of the current picture is as follows:

– If chroma\_format\_idc is equal to 0, the current picture consists of 1 sample array SL.

– Otherwise (chroma\_format\_idc is not equal to 0), the current picture consists of 3 sample arrays SL, SCb, SCr.

The decoding process for the current picture takes as inputs the syntax elements and upper-case variables from clause 7. When interpreting the semantics of each syntax element in each NAL unit, and in the remaining parts of clause 8, the term "the bitstream" (or part thereof, e.g., a CVS of the bitstream) refers to BitstreamToDecode (or part thereof).

Depending on the value of separate\_colour\_plane\_flag, the decoding process is structured as follows:

– If separate\_colour\_plane\_flag is equal to 0, the decoding process is invoked a single time with the current picture being the output.

– Otherwise (separate\_colour\_plane\_flag is equal to 1), the decoding process is invoked three times. Inputs to the decoding process are all NAL units of the coded picture with identical value of colour\_plane\_id. The decoding process of NAL units with a particular value of colour\_plane\_id is specified as if only a CVS with monochrome colour format with that particular value of colour\_plane\_id would be present in the bitstream. The output of each of the three decoding processes is assigned to one of the 3 sample arrays of the current picture, with the NAL units with colour\_plane\_id equal to 0, 1 and 2 being assigned to SL, SCb and SCr, respectively.

NOTE – The variable ChromaArrayType is derived as equal to 0 when separate\_colour\_plane\_flag is equal to 1 and chroma\_format\_idc is equal to 3. In the decoding process, the value of this variable is evaluated resulting in operations identical to that of monochrome pictures (when chroma\_format\_idc is equal to 0).

The decoding process operates as follows for the current picture CurrPic:

1. The decoding of NAL units is specified in clause 8.2.
2. The processes in clause 8.3 specify the following decoding processes using syntax elements in the slice header layer and above:

– Variables and functions relating to picture order count are derived as specified in clause 8.3.1. This needs to be invoked only for the first slice of a picture.

– At the beginning of the decoding process for each slice of a non-IDR picture, the decoding process for reference picture lists construction specified in clause 8.3.2 is invoked for derivation of reference picture list 0 (RefPicList[ 0 ]) and reference picture list 1 (RefPicList[ 1 ]).

– The decoding process for reference picture marking in clause 8.3.3 is invoked, wherein reference pictures may be marked as "unused for reference" or "used for long-term reference". This needs to be invoked only for the first slice of a picture.

– When the current picture is a CRA picture with NoIncorrectPicOutputFlag equal to 1 or GDR picture with NoIncorrectPicOutputFlag equal to 1, the decoding process for generating unavailable reference pictures specified in subclause 8.3.4 is invoked, which needs to be invoked only for the first slice of a picture.

– PictureOutputFlag is set as follows:

– If one of the following conditions is true, PictureOutputFlag is set equal to 0:

– the current picture is a RASL picture and NoIncorrectPicOutputFlag of the associated IRAP picture is equal to 1.

– gdr\_enabled\_flag is equal to 1 and the current picture is a GDR picture with NoIncorrectPicOutputFlag equal to 1.

– gdr\_enabled\_flag is equal to 1, the current picture is associated with a GDR picture with NoIncorrectPicOutputFlag equal to 1, and PicOrderCntVal of the current picture is less than RpPicOrderCntVal of the associated GDR picture.

– vps\_output\_layer\_mode is equal to 0 and the current access unit contains a picture that has pic\_output\_flag equal to 1, has nuh\_layer\_id nuhLid greater than that of the current picture, and belongs to an output layer (i.e., OutputLayerFlag[ GeneralLayerIdx[ nuhLid ] ] is equal to 1).

– vps\_output\_layer\_mode is equal to 2 and OutputLayerFlag[ GeneralLayerIdx[ nuh\_layer\_id ] ] is equal to 0.

– Otherwise, PictureOutputFlag is set equal to pic\_output\_flag.

1. The processes in clauses 8.4, 8.5, 8.6, 8.7 and 8.8 specify decoding processes using syntax elements in all syntax structure layers. It is a requirement of bitstream conformance that the coded slices of the picture shall contain slice data for every CTU of the picture, such that the division of the picture into slices, and the division of the slices into CTUs each forms a partitioning of the picture.
2. After all slices of the current picture have been decoded, the current decoded picture is marked as "used for short-term reference", and each ILRP entry in RefPicList[ 0 ] or RefPicList[ 1 ] is marked as "used for short-term reference".

When gdr\_enabled\_flag is equal to 1 and PicOrderCntVal of the current picture is greater than or equal to RpPicOrderCntVal of the previous GDR picture in decoding order for which there is no IRAP picure between the current picture and the previous GDR picture in decoding order, it is a requirement of bitstream conformance that the current and subsequent decoded pictures shall be an exact match to the pictures produced by starting the decoding process at the previous IRAP picture preceding the current picture in decoding order.

## NAL unit decoding process

Inputs to this process are NAL units of the current picture and their associated non-VCL NAL units.

Outputs of this process are the parsed RBSP syntax structures encapsulated within the NAL units.

The decoding process for each NAL unit extracts the RBSP syntax structure from the NAL unit and then parses the RBSP syntax structure.

## Slice decoding process

### Decoding process for picture order count

Output of this process is PicOrderCntVal, the picture order count of the current picture.

Each coded picture is associated with a picture order count variable, denoted as PicOrderCntVal.

When the current picture is not a CLVSS picture, the variables prevPicOrderCntLsb and prevPicOrderCntMsb are derived as follows:

* Let prevTid0Pic be the previous picture in decoding order that has nuh\_layer\_id equal to the nuh\_layer\_id of the current picture and TemporalId equal to 0 and that is not a RASL or RADL picture.
* The variable prevPicOrderCntLsb is set equal to slice\_pic\_order\_cnt\_lsb of prevTid0Pic.
* The variable prevPicOrderCntMsb is set equal to PicOrderCntMsb of prevTid0Pic.

The variable PicOrderCntMsb of the current picture is derived as follows:

* If the current picture is a CLVSS picture, PicOrderCntMsb is set equal to 0.
* Otherwise, PicOrderCntMsb is derived as follows:

if( ( slice\_pic\_order\_cnt\_lsb < prevPicOrderCntLsb ) &&  
 ( ( prevPicOrderCntLsb − slice\_pic\_order\_cnt\_lsb ) >= ( MaxPicOrderCntLsb / 2 ) ) )  
 PicOrderCntMsb = prevPicOrderCntMsb + MaxPicOrderCntLsb (8‑1)  
else if( (slice\_pic\_order\_cnt\_lsb > prevPicOrderCntLsb ) &&  
 ( ( slice\_pic\_order\_cnt\_lsb − prevPicOrderCntLsb ) > ( MaxPicOrderCntLsb / 2 ) ) )  
 PicOrderCntMsb = prevPicOrderCntMsb − MaxPicOrderCntLsb  
else  
 PicOrderCntMsb = prevPicOrderCntMsb

PicOrderCntVal is derived as follows:

PicOrderCntVal = PicOrderCntMsb + slice\_pic\_order\_cnt\_lsb (8‑2)

NOTE 1 – All CLVSS pictures will have PicOrderCntVal equal to slice\_pic\_order\_cnt\_lsb since for CLVSS pictures PicOrderCntMsb is set equal to 0.

The value of PicOrderCntVal shall be in the range of −231 to 231 − 1, inclusive.

In one CVS, the PicOrderCntVal values for any two coded pictures with the same value of nuh\_layer\_id shall not be the same.

All pictures in any particular access unit shall have the same value of PicOrderCntVal.

The function PicOrderCnt( picX ) is specified as follows:

PicOrderCnt( picX ) = PicOrderCntVal of the picture picX (8‑3)

The function DiffPicOrderCnt( picA, picB ) is specified as follows:

DiffPicOrderCnt( picA, picB ) = PicOrderCnt( picA ) − PicOrderCnt( picB ) (8‑4)

The bitstream shall not contain data that result in values of DiffPicOrderCnt( picA, picB ) used in the decoding process that are not in the range of −215 to 215 − 1, inclusive.

NOTE 2 – Let X be the current picture and Y and Z be two other pictures in the same CVS, Y and Z are considered to be in the same output order direction from X when both DiffPicOrderCnt( X, Y ) and DiffPicOrderCnt( X, Z ) are positive or both are negative.

### Decoding process for reference picture lists construction

This process is invoked at the beginning of the decoding process for each slice of a non-IDR picture.

Reference pictures are addressed through reference indices. A reference index is an index into a reference picture list. When decoding an I slice, no reference picture list is used in decoding of the slice data. When decoding a P slice, only reference picture list 0 (i.e., RefPicList[ 0 ]), is used in decoding of the slice data. When decoding a B slice, both reference picture list 0 and reference picture list 1 (i.e., RefPicList[ 1 ]) are used in decoding of the slice data.

At the beginning of the decoding process for each slice of a non-IDR picture, the reference picture lists RefPicList[ 0 ] and RefPicList[ 1 ] are derived. The reference picture lists are used in marking of reference pictures as specified in clause 8.3.3 or in decoding of the slice data.

NOTE 1 – For an I slice of a non-IDR picture that it is not the first slice of the picture, RefPicList[ 0 ] and RefPicList[ 1 ] may be derived for bitstream conformance checking purpose, but their derivation is not necessary for decoding of the current picture or pictures following the current picture in decoding order. For a P slice that it is not the first slice of a picture, RefPicList[ 1 ] may be derived for bitstream conformance checking purpose, but its derivation is not necessary for decoding of the current picture or pictures following the current picture in decoding order.

The reference picture lists RefPicList[ 0 ] and RefPicList[ 1 ] are constructed as follows:

for( i = 0; i < 2; i++ ) {  
 for( j = 0, k = 0, pocBase = PicOrderCntVal; j < num\_ref\_entries[ i ][ RplsIdx[ i ] ]; j++) {  
 if( !inter\_layer\_ref\_pic\_flag[ i ][ RplsIdx[ i ] ][ j ] ) {  
 if( st\_ref\_pic\_flag[ i ][ RplsIdx[ i ] ][ j ] ) {  
 RefPicPocList[ i ][ j ] = pocBase − DeltaPocValSt[ i ][ RplsIdx[ i ] ][ j ]  
 if( there is a reference picture picA in the DPB with the same nuh\_layer\_id as the current picture  
 and PicOrderCntVal equal to RefPicPocList[ i ][ j ] )  
 RefPicList[ i ][ j ] = picA  
 else  
 RefPicList[ i ][ j ] = "no reference picture" (8‑5)  
 pocBase = RefPicPocList[ i ][ j ]  
 } else {  
 if( !delta\_poc\_msb\_cycle\_lt[ i ][ k ] ) {  
 if( there is a reference picA in the DPB with the same nuh\_layer\_id as the current picture and  
 PicOrderCntVal & ( MaxPicOrderCntLsb − 1 ) equal to PocLsbLt[ i ][ k ] )  
 RefPicList[ i ][ j ] = picA  
 else  
 RefPicList[ i ][ j ] = "no reference picture"  
 RefPicLtPocList[ i ][ j ] = PocLsbLt[ i ][ k ]  
 } else {  
 if( there is a reference picA in the DPB with the same nuh\_layer\_id as the current picture and  
 PicOrderCntVal equal to FullPocLt[ i ][ k ] )  
 RefPicList[ i ][ j ] = picA  
 else  
 RefPicList[ i ][ j ] = "no reference picture"  
 RefPicLtPocList[ i ][ j ] = FullPocLt[ i ][ k ]  
 }  
 k++  
 }  
 } else {  
 layerIdx = DirectDependentLayerIdx[ GeneralLayerIdx[ nuh\_layer\_id ] ][ ilrp\_idc[ i ][ RplsIdx ][ j ] ]  
 refPicLayerId = vps\_layer\_id[ layerIdx ]  
 if( there is a reference picture picA in the DPB with nuh\_layer\_id equal to refPicLayerId and  
 the same PicOrderCntVal as the current picture )  
 RefPicList[ i ][ j ] = picA  
 else  
 RefPicList[ i ][ j ] = "no reference picture"  
 }  
 }  
}

For each i equal to 0 or 1, the first NumRefIdxActive[ i ] entries in RefPicList[ i ] are referred to as the active entries in RefPicList[ i ], and the other entries in RefPicList[ i ] are referred to as the inactive entries in RefPicList[ i ].

NOTE 2 – It is possible that a particular picture is referred to by both an entry in RefPicList[ 0 ] and an entry in RefPicList[ 1 ]. It is also possible that a particular picture is referred to by more than one entry in RefPicList[ 0 ] or by more than one entry in RefPicList[ 1 ].

NOTE 3 – The active entries in RefPicList[ 0 ] and the active entries in RefPicList[ 1 ] collectively refer to all reference pictures that may be used for inter prediction of the current picture and one or more pictures that follow the current picture in decoding order. The inactive entries in RefPicList[ 0 ] and the inactive entries in RefPicList[ 1 ] collectively refer to all reference pictures that are *not* used for inter prediction of the current picture but may be used in inter prediction for one or more pictures that follow the current picture in decoding order.

NOTE 4 – There may be one or more entries in RefPicList[ 0 ] or RefPicList[ 1 ] that are equal to "no reference picture" because the corresponding pictures are not present in the DPB. Each inactive entry in RefPicList[ 0 ] or RefPicList[ 0 ] that is equal to "no reference picture" should be ignored. An unintentional picture loss should be inferred for each active entry in RefPicList[ 0 ] or RefPicList[ 1 ] that is equal to "no reference picture".

It is a requirement of bitstream conformance that the following constraints apply:

* For each i equal to 0 or 1, num\_ref\_entries[ i ][ RplsIdx[ i ] ] shall not be less than NumRefIdxActive[ i ].
* The picture referred to by each active entry in RefPicList[ 0 ] or RefPicList[ 1 ] shall be present in the DPB and shall have TemporalId less than or equal to that of the current picture.
* The picture referred to by each entry in RefPicList[ 0 ] or RefPicList[ 1 ] shall not be the current picture and shall have non\_reference\_picture\_flag equal to 0.
* An STRP entry in RefPicList[ 0 ] or RefPicList[ 1 ] of a slice of a picture and an LTRP entry in RefPicList[ 0 ] or RefPicList[ 1 ] of the same slice or a different slice of the same picture shall not refer to the same picture.
* There shall be no LTRP entry in RefPicList[ 0 ] or RefPicList[ 1 ] for which the difference between the PicOrderCntVal of the current picture and the PicOrderCntVal of the picture referred to by the entry is greater than or equal to 224.
* Let setOfRefPics be the set of unique pictures referred to by all entries in RefPicList[ 0 ] that have the same nuh\_layer\_id as the current picture and all entries in RefPicList[ 1 ] that have the same nuh\_layer\_id as the current picture. The number of pictures in setOfRefPics shall be less than or equal to sps\_max\_dec\_pic\_buffering\_minus1 and setOfRefPics shall be the same for all slices of a picture.
* When the current picture is an STSA picture, there shall be no active entry in RefPicList[ 0 ] or RefPicList[ 1 ] that has TemporalId equal to that of the current picture.
* When the current picture is a picture that follows, in decoding order, an STSA picture that has TemporalId equal to that of the current picture, there shall be no picture that has TemporalId equal to that of the current picture included as an active entry in RefPicList[ 0 ] or RefPicList[ 1 ] that precedes the STSA picture in decoding order.
* The picture referred to by each ILRP entry in RefPicList[ 0 ] or RefPicList[ 1 ] of a slice of the current picture shall be in the same access unit as the current picture.
* The picture referred to by each ILRP entry in RefPicList[ 0 ] or RefPicList[ 1 ] of a slice of the current picture shall be present in the DPB and shall have nuh\_layer\_id less than that of the current picture.
* Each ILRP entry in RefPicList[ 0 ] or RefPicList[ 1 ] of a slice shall be an active entry.

### Decoding process for reference picture marking

This process is invoked once per picture, after decoding of a slice header and the decoding process for reference picture list construction for the slice as specified in clause 8.3.2, but prior to the decoding of the slice data. This process may result in one or more reference pictures in the DPB being marked as "unused for reference" or "used for long-term reference".

A decoded picture in the DPB can be marked as "unused for reference", "used for short-term reference" or "used for long-term reference", but only one among these three at any given moment during the operation of the decoding process. Assigning one of these markings to a picture implicitly removes another of these markings when applicable. When a picture is referred to as being marked as "used for reference", this collectively refers to the picture being marked as "used for short-term reference" or "used for long-term reference" (but not both).

STRPs and ILRPs are identified by their nuh\_layer\_id and PicOrderCntVal values. LTRPs are identified by their nuh\_layer\_id values and the Log2( MaxLtPicOrderCntLsb ) LSBs of their PicOrderCntVal values.

If the current picture is a CLVSS picture, all reference pictures currently in the DPB (if any) with the same nuh\_layer\_id as the current picture are marked as "unused for reference".

Otherwise, the following applies:

* For each LTRP entry in RefPicList[ 0 ] or RefPicList[ 1 ], when the referred picture is an STRP with the same nuh\_layer\_id as the current picture, the picture is marked as "used for long-term reference".
* Each reference picture with the same nuh\_layer\_id as the current picture in the DPB that is not referred to by any entry in RefPicList[ 0 ] or RefPicList[ 1 ] is marked as "unused for reference".
* For each ILRP entry in RefPicList[ 0 ] or RefPicList[ 1 ], the referred picture is marked as "used for long-term reference".

### Decoding process for generating unavailable reference pictures

#### General decoding process for generating unavailable reference pictures

This process is invoked once per coded picture when the current picture is a CRA picture with NoIncorrectPicOutputFlag equal to 1 or a GDR picture with NoIncorrectPicOutputFlag equal to 1.

When this process is invoked, the following applies:

* For each RefPicList[ i ][ j ], with i in the range of 0 to 1, inclusive, and j in the range of 0 to num\_ref\_entries[ i ][ RplsIdx[ i ] ] − 1, inclusive, that is equal to "no reference picture", a picture is generated as specified in subclause 8.3.4.2 and the following applies:
* The value of nuh\_layer\_id for the generated picture is set equal to nuh\_layer\_id of the current picture.
* If st\_ref\_pic\_flag[ i ][ RplsIdx[ i ] ][ j ] is equal to 1, the value of PicOrderCntVal for the generated picture is set equal to RefPicPocList[ i ][ j ] and the generated picture is marked as "used for short-term reference".
* Otherwise (st\_ref\_pic\_flag[ i ][ RplsIdx[ i ] ][ j ] is equal to 0), the value of PicOrderCntVal for the generated picture is set equal to RefPicLtPocList[ i ][ j ], the value of slice\_pic\_order\_cnt\_lsb for the generated picture is inferred to be equal to ( RefPicLtPocList[ i ][ j ] & ( MaxPicOrderCntLsb – 1 ) ), and the generated picture is marked as "used for long-term reference".
* The value of PicOutputFlag for the generated reference picture is set equal to 0.
* RefPicList[ i ][ j ] is set to be the generated reference picture.

#### Generation of one unavailable picture

When this process is invoked, an unavailable picture is generated as follows:

* The value of each element in the sample array SL for the picture is set equal to 1 << ( BitDepthY − 1 ).
* When ChromaArrayType is not equal to 0, the value of each element in the sample arrays SCb and SCr for the picture is set equal to 1 << ( BitDepthC − 1 ).
* The prediction mode CuPredMode[ 0 ][ x ][ y ] is set equal to MODE\_INTRA for x ranging from 0 to pic\_width\_in\_luma\_samples − 1, inclusive, and y ranging from 0 to pic\_height\_in\_luma\_samples − 1, inclusive.

It is a requirement of bitstream conformance that the output of the recovery point picture following a GDR picture with NoIncorrectPicOutputFlag equal to 1 and the pictures following that recovery point picture in output order and decoding order is independent of the values set for the elements of SL, SCb, SCr and CuPredMode[ 0 ][ x ][ y ].

### Decoding process for symmetric motion vector difference reference indices

Output of this process are RefIdxSymL0 and RefIdxSymL1 specifying the list 0 and list 1 reference picture indices for symmetric motion vector differences, i.e., when sym\_mvd\_flag is equal to 1 for a coding unit.

The variable RefIdxSymLX with X being 0 and 1 is derived as follows:

* The variable currPic specifies the current picture.
* RefIdxSymL0 is set equal to −1.
* For each index i with i = 0..NumRefIdxActive[ 0 ] − 1, the following applies:
* When all of the following conditions are true, RefIdxSymL0 is set to i:
* RefPicList[ 0 ][ i ] is a short-term-reference picture,
* DiffPicOrderCnt( currPic, RefPicList[ 0 ][ i ] ) > 0,
* DiffPicOrderCnt( currPic, RefPicList[ 0 ][ i ] ) < DiffPicOrderCnt( currPic, RefPicList[ 0 ][ RefIdxSymL0 ] ) or RefIdxSymL0 is equal to −1.
* RefIdxSymL1 is set equal to −1.
* For each index i with i = 0..NumRefIdxActive[ 1 ]  − 1, the following applies:
* When all of the following conditions are true, RefIdxSymL1 is set to i:
* RefPicList[ 1 ][ i ] is a short-term-reference picture,
* DiffPicOrderCnt( currPic, RefPicList[ 1 ][ i ] ) < 0,
* DiffPicOrderCnt( currPic, RefPicList[ 1 ][ i ] ) > DiffPicOrderCnt( currPic, RefPicList[ 1 ][ RefIdxSymL1 ] ) or RefIdxSymL1 is equal to −1.
* When RefIdxSymL0 is equal to −1 or RefIdxSymL1 is equal to −1, the following applies:
* RefIdxSymL0 is set equal to −1 and RefIdxSymL1 is set equal to −1.
* For each index i with i = 0..NumRefIdxActive[ 0 ]  − 1, the following applies:
* When all of the following conditions are true, RefIdxSymL0 is set to i:
* RefPicList[ 0 ][ i ] is a short-term-reference picture,
* DiffPicOrderCnt( currPic, RefPicList[ 0 ][ i ] ) < 0,
* DiffPicOrderCnt( currPic, RefPicList[ 0 ][ i ] ) > DiffPicOrderCnt( currPic, RefPicList[ 0 ][ RefIdxSymL0 ] ) or RefIdxSymL0 is equal to −1.
* For each index i with i = 0..NumRefIdxActive[ 1 ]  − 1, the following applies:
* When all of the following conditions are true, RefIdxSymL1 is set to i:
* RefPicList[ 1 ][ i ] is a short-term-reference picture,
* DiffPicOrderCnt( currPic, RefPicList[ 1 ][ i ] ) > 0,
* DiffPicOrderCnt( currPic, RefPicList[ 1 ][ i ] ) < DiffPicOrderCnt( currPic, RefPicList[ 1 ][ RefIdxSymL1 ] ) or RefIdxSymL1 is equal to −1.

## Decoding process for coding units coded in intra prediction mode

### General decoding process for coding units coded in intra prediction mode

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* a variable treeType specifying whether a single or a dual tree is used and if a dual tree is used, it specifies whether the current tree corresponds to the luma or chroma components.

Output of this process is a modified reconstructed picture before in-loop filtering.

The derivation process for quantization parameters as specified in clause 8.7.1 is invoked with the luma location ( xCb, yCb ), the width of the current coding block in luma samples cbWidth and the height of the current coding block in luma samples cbHeight, and the variable treeType as inputs.

When treeType is equal to SINGLE\_TREE or treeType is equal to DUAL\_TREE\_LUMA, the decoding process for luma samples is specified as follows:

* If pred\_mode\_plt\_flag is equal to 1, the following applies:
* The general decoding process for palette blocks as specified in clause 8.4.5.3 is invoked with the luma location ( xCb, yCb ), the variable startComp set equal to 0, the variable cIdx set to 0, the variable nCbW set equal to cbWidth, the variable nCbH set equal to cbHeight.
* Otherwise (pred\_mode\_plt\_flag is equal to 0), the following applies:

1. The variable MipSizeId[ x ][ y ] for x = xCb..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1 is derived as follows:

* If both cbWidth and cbHeight are equal to 4, MipSizeId[ x ][ y ] is set equal to 0.
* Otherwise, if both cbWidth and cbHeight are less than or equal to 8, MipSizeId[ x ][ y ] is set equal to 1.
* Otherwise, MipSizeId[ x ][ y ] is set equal to 2.

1. The luma intra prediction mode is derived as follows:

* If intra\_mip\_flag[ xCb ][ yCb ] is equal to 1, IntraPredModeY[ x ][ y ] with x = xCb..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1 is set to be equal to intra\_mip\_mode[ xCb ][ yCb ].
* Otherwise, the derivation process for the luma intra prediction mode as specified in clause 8.4.2 is invoked with the luma location ( xCb, yCb ), the width of the current coding block in luma samples cbWidth and the height of the current coding block in luma samples cbHeight as input.

1. The variable predModeIntra is set equal to IntraPredModeY[ xCb ][ yCb ].
2. The general decoding process for intra blocks as specified in clause 8.4.5.1 is invoked with the sample location ( xTb0, yTb0 ) set equal to the luma location ( xCb, yCb ), the variable nTbW set equal to cbWidth, the variable nTbH set equal to cbHeight, predModeIntra, and the variable cIdx set equal to 0 as inputs, and the output is a modified reconstructed picture before in-loop filtering.

When treeType is equal to SINGLE\_TREE or treeType is equal to DUAL\_TREE\_CHROMA, and when ChromaArrayType is not equal to 0, the decoding process for chroma samples is specified as follows:

* If pred\_mode\_plt\_flag is equal to 1, the following applies:
* The general decoding process for palette blocks as specified in clause 8.4.5.3 is invoked with the luma location ( xCb, yCb ), the variable startComp set equal to 0, the variable cIdx set to 1, the variable nCbW set equal to ( cbWidth / SubWidthC ), the variable nCbH set equal to ( cbHeight / SubHeightC ).
* The general decoding process for palette blocks as specified in clause 8.4.5.3 is invoked with the luma location ( xCb, yCb ), the variable startComp set equal to 0, the variable cIdx set to 2, the variable nCbW set equal to ( cbWidth / SubWidthC ), the variable nCbH set equal to ( cbHeight / SubHeightC ).
* Otherwise (pred\_mode\_plt\_flag is equal to 0), the following applies:

1. The derivation process for the chroma intra prediction mode as specified in clause 8.4.3 is invoked with the luma location ( xCb, yCb ) , the width of the current coding block in luma samples cbWidth and the height of the current coding block in luma samples cbHeight as input.
2. The general decoding process for intra blocks as specified in clause 8.4.5.1 is invoked with the sample location ( xTb0, yTb0 ) set equal to the chroma location ( xCb / SubWidthC , yCb / SubHeightC  ), the variable nTbW set equal to ( cbWidth / SubWidthC  ), the variable nTbH set equal to ( cbHeight / SubHeightC ), the variable predModeIntra set equal to IntraPredModeC[ xCb ][ yCb ], and the variable cIdx set equal to 1, and the output is a modified reconstructed picture before in-loop filtering.
3. The general decoding process for intra blocks as specified in clause 8.4.5.1 is invoked with the sample location ( xTb0, yTb0 ) set equal to the chroma location ( xCb / SubWidthC  , yCb / SubHeightC ), the variable nTbW set equal to ( cbWidth / SubWidthC  ), the variable nTbH set equal to ( cbHeight / SubHeightC ), the variable predModeIntra set equal to IntraPredModeC[ xCb ][ yCb ], and the variable cIdx set equal to 2, and the output is a modified reconstructed picture before in-loop filtering.

### Derivation process for luma intra prediction mode

Input to this process are:

* a luma location ( xCb , yCb ) specifying the top-left sample of the current luma coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

In this process, the luma intra prediction mode IntraPredModeY[ xCb ][ yCb ] is derived.

Table 8‑1 specifies the value for the intra prediction mode IntraPredModeY[ xCb ][ yCb ] and the associated names.

Table 8‑1 – Specification of intra prediction mode and associated names

|  |  |
| --- | --- |
| **Intra prediction mode** | **Associated name** |
| 0 | INTRA\_PLANAR |
| 1 | INTRA\_DC |
| 2..66 | INTRA\_ANGULAR2..INTRA\_ANGULAR66 |
| 81..83 | INTRA\_LT\_CCLM, INTRA\_L\_CCLM, INTRA\_T\_CCLM |

NOTE – : The intra prediction modes INTRA\_LT\_CCLM, INTRA\_L\_CCLM and INTRA\_T\_CCLM are only applicable to chroma components.

IntraPredModeY[ xCb ][ yCb ] is derived as follows:

* If intra\_luma\_not\_planar\_flag[ xCb ][ yCb ] is equal to 0, IntraPredModeY[ xCb ][ yCb ] is set equal to INTRA\_PLANAR.
* Otherwise, if BdpcmFlag[ xCb ][ yCb ] is equal to 1, IntraPredModeY[ xCb ][ yCb ] is set equal to BdpcmDir[ xCb ][ yCb ] ? INTRA\_ANGULAR50 : INTRA\_ANGULAR18.
* Otherwise (intra\_luma\_not\_planar\_flag[ xCb ][ yCb ] is equal to 1), the following ordered steps apply:

1. The neighbouring locations ( xNbA, yNbA ) and ( xNbB, yNbB ) are set equal to ( xCb − 1, yCb + cbHeight − 1 ) and ( xCb + cbWidth − 1, yCb − 1 ), respectively.
2. For X being replaced by either A or B, the variables candIntraPredModeX are derived as follows:

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring location ( xNbY, yNbY ) set equal to ( xNbX, yNbX ), checkPredModeY set equal to FALSE, and cIdx set equal to 0 as inputs, and the output is assigned to availableX.
* The candidate intra prediction mode candIntraPredModeX is derived as follows:
* If one or more of the following conditions are true, candIntraPredModeX is set equal to INTRA\_PLANAR.
* The variable availableX is equal to FALSE.
* CuPredMode[ 0 ][ xNbX ][ yNbX ] is not equal to MODE\_INTRA.
* intra\_mip\_flag[ xNbX ][ yNbX ] is equal to 1.
* X is equal to B and yCb − 1 is less than ( ( yCb  >>  CtbLog2SizeY )  <<  CtbLog2SizeY ).
* Otherwise, candIntraPredModeX is set equal to IntraPredModeY[ xNbX ][ yNbX ].

1. The candModeList[ x ] with x = 0..4 is derived as follows:

* If candIntraPredModeB is equal to candIntraPredModeA and candIntraPredModeA is greater than INTRA\_DC, candModeList[ x ] with x = 0..4 is derived as follows:

candModeList[ 0 ] = candIntraPredModeA (8‑6)

candModeList[ 1 ] = 2 + ( ( candIntraPredModeA + 61 ) % 64 ) (8‑7)

candModeList[ 2 ] = 2 + ( ( candIntraPredModeA − 1 ) % 64 ) (8‑8)

candModeList[ 3 ] = 2 + ( ( candIntraPredModeA + 60 ) % 64 ) (8‑9)

candModeList[ 4 ] = 2 + ( candIntraPredModeA % 64 ) (8‑10)

* Otherwise, if candIntraPredModeB is not equal to candIntraPredModeA and candIntraPredModeA or candIntraPredModeB is greater than INTRA\_DC, the following applies:
  + The variables minAB and maxAB are derived as follows:

minAB = Min( candIntraPredModeA, candIntraPredModeB ) (8‑11)

maxAB = Max( candIntraPredModeA, candIntraPredModeB ) (8‑12)

* + If candIntraPredModeA and candIntraPredModeB are both greater than INTRA\_DC, candModeList[ x ] with x = 0..4 is derived as follows:

candModeList[ 0 ] = candIntraPredModeA (8‑13)

candModeList[ 1 ] = candIntraPredModeB (8‑14)

* + If maxAB − minAB is equal to 1, inclusive, the following applies:

candModeList[ 2 ] = 2 + ( ( minAB + 61 ) % 64 ) (8‑15)

candModeList[ 3 ] = 2 + ( ( maxAB − 1 ) % 64 ) (8‑16)

candModeList[ 4 ] = 2 + ( ( minAB + 60 ) % 64 ) (8‑17)

* + Otherwise, if maxAB − minAB is greater than or equal to 62, the following applies:

candModeList[ 2 ] = 2 + ( ( minAB − 1 ) % 64 ) (8‑18)

candModeList[ 3 ] = 2 + ( ( maxAB + 61 ) % 64 ) (8‑19)

candModeList[ 4 ] = 2 + ( minAB % 64 ) (8‑20)

* + Otherwise, if maxAB − minAB is equal to 2, the following applies:

candModeList[ 2 ] = 2 + ( ( minAB − 1 ) % 64 ) (8‑21)

candModeList[ 3 ] = 2 + ( ( minAB + 61 ) % 64 ) (8‑22)

candModeList[ 4 ] = 2 + ( ( maxAB − 1 ) % 64 ) (8‑23)

* + Otherwise, the following applies:

candModeList[ 2 ] = 2 + ( ( minAB + 61 ) % 64 ) (8‑24)

candModeList[ 3 ] = 2 + ( ( minAB − 1 ) % 64 ) (8‑25)

candModeList[ 4 ] = 2 + ( ( maxAB + 61 ) % 64 ) (8‑26)

* + Otherwise (candIntraPredModeA or candIntraPredModeB is greater than INTRA\_DC), candModeList[ x ] with x = 0..4 is derived as follows:

candModeList[ 0 ] = maxAB (8‑27)

candModeList[ 1 ] = 2 + ( ( maxAB + 61 ) % 64 ) (8‑28)

candModeList[ 2 ] = 2 + ( ( maxAB − 1 ) % 64 ) (8‑29)

candModeList[ 3 ] = 2 + ( ( maxAB + 60 ) % 64 ) (8‑30)

candModeList[ 4 ] = 2 + ( maxAB % 64 ) (8‑31)

* Otherwise, the following applies:

candModeList[ 0 ] = INTRA\_DC (8‑32)

candModeList[ 1 ] = INTRA\_ANGULAR50 (8‑33)

candModeList[ 2 ] = INTRA\_ANGULAR18 (8‑34)

candModeList[ 3 ] = INTRA\_ANGULAR46 (8‑35)

candModeList[ 4 ] = INTRA\_ANGULAR54 (8‑36)

1. IntraPredModeY[ xCb ][ yCb ] is derived by applying the following procedure:

* If intra\_luma\_mpm\_flag[ xCb ][ yCb ] is equal to 1, the IntraPredModeY[ xCb ][ yCb ] is set equal to candModeList[ intra\_luma\_mpm\_idx[ xCb ][ yCb ] ].
* Otherwise, IntraPredModeY[ xCb ][ yCb ] is derived by applying the following ordered steps:

1. When candModeList[ i ] is greater than candModeList[ j ] for i = 0..3 and for each i, j = ( i + 1 )..4, both values are swapped as follows:

( candModeList[ i ], candModeList[ j ] ) = Swap( candModeList[ i ], candModeList[ j ] ) (8‑37)

1. IntraPredModeY[ xCb ][ yCb ] is derived by the following ordered steps:
   1. IntraPredModeY[ xCb ][ yCb ] is set equal to intra\_luma\_mpm\_remainder[ xCb ][ yCb ].
   2. The value of IntraPredModeY[ xCb ][ yCb ] is incremented by one.
   3. For i equal to 0 to 4, inclusive, when IntraPredModeY[ xCb ][ yCb ] is greater than or equal to candModeList[ i ], the value of IntraPredModeY[ xCb ][ yCb ] is incremented by one.

The variable IntraPredModeY[ x ][ y ] with x = xCb..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1 is set to be equal to IntraPredModeY[ xCb ][ yCb ].

### Derivation process for chroma intra prediction mode

Input to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current chroma coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

In this process, the chroma intra prediction mode IntraPredModeC[ xCb ][ yCb ] is derived.

The corresponding luma intra prediction mode lumaIntraPredMode is derived as follows:

* If intra\_mip\_flag[ xCb ][ yCb ] is equal to 1, lumaIntraPredMode is set equal to INTRA\_PLANAR.
* Otherwise, if CuPredMode[ 0 ][ xCb ][ yCb ] is equal to MODE\_IBC or MODE\_PLT, lumaIntraPredMode is set equal to INTRA\_DC.
* Otherwise, lumaIntraPredMode is set equal to IntraPredModeY[ xCb + cbWidth / 2 ][ yCb + cbHeight / 2 ].

The chroma intra prediction mode IntraPredModeC[ xCb ][ yCb ] is derived using cclm\_mode\_mode\_flag, cclm\_mode\_idx, intra\_chroma\_pred\_mode and lumaIntraPredMode as specified in Table 8‑2.

Table 8‑2 – Specification of IntraPredModeC[ xCb ][ yCb ] depending on cclm\_mode\_flag, cclm\_mode\_idx, intra\_chroma\_pred\_mode and lumaIntraPredMode

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| cclm\_mode\_flag | cclm\_mode\_idx | intra\_chroma\_pred\_mode | lumaIntraPredMode | | | | |
| 0 | 50 | 18 | 1 | X ( 0  <=  X  <=  66 ) |
| 0 | - | 0 | 66 | 0 | 0 | 0 | 0 |
| 0 | - | 1 | 50 | 66 | 50 | 50 | 50 |
| 0 | - | 2 | 18 | 18 | 66 | 18 | 18 |
| 0 | - | 3 | 1 | 1 | 1 | 66 | 1 |
| 0 | - | 4 | 0 | 50 | 18 | 1 | X |
| 1 | 0 | - | 81 | 81 | 81 | 81 | 81 |
| 1 | 1 | - | 82 | 82 | 82 | 82 | 82 |
| 1 | 2 | - | 83 | 83 | 83 | 83 | 83 |

When chroma\_format\_idc is equal to 2, the chroma intra prediction mode Y is derived using the chroma intra prediction mode X in Table 8‑2 as specified in Table 8‑3, and the chroma intra prediction mode X is set equal to the chroma intra prediction mode Y afterwards.

Table 8‑3 – Specification of the 4:2:2 mapping process from chroma intra prediction mode X to mode Y when chroma\_format\_idc is equal to 2

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **mode X** | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 |
| **mode Y** | 0 | 1 | 61 | 62 | 63 | 64 | 65 | 66 | 2 | 3 | 4 | 6 | 8 | 10 | 12 | 13 | 14 | 16 |
| **mode X** | 18 | 19 | 20 | 21 | 22 | 23 | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 | 32 | 33 | 34 | 35 |
| **mode Y** | 18 | 20 | 22 | 23 | 24 | 26 | 28 | 30 | 32 | 33 | 34 | 35 | 36 | 37 | 38 | 39 | 40 | 41 |
| **mode X** | 36 | 37 | 38 | 39 | 40 | 41 | 42 | 43 | 44 | 45 | 46 | 47 | 48 | 49 | 50 | 51 | 52 | 53 |
| **mode Y** | 42 | 43 | 44 | 44 | 44 | 45 | 46 | 46 | 46 | 47 | 48 | 48 | 48 | 49 | 50 | 51 | 52 | 52 |
| **mode X** | 54 | 55 | 56 | 57 | 58 | 59 | 60 | 61 | 62 | 63 | 64 | 65 | 66 |  |  |  |  |  |
| **mode Y** | 52 | 53 | 54 | 54 | 54 | 55 | 56 | 56 | 56 | 57 | 58 | 59 | 60 |  |  |  |  |  |

### Cross-component chroma intra prediction mode checking process

Input to this process is:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current chroma coding block relative to the top‑left luma sample of the current picture.

Output to this process is:

* a variable CclmEnabled specifying if a cross-component chroma intra prediction mode is enabled (TRUE) or not enabled (FALSE) for the current chroma coding block.

The variable, CclmEnabled is derived as follows:

* If sps\_cclm\_enabled\_flag is equal to 0, CclmEnabled is set equal to 0.
* Otherwise, if one of the following conditions is true, CclmEnabled is set equal to 1:
  + qtbtt\_dual\_tree\_intra\_flag is equal to 0.
  + slice\_type is not equal to I.
  + CtbLog2SizeY is less than 6.
* Otherwise the following applies.:
  + The variables xCb64, yCb64, yCb32 are derived as follows:

xCb64 = ( xCb >> 6) << 6 (8‑38)

yCb64 = ( yCb >> 6 ) << 6 (8‑39)

yCb32 = ( yCb >> 5 ) << 5 (8‑40)

* + If one of the following conditions is true, the variable CclmEnabled is set equal to 1:
  + CbWidth[ 1 ][ xCb64 ][ yCb64 ] is equal to 64 and CbHeight[ 1 ][ xCb64 ][ yCb64 ] is equal to 64.
  + CqtDepth[ 1 ][ xCb64 ][ yCb64 ] is equal to CtbLog2SizeY − 6, MttSplitMode[ xCb64 ][ yCb64 ][ 0 ] is equal to SPLIT\_BT\_HOR, CbWidth[ 1 ][ xCb64 ][ yCb32 ] is equal to 64 and CbHeight[ 1 ][ xCb64 ][ yCb32 ] is equal to 32
  + CqtDepth[ 1 ][ xCb64 ][ yCb64 ] is greater than CtbLog2SizeY − 6.
  + CqtDepth[ 1 ][ xCb64 ][ yCb64 ] is equal to CtbLog2SizeY − 6, MttSplitMode[ xCb64 ][ yCb64 ][ 0 ] is equal to SPLIT\_BT\_HOR, and MttSplitMode[ xCb64 ][ yCb32 ][ 1 ] is equal to SPLIT\_BT\_VER.
  + Otherwise, the variable CclmEnabled is set equal to 0.

When CclmEnabled is equal to 1 and one of the following conditions is true, CclmEnabled is set equal to 0:

* CbWidth[ 0 ][ xCb64 ][ yCb64 ] and CbHeight[ 0 ][ xCb64 ][ yCb64 ] are both equal to 64, and intra\_subpartitions\_mode\_flag[ xCb64 ][ yCb64 ] is equal to 1.
* CbWidth[ 0 ][ xCb64 ][ yCb64 ] or CbHeight[ 0 ][ xCb64 ][ yCb64 ] is less than 64, and CqtDepth[ 0 ][ xCb64 ][ yCb64 ] is equal to CtbLog2SizeY − 6.

### Decoding process for intra blocks

#### General decoding process for intra blocks

Inputs to this process are:

* a sample location ( xTb0, yTb0 ) specifying the top-left sample of the current transform block relative to the top‑left sample of the current picture,
* a variable nTbW specifying the width of the current transform block,
* a variable nTbH specifying the height of the current transform block,
* a variable predModeIntra specifying the intra prediction mode,
* a variable cIdx specifying the colour component of the current block.

Output of this process is a modified reconstructed picture before in-loop filtering.

The maximum transform block width maxTbWidth and height maxTbHeight are derived as follows:

maxTbWidth = ( cIdx  = =  0 ) ? MaxTbSizeY : MaxTbSizeY / SubWidthC (8‑41)

maxTbHeight = ( cIdx  = =  0 ) ? MaxTbSizeY : MaxTbSizeY / SubHeightC (8‑42)

The luma sample location is derived as follows:

( xTbY, yTbY ) = ( cIdx  = =  0 ) ? ( xTb0, yTb0 ) : ( xTb0 \* SubWidthC, yTb0 \* SubHeightC ) (8‑43)

Depending on maxTbSize, the following applies:

* If IntraSubPartitionsSplitType is equal to ISP\_NO\_SPLIT and nTbW is greater than maxTbWidth or nTbH is greater than maxTbHeight, the following ordered steps apply.

1. The variables newTbW and newTbH are derived as follows:

newTbW = ( nTbW  >  maxTbWidth ) ? ( nTbW / 2 ) : nTbW (8‑44)

newTbH = ( nTbH   >  maxTbHeight ) ? ( nTbH / 2 ) :  nTbH (8‑45)

1. The general decoding process for intra blocks as specified in this clause is invoked with the location ( xTb0, yTb0 ), the transform block width nTbW set equal to newTbW and the height nTbH set equal to newTbH, the intra prediction mode predModeIntra, and the variable cIdx as inputs, and the output is a modified reconstructed picture before in-loop filtering.
2. If nTbW is greater than maxTbWidth, the general decoding process for intra blocks as specified in this clause is invoked with the location ( xTb0, yTb0 ) set equal to ( xTb0 + newTbW, yTb0 ), the transform block width nTbW set equal to newTbW and the height nTbH set equal to newTbH, the intra prediction mode predModeIntra, and the variable cIdx as inputs, and the output is a modified reconstructed picture before in-loop filtering.
3. If nTbH is greater than maxTbHeight, the general decoding process for intra blocks as specified in this clause is invoked with the location ( xTb0, yTb0 ) set equal to ( xTb0, yTb0 + newTbH ), the transform block width nTbW set equal to newTbW and the height nTbH set equal to newTbH, the intra prediction mode predModeIntra, and the variable cIdx as inputs, and the output is a modified reconstructed picture before in-loop filtering.
4. If nTbW is greater than maxTbWidth and nTbH is greater than maxTbHeight, the general decoding process for intra blocks as specified in this clause is invoked with the location ( xTb0, yTb0 ) set equal to ( xTb0 + newTbW, yTb0 + newTbH ), the transform block width nTbW set equal to newTbW and the height nTbH set equal to newTbH, the intra prediction mode predModeIntra, and the variable cIdx as inputs, and the output is a modified reconstructed picture before in-loop filtering.

* Otherwise, the following ordered steps apply:
* The variables nW, nH, nPbW, pbFactor, xPartInc and yPartInc are derived as follows:

nW = IntraSubPartitionsSplitType = = ISP\_VER\_SPLIT ? nTbW / NumIntraSubPartitions : nTbW (8‑46)

nH = IntraSubPartitionsSplitType = = ISP\_HOR\_SPLIT ? nTbH / NumIntraSubPartitions : nTbH (8‑47)

xPartInc = ISP\_VER\_SPLIT ? 1 : 0 (8‑48)

yPartInc = ISP\_HOR\_SPLIT ? 1 : 0 (8‑49)

nPbW = Max( 4 , nW ) (8‑50)

pbFactor = nPbW / nW (8‑51)

* The variables xPartIdx and yPartIdx are set equal to 0.
* For i = 0..NumIntraSubPartitions − 1, the following applies:

1. The variables xPartIdx and yPartIdx are updated as follows:

xPartIdx = xPartIdx + xPartInc (8‑52)

yPartIdx = yPartIdx + yPartInc (8‑53)

xPartPbIdx = xPartIdx % pbFactor (8‑54)

1. When xPartPbIdx is equal to 0, the intra sample prediction process as specified in clause 8.4.5.2 is invoked with the location ( xTbCmp, yTbCmp ) set equal to ( xTb0 + nW \* xPartIdx, yTb0 + nH \* yPartIdx ), the intra prediction mode predModeIntra, the transform block width nTbW and height nTbH set equal to nPbW and nH, the coding block width nCbW and height nCbH set equal to nTbW and nTbH, and the variable cIdx as inputs, and the output is an (nPbW)x(nH) array predSamples.
2. The scaling and transformation process as specified in clause 8.7.2 is invoked with the luma location ( xTbY, yTbY ) set equal to ( xTbY + nW \* xPartIdx, yTbY + nH \* yPartIdx ), the variable cIdx, the transform width nTbW and the transform height nTbH set equal to nW and nH as inputs, and the output is an (nW)x(nH) array resSamples.
3. The picture reconstruction process for a colour component as specified in clause 8.7.5 is invoked with the transform block location ( xTbComp, yTbComp ) set equal to ( xTb0 + nW \* xPartIdx, yTb0 + nH \* yPartIdx ), the transform block width nTbW, the transform block height nTbH set equal to nW and nH, the variable cIdx, the (nW)x(nH) array predSamples[ x ][ y ] with x = xPartPbIdx \* nW..( xPartPbIdx +1 ) \* nW − 1, y = 0..nH − 1, and the (nW)x(nH) array resSamples as inputs, and the output is a modified reconstructed picture before in-loop filtering.

#### Intra sample prediction

Inputs to this process are:

* a sample location ( xTbCmp, yTbCmp ) specifying the top-left sample of the current transform block relative to the top‑left sample of the current picture,
* a variable predModeIntra specifying the intra prediction mode,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable nCbW specifying the coding block width,
* a variable nCbH specifying the coding block height,
* a variable cIdx specifying the colour component of the current block.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

The predicted samples predSamples[ x ][ y ] are derived as follows:

* If intra\_mip\_flag[ xTbComp ][ yTbComp ] is equal to 1 and cIdx is equal to 0, the matrix-based intra sample prediction process as specified in clause 8.4.5.2.1 is invoked with the location ( xTbCmp, yTbCmp ), the intra prediction mode predModeIntra, the transform block width nTbW and height nTbH as inputs, and the output is predSamples.
* Otherwise, the general intra sample prediction process as specified in clause 8.4.5.2.5 is invoked with the location ( xTbCmp, yTbCmp ), the intra prediction mode predModeIntra, the transform block width nTbW and height nTbH, the coding block width nCbW and height nCbH, and the variable cIdx as inputs, and the output is predSamples.

##### Matrix-based intra sample prediction

Inputs to this process are:

* a sample location ( xTbCmp, yTbCmp ) specifying the top-left sample of the current transform block relative to the top‑left sample of the current picture,
* a variable predModeIntra specifying the intra prediction mode,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

Variables numModes, boundarySize, predW, predH and predC are derived using MipSizeId[ xTbCmp ][ yTbCmp ] as specified in Table 8‑4.

Table 8‑4 – Specification of number of prediction modes numModes, boundary size boundarySize, and prediction sizes predW, predH and predC using MipSizeId

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **MipSizeId** | **numModes** | **boundarySize** | **predW** | **predH** | **predC** |
| **0** | 35 | 2 | 4 | 4 | 4 |
| **1** | 19 | 4 | 4 | 4 | 4 |
| **2** | 11 | 4 | Min( nTbW, 8 ) | Min( nTbH, 8 ) | 8 |

The flag isTransposed is derived as follows:

isTransposed = ( predModeIntra > ( numModes / 2 ) ) ? TRUE : FALSE (8‑55)

The variable inSize is derived as follows:

inSize = ( 2 \* boundarySize ) − ( MipSizeId[ xTbCmp ][ yTbCmp ]  = =  2 ) ? 1 : 0 (8‑56)

The variables mipW and mipH are derived as follows:

mipW = isTransposed ? predH : predW (8‑57)

mipH = isTransposed ? predW : predH (8‑58)

For the generation of the reference samples refT[ x ] with x = 0..nTbW − 1 and refL[ y ] with y = 0..nTbH − 1, the following applies:

* The reference sample availability marking process as specified in clause 8.4.5.2.7 is invoked with the sample location ( xTbCmp, yTbCmp ), reference line index equal to 0, the reference sample width nTbW, the reference sample height nTbH, colour component index equal to 0 as inputs, and the reference samples refUnfilt[ x ][ y ] with x = −1, y = −1..nTbH − 1 and x = 0..nTbW − 1, y = −1 as output.
* When at least one sample refUnfilt[ x ][ y ] with x = −1, y = −1.. nTbH − 1 and x = 0.. nTbW − 1, y = −1 is marked as "not available for intra prediction", the reference sample substitution process as specified in clause 8.4.5.2.8 is invoked with reference line index 0, the reference sample width nTbW, the reference sample height nTbH, the reference samples refUnfilt[ x ][ y ] with x = −1, y = −1..nTbH − 1 and x = 0..nTbW − 1, y = −1, and colour component index 0 as inputs, and the modified reference samples refUnfilt[ x ][ y ] with x = −1, y = −1..nTbH − 1 and x = 0..nTbW − 1, y = −1 as output.
* The reference samples refT[ x ] with x = 0..nTbW − 1 and refL[ y ] with y = 0..nTbH − 1 are assigned as follows:

refT[ x ] = refUnfilt[ x ][ −1 ] (8‑59)

refL[ y ] = refUnfilt[ −1 ][ y ] (8‑60)

For the generation of the input samples p[ x ] with x = 0..2 \* inSize − 1, the following applies:

* The MIP boundary downsampling process as specified in clause 8.4.5.2.2 is invoked for the top reference samples with the block size nTbW, the reference samples refT[ x ] with x = 0..nTbW − 1, and the boundary size boundarySize as inputs, and reduced boundary samples redT[ x ] with x = 0..boundarySize − 1 as outputs.
* The MIP boundary downsampling process as specified in clause 8.4.5.2.2 is invoked for the left reference samples with the block size nTbH, the reference samples refL[ y ] with y = 0..nTbH − 1, and the boundary size boundarySize as inputs, and reduced boundary samples redL[ x ] with x = 0..boundarySize − 1 as outputs.
* The reduced top and left boundary samples redT and redL are assigned to the boundary sample array pTemp[ x ] with x = 0..2 \* boundarySize − 1 as follows:
* If isTransposed is equal to 1, pTemp[ x ] is set equal to redL[ x ] with x = 0..boundarySize − 1 and pTemp[ x + boundarySize ] is set equal to redT[ x ] with x = 0..boundarySize − 1.
* Otherwise, pTemp[ x ] is set equal to redT[ x ] with x = 0..boundarySize − 1 and pTemp[ x + boundarySize ] is set equal to redL[ x ] with x = 0..boundarySize − 1.
* The input values p[ x ] with x = 0.. inSize − 1 are derived as follows:
* If MipSizeId[ xTbCmp ][ yTbCmp ] is equal to 2, the following applies:

p[ x ] = pTemp[ x + 1 ] − pTemp[ 0 ] (8‑61)

* Otherwise (MipSizeId[ xTbCmp ][ yTbCmp ] is less than 2), the following applies:

p[ 0 ] = pTemp[ 0 ] − ( 1 << ( BitDepthY − 1 ) )  
p[ x ] = pTemp[ x ] − pTemp[ 0 ] for x = 1.. inSize − 1 (8‑62)

For the intra sample prediction process according to predModeIntra, the following ordered steps apply:

1. The matrix-based intra prediction samples predMip[ x ][ y ], with x = 0..mipW − 1, y = 0..mipH − 1 are derived as follows:

* The variable modeId is derived as follows:

modeId = predModeIntra − ( isTransposed ? numModes / 2 : 0 ) (8‑63)

* The weight matrix mWeight[ x ][ y ] with x = 0..2 \* inSize − 1, y = 0..predC \* predC − 1 is derived by invoking the MIP weight matrix derivation process as specified in clause 8.4.5.2.3 with MipSizeId[ xTbCmp ][ yTbCmp ] and modeId as inputs.
* The variable sW is derived using MipSizeId[ xTbCmp ][ yTbCmp ] and modeId as specified in Table 8‑5.
* The variable sO is derived using MipSizeId[ xTbCmp ][ yTbCmp ] and modeId as specified in Table 8‑6.
* The matrix-based intra prediction samples predMip[ x ][ y ], with x = 0..mipW − 1, y = 0..mipH − 1 are derived as follows:

oW = ( 1 << ( sW − 1 ) ) − fO \* () (8‑64)

incW = ( predC > mipW ) ? 2 : 1 (8‑65)

incH = ( predC > mipH ) ? 2 : 1 (8‑66)

predMip[ x ][ y ] = ( ( ( ) +   
 oW ) >> sW ) + pTemp[ 0 ] (8‑67)

1. The matrix-based intra prediction samples predMip[ x ][ y ], with x = 0..mipW − 1, y = 0..mipH − 1 are clipped as follows:

predMip[ x ][ y ] = Clip1Y( predMip[ x ][ y ] ) (8‑68)

1. When isTransposed is equal to TRUE, the predH x predW array predMip[ x ][ y ] with x = 0..predH − 1, y = 0..predW − 1 is transposed as follows:

predTemp[ y ][ x ] = predMip[ x ][ y ] (8‑69)

predMip =predTemp (8‑70)

1. The predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

* If nTbW is greater than predW or nTbH is greater than predH, the MIP prediction upsampling process as specified in clause 8.4.5.2.4 is invoked with the input block width predW, the input block height predH, matrix-based intra prediction samples predMip[ x ][ y ] with x = 0..predW − 1, y = 0..predH − 1, the transform block width nTbW, the transform block height nTbH, the top reference samples refT[ x ] with x = 0..nTbW − 1, and the left reference samples refL[ y ] with y = 0..nTbH − 1 as inputs, and the output is the predicted sample array predSamples.
* Otherwise, predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1 is set equal to predMip[ x ][ y ].

Table 8‑5 – Specification of weight shift sW depending on MipSizeId and modeId

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **modeId** | | | | | | | | | | | | | | | | | |
| **MipSizeId** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** | **16** | **17** |
| **0** | 6 | 6 | 6 | 5 | 6 | 5 | 5 | 6 | 5 | 6 | 6 | 6 | 6 | 6 | 5 | 6 | 5 | 5 |
| **1** | 6 | 6 | 6 | 6 | 6 | 6 | 6 | 6 | 6 | 7 |  | | | | | | | |
| **2** | 7 | 5 | 6 | 6 | 6 | 6 |  | | | | | | | | | | | |

Table 8‑6 – Specification of offset factor sO depending on MipSizeId and modeId

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **modeId** | | | | | | | | | | | | | | | | | |
| **MipSizeId** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** | **16** | **17** |
| **0** | 34 | 21 | 7 | 27 | 27 | 28 | 56 | 13 | 47 | 15 | 40 | 21 | 16 | 7 | 45 | 66 | 21 | 32 |
| **1** | 17 | 20 | 11 | 45 | 17 | 11 | 23 | 10 | 21 | 11 |  | | | | | | | |
| **2** | 8 | 46 | 16 | 10 | 13 | 11 |  | | | | | | | | | | | |

##### MIP boundary sample downsampling process

Inputs to this process are:

* a variable nTbS specifying the transform block size,
* reference samples refS[ x ] with x = 0..nTbS − 1,
* a variable boundarySize specifying the downsampled boundary size.

Outputs of this process are the reduced boundary samples redS[ x ] with x = 0..boundarySize − 1 and upsampling boundary samples upsBdryS[ x ] with x = 0..upsBdrySize − 1.

The reduced boundary samples redS[ x ] with x = 0..boundarySize − 1 are derived as follows:

* If boundarySize is less than nTbs, the following applies:

bDwn = nTbs / boundarySize (8‑71)

redS[ x ] = ( + ( 1 << ( Log2( bDwn ) − 1 ) )) >> Log2( bDwn ) (8‑72)

* Otherwise (boundarySize is equal to nTbs), redS[ x ] is set equal to refS[ x ].

##### MIP weight matrix derivation process

Inputs to this process are:

* a variable mipSizeId,
* a variable modeId.

Output of this process is the MIP weight matrix mWeight[ x ][ y ].

The MIP weight matrix mWeight[ x ][ y ] is derived depending on mipSizeId and modeId as follows:

* If mipSizeId is equal to 0 and modeId is equal to 0, the following applies:

mWeight[ x ][ y ] = (8‑73)

{

{ 37, 59, 77, 28}, { 32, 92, 85, 25}, { 31, 69, 100, 24}, { 33, 36, 106, 29},

{ 24, 49, 104, 48}, { 24, 21, 94, 59}, { 29, 0, 80, 72}, { 35, 2, 66, 84},

{ 32, 13, 35, 99}, { 39, 11, 34, 103}, { 45, 21, 34, 106}, { 51, 24, 40, 105},

{ 50, 28, 43, 101}, { 56, 32, 49, 101}, { 61, 31, 53, 102}, { 61, 32, 54, 100}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 1, the following applies:

mWeight[ x ][ y ] = (8‑74)

{

{ 18, 16, 72, 2}, { 16, 19, 55, 7}, { 12, 72, 34, 14}, { 0, 84, 13, 21},

{ 20, 19, 65, 54}, { 18, 19, 48, 65}, { 15, 23, 31, 73}, { 10, 27, 18, 76},

{ 20, 21, 18, 87}, { 19, 21, 19, 87}, { 20, 20, 22, 85}, { 20, 20, 25, 84},

{ 20, 21, 24, 82}, { 20, 20, 24, 82}, { 20, 22, 24, 82}, { 19, 23, 24, 82}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 2, the following applies:

mWeight[ x ][ y ] = (8‑75)

{

{ 8, 7, 62, 10}, { 7, 0, 33, 9}, { 7, 12, 2, 6}, { 7, 63, 3, 6},

{ 7, 7, 73, 6}, { 7, 8, 71, 9}, { 7, 1, 50, 9}, { 7, 9, 14, 7},

{ 8, 7, 55, 22}, { 7, 7, 72, 5}, { 7, 9, 74, 7}, { 7, 3, 62, 9},

{ 6, 6, 2, 77}, { 7, 6, 33, 45}, { 7, 7, 62, 14}, { 7, 8, 70, 8}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 3, the following applies:

mWeight[ x ][ y ] = (8‑76)

{

{ 27, 27, 38, 28}, { 27, 30, 28, 28}, { 27, 58, 30, 26}, { 26, 66, 31, 25},

{ 27, 26, 51, 27}, { 27, 37, 39, 26}, { 26, 64, 35, 26}, { 21, 63, 30, 31},

{ 27, 26, 39, 47}, { 19, 43, 30, 51}, { 9, 56, 21, 54}, { 5, 50, 15, 56},

{ 18, 27, 11, 72}, { 5, 45, 13, 64}, { 0, 48, 15, 59}, { 2, 48, 15, 58}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 4, the following applies:

mWeight[ x ][ y ] = (8‑77)

{

{ 27, 19, 44, 22}, { 27, 35, 23, 27}, { 28, 88, 29, 28}, { 26, 91, 27, 27},

{ 22, 21, 87, 25}, { 19, 22, 46, 20}, { 22, 69, 26, 20}, { 25, 87, 29, 23},

{ 22, 23, 40, 81}, { 10, 16, 46, 66}, { 1, 17, 17, 50}, { 8, 37, 3, 40},

{ 23, 25, 21, 92}, { 18, 24, 24, 91}, { 11, 16, 23, 88}, { 2, 11, 0, 81}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 5, the following applies:

mWeight[ x ][ y ] = (8‑78)

{

{ 28, 28, 57, 29}, { 28, 27, 54, 29}, { 28, 32, 49, 28}, { 28, 45, 44, 28},

{ 28, 29, 60, 27}, { 28, 30, 60, 29}, { 27, 29, 60, 29}, { 28, 29, 59, 30},

{ 28, 29, 52, 36}, { 28, 29, 58, 28}, { 29, 30, 59, 27}, { 27, 33, 57, 28},

{ 27, 28, 16, 71}, { 27, 28, 23, 65}, { 19, 29, 38, 47}, { 0, 35, 54, 20}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 6, the following applies:

mWeight[ x ][ y ] = (8‑79)

{

{ 57, 57, 83, 54}, { 55, 55, 78, 53}, { 56, 70, 70, 54}, { 47, 97, 60, 52},

{ 56, 57, 82, 64}, { 55, 56, 83, 62}, { 54, 66, 80, 59}, { 22, 79, 59, 43},

{ 56, 56, 60, 83}, { 59, 58, 60, 86}, { 38, 54, 58, 73}, { 1, 62, 57, 35},

{ 55, 56, 55, 88}, { 54, 54, 53, 89}, { 17, 40, 47, 70}, { 0, 60, 54, 38}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 7, the following applies:

mWeight[ x ][ y ] = (8‑80)

{

{ 13, 10, 73, 12}, { 13, 3, 54, 15}, { 13, 0, 29, 14}, { 13, 22, 13, 13},

{ 13, 13, 80, 10}, { 12, 14, 86, 7}, { 11, 11, 84, 8}, { 12, 3, 68, 11},

{ 13, 12, 30, 59}, { 12, 10, 45, 43}, { 11, 11, 63, 26}, { 9, 11, 75, 15},

{ 10, 10, 6, 83}, { 8, 9, 6, 83}, { 7, 8, 9, 78}, { 2, 5, 21, 63}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 8, the following applies:

mWeight[ x ][ y ] = (8‑81)

{

{ 47, 46, 72, 50}, { 47, 45, 46, 57}, { 46, 69, 38, 51}, { 46, 80, 45, 49},

{ 47, 48, 58, 68}, { 47, 45, 53, 72}, { 47, 57, 40, 64}, { 40, 76, 38, 50},

{ 47, 47, 52, 73}, { 47, 47, 55, 72}, { 47, 48, 51, 74}, { 16, 56, 40, 51},

{ 46, 46, 54, 72}, { 48, 48, 54, 72}, { 39, 43, 53, 71}, { 0, 35, 52, 51}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 9, the following applies:

mWeight[ x ][ y ] = (8‑82)

{

{ 16, 39, 85, 0}, { 15, 49, 42, 39}, { 13, 30, 22, 66}, { 13, 18, 19, 74},

{ 12, 19, 24, 73}, { 13, 11, 13, 83}, { 13, 12, 18, 78}, { 13, 15, 19, 75},

{ 14, 15, 14, 78}, { 14, 16, 19, 75}, { 13, 17, 18, 75}, { 12, 17, 18, 75},

{ 14, 16, 19, 75}, { 13, 16, 18, 76}, { 13, 16, 18, 76}, { 12, 16, 19, 75}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 10, the following applies:

mWeight[ x ][ y ] = (8‑83)

{

{ 41, 37, 70, 35}, { 37, 27, 43, 37}, { 39, 74, 38, 38}, { 41, 113, 42, 40},

{ 38, 40, 105, 43}, { 36, 32, 85, 38}, { 27, 28, 50, 34}, { 21, 83, 37, 31},

{ 38, 39, 43, 102}, { 37, 39, 47, 100}, { 26, 27, 40, 94}, { 0, 25, 13, 78},

{ 38, 39, 37, 105}, { 38, 40, 37, 105}, { 39, 42, 40, 106}, { 31, 35, 38, 102}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 11, the following applies:

mWeight[ x ][ y ] = (8‑84)

{

{ 20, 20, 61, 8}, { 15, 13, 36, 10}, { 15, 15, 28, 12}, { 19, 51, 25, 14},

{ 17, 19, 76, 39}, { 12, 17, 61, 40}, { 3, 7, 31, 42}, { 0, 1, 4, 46},

{ 19, 20, 22, 85}, { 18, 20, 22, 86}, { 16, 21, 23, 85}, { 13, 19, 17, 84},

{ 21, 21, 21, 84}, { 21, 22, 22, 83}, { 22, 22, 22, 84}, { 22, 23, 23, 83}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 12, the following applies:

mWeight[ x ][ y ] = (8‑85)

{

{ 16, 14, 75, 3}, { 16, 43, 57, 16}, { 14, 63, 20, 43}, { 18, 46, 0, 65},

{ 17, 20, 54, 52}, { 17, 22, 23, 76}, { 19, 17, 15, 83}, { 22, 17, 17, 82},

{ 18, 17, 11, 84}, { 20, 18, 14, 83}, { 21, 20, 16, 81}, { 23, 21, 16, 81},

{ 20, 18, 18, 80}, { 22, 19, 17, 81}, { 23, 20, 16, 82}, { 24, 20, 16, 82}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 13, the following applies:

mWeight[ x ][ y ] = (8‑86)

{

{ 7, 6, 82, 0}, { 7, 4, 83, 0}, { 7, 2, 83, 0}, { 7, 3, 80, 0},

{ 7, 8, 59, 16}, { 7, 8, 58, 17}, { 7, 8, 58, 17}, { 7, 7, 57, 18},

{ 7, 7, 7, 70}, { 7, 7, 7, 71}, { 7, 7, 6, 71}, { 7, 8, 7, 70},

{ 8, 7, 8, 71}, { 8, 7, 8, 70}, { 8, 7, 8, 70}, { 8, 7, 9, 69}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 14, the following applies:

mWeight[ x ][ y ] = (8‑87)

{

{ 44, 41, 64, 43}, { 46, 60, 52, 42}, { 46, 81, 42, 53}, { 35, 71, 33, 65},

{ 48, 51, 72, 50}, { 44, 65, 49, 65}, { 24, 56, 34, 71}, { 8, 38, 35, 66},

{ 43, 50, 40, 80}, { 16, 39, 37, 71}, { 0, 28, 43, 61}, { 2, 29, 44, 60},

{ 16, 33, 38, 71}, { 0, 25, 44, 58}, { 2, 26, 44, 60}, { 4, 28, 43, 61}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 15, the following applies:

mWeight[ x ][ y ] = (8‑88)

{

{ 66, 86, 97, 69}, { 66, 99, 93, 67}, { 67, 100, 92, 68}, { 66, 104, 90, 67},

{ 65, 94, 100, 63}, { 68, 98, 94, 70}, { 66, 99, 95, 67}, { 65, 102, 94, 66},

{ 66, 86, 103, 67}, { 62, 98, 101, 55}, { 66, 101, 95, 66}, { 65, 102, 95, 66},

{ 25, 69, 56, 123}, { 0, 91, 94, 43}, { 46, 100, 102, 50}, { 65, 100, 97, 65}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 16, the following applies:

mWeight[ x ][ y ] = (8‑89)

{

{ 22, 20, 51, 22}, { 21, 22, 51, 22}, { 21, 29, 50, 22}, { 21, 32, 48, 22},

{ 21, 23, 53, 22}, { 21, 24, 53, 22}, { 21, 23, 53, 22}, { 21, 24, 53, 22},

{ 24, 24, 47, 28}, { 24, 24, 48, 27}, { 23, 25, 48, 26}, { 22, 25, 48, 26},

{ 12, 16, 0, 71}, { 7, 14, 1, 67}, { 4, 14, 2, 64}, { 4, 13, 4, 63}

},

* Otherwise, if mipSizeId is equal to 0 and modeId is equal to 17, the following applies:

mWeight[ x ][ y ] = (8‑90)

{

{ 31, 29, 42, 33}, { 29, 42, 11, 47}, { 26, 63, 32, 31}, { 30, 49, 48, 26},

{ 28, 30, 21, 56}, { 12, 46, 14, 37}, { 21, 52, 51, 18}, { 31, 38, 53, 29},

{ 21, 37, 20, 52}, { 0, 42, 39, 10}, { 23, 38, 55, 22}, { 32, 36, 52, 33},

{ 17, 45, 41, 27}, { 8, 37, 48, 8}, { 25, 33, 52, 27}, { 31, 36, 52, 32}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 0, the following applies:

mWeight[ x ][ y ] = (8‑91)

{

{ 16, 22, 18, 20, 72, 43, 9, 19}, { 16, 8, 22, 26, 56, 58, 5, 20},

{ 15, 21, 10, 35, 35, 72, 3, 20}, { 13, 21, 21, 29, 18, 78, 7, 18},

{ 15, 16, 16, 19, 3, 70, 46, 8}, { 13, 18, 15, 20, 4, 58, 61, 4},

{ 9, 16, 18, 18, 8, 42, 73, 3}, { 6, 14, 20, 18, 13, 30, 76, 6},

{ 14, 18, 17, 17, 19, 4, 69, 40}, { 10, 18, 17, 16, 19, 3, 55, 51},

{ 4, 14, 18, 15, 17, 5, 39, 63}, { 3, 14, 18, 16, 16, 8, 28, 70},

{ 12, 15, 18, 16, 16, 20, 2, 92}, { 8, 14, 18, 15, 15, 19, 0, 91},

{ 5, 15, 18, 16, 14, 19, 3, 88}, { 5, 16, 17, 17, 15, 17, 7, 84}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 1, the following applies:

mWeight[ x ][ y ] = (8‑92)

{

{ 20, 35, 18, 20, 58, 35, 18, 20}, { 20, 75, 26, 19, 32, 31, 20, 20},

{ 19, 6, 93, 22, 20, 25, 21, 20}, { 16, 25, 0, 99, 18, 21, 21, 18},

{ 20, 28, 20, 20, 8, 78, 30, 19}, { 20, 67, 22, 20, 10, 59, 27, 19},

{ 18, 7, 93, 18, 15, 30, 25, 20}, { 14, 25, 1, 97, 20, 18, 22, 18},

{ 20, 28, 19, 20, 15, 14, 81, 25}, { 20, 59, 20, 20, 12, 22, 65, 23},

{ 17, 7, 93, 16, 14, 24, 34, 22}, { 10, 24, 3, 95, 19, 20, 20, 18},

{ 20, 29, 20, 20, 14, 23, 8, 90}, { 20, 51, 19, 21, 14, 19, 15, 77},

{ 16, 7, 88, 16, 14, 20, 21, 43}, { 7, 22, 6, 91, 19, 18, 20, 21}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 2, the following applies:

mWeight[ x ][ y ] = (8‑93)

{

{ 12, 19, 10, 12, 81, 14, 10, 11}, { 12, 26, 15, 10, 79, 6, 12, 11},

{ 11, 16, 31, 12, 69, 2, 14, 10}, { 11, 13, 8, 44, 54, 3, 14, 10},

{ 11, 11, 12, 11, 1, 83, 13, 9}, { 11, 12, 12, 12, 11, 83, 4, 12},

{ 11, 15, 11, 13, 24, 77, 0, 12}, { 11, 14, 13, 16, 38, 63, 2, 12},

{ 11, 12, 11, 11, 14, 2, 82, 12}, { 11, 13, 12, 12, 10, 14, 79, 5},

{ 11, 12, 12, 13, 6, 29, 70, 3}, { 11, 12, 11, 16, 3, 45, 55, 4},

{ 11, 12, 11, 12, 10, 12, 1, 84}, { 11, 13, 11, 12, 12, 8, 13, 76},

{ 11, 12, 12, 13, 14, 3, 29, 64}, { 11, 13, 10, 17, 15, 0, 45, 49}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 3, the following applies:

mWeight[ x ][ y ] = (8‑94)

{

{ 45, 74, 48, 44, 43, 62, 46, 48}, { 44, 77, 65, 47, 38, 46, 51, 51},

{ 44, 46, 90, 61, 43, 41, 49, 52}, { 39, 43, 36, 116, 43, 42, 45, 52},

{ 45, 75, 49, 44, 43, 47, 72, 51}, { 45, 65, 72, 48, 41, 35, 60, 61},

{ 42, 41, 82, 67, 38, 41, 47, 63}, { 27, 46, 28, 115, 39, 44, 40, 57},

{ 46, 68, 51, 45, 40, 44, 59, 78}, { 44, 55, 77, 48, 37, 43, 45, 79},

{ 36, 38, 71, 74, 34, 44, 40, 72}, { 9, 52, 24, 106, 43, 38, 42, 54},

{ 44, 58, 54, 45, 39, 46, 45, 94}, { 42, 46, 76, 50, 36, 48, 40, 85},

{ 28, 41, 57, 80, 38, 42, 40, 73}, { 0, 56, 24, 99, 50, 28, 46, 54}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 4, the following applies:

mWeight[ x ][ y ] = (8‑95)

{

{ 16, 32, 15, 16, 60, 34, 10, 19}, { 16, 68, 28, 13, 31, 37, 11, 17},

{ 15, 8, 73, 23, 15, 30, 22, 14}, { 15, 18, 0, 85, 11, 17, 33, 15},

{ 16, 18, 19, 17, 9, 56, 56, 9}, { 15, 19, 20, 16, 13, 30, 73, 12},

{ 15, 20, 20, 18, 13, 13, 71, 28}, { 16, 18, 16, 26, 12, 8, 54, 47},

{ 17, 16, 17, 17, 17, 10, 54, 51}, { 18, 17, 16, 18, 16, 15, 28, 73},

{ 18, 18, 15, 18, 16, 20, 14, 83}, { 19, 19, 17, 18, 15, 21, 14, 82},

{ 18, 17, 16, 18, 17, 18, 7, 90}, { 19, 18, 16, 19, 16, 17, 11, 87},

{ 20, 18, 16, 20, 17, 15, 15, 84}, { 21, 19, 16, 22, 17, 15, 18, 81}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 5, the following applies:

mWeight[ x ][ y ] = (8‑96)

{

{ 11, 6, 13, 11, 75, 6, 12, 11}, { 10, 3, 8, 13, 48, 2, 13, 10},

{ 10, 45, 1, 13, 19, 9, 12, 10}, { 10, 42, 37, 8, 10, 12, 11, 10},

{ 11, 11, 10, 12, 18, 74, 6, 11}, { 11, 12, 10, 12, 53, 47, 2, 12},

{ 10, 6, 10, 12, 71, 16, 9, 11}, { 10, 15, 6, 13, 53, 5, 13, 10},

{ 10, 12, 10, 11, 9, 17, 77, 5}, { 10, 11, 9, 12, 3, 51, 50, 2},

{ 10, 11, 9, 12, 11, 72, 18, 8}, { 10, 11, 9, 12, 36, 57, 7, 10},

{ 10, 10, 10, 11, 10, 10, 16, 71}, { 9, 11, 10, 11, 14, 0, 56, 39},

{ 9, 11, 9, 12, 12, 8, 76, 13}, { 9, 12, 9, 12, 8, 35, 57, 7}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 6, the following applies:

mWeight[ x ][ y ] = (8‑97)

{

{ 23, 21, 23, 23, 101, 30, 19, 25}, { 22, 13, 23, 24, 101, 29, 19, 25},

{ 22, 24, 14, 23, 101, 29, 18, 24}, { 22, 23, 25, 17, 98, 29, 18, 24},

{ 23, 24, 23, 23, 0, 97, 36, 17}, { 22, 25, 24, 22, 1, 97, 35, 17},

{ 22, 22, 25, 23, 1, 96, 36, 17}, { 22, 22, 23, 24, 3, 94, 36, 17},

{ 22, 23, 23, 22, 31, 0, 93, 34}, { 22, 23, 24, 23, 31, 2, 93, 33},

{ 22, 22, 24, 23, 31, 1, 92, 34}, { 22, 22, 23, 23, 30, 3, 90, 35},

{ 23, 24, 23, 23, 19, 31, 2, 102}, { 23, 23, 23, 24, 19, 30, 3, 101},

{ 23, 23, 24, 24, 19, 30, 3, 101}, { 23, 23, 23, 24, 19, 31, 4, 100}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 7, the following applies:

mWeight[ x ][ y ] = (8‑98)

{

{ 10, 5, 10, 10, 56, 4, 11, 9}, { 9, 22, 6, 10, 13, 9, 10, 10},

{ 9, 67, 22, 6, 10, 10, 10, 10}, { 9, 6, 68, 18, 11, 9, 11, 9},

{ 10, 10, 10, 10, 40, 53, 3, 11}, { 9, 6, 10, 9, 61, 9, 10, 9},

{ 9, 17, 6, 10, 23, 7, 9, 10}, { 9, 56, 15, 8, 10, 11, 9, 10},

{ 10, 9, 11, 9, 4, 42, 54, 3}, { 9, 10, 11, 9, 22, 67, 8, 8},

{ 10, 7, 11, 9, 57, 23, 7, 10}, { 9, 11, 10, 10, 36, 8, 10, 9},

{ 10, 10, 11, 9, 13, 0, 41, 50}, { 9, 9, 11, 9, 8, 24, 64, 8},

{ 10, 10, 11, 9, 15, 63, 18, 10}, { 9, 10, 11, 10, 44, 33, 10, 11}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 8, the following applies:

mWeight[ x ][ y ] = (8‑99)

{

{ 21, 44, 37, 20, 24, 68, 10, 23}, { 21, 1, 55, 39, 14, 39, 41, 18},

{ 21, 25, 0, 68, 18, 18, 42, 39}, { 20, 24, 19, 36, 19, 14, 25, 72},

{ 21, 11, 28, 30, 18, 23, 80, 19}, { 20, 25, 8, 38, 21, 13, 45, 62},

{ 20, 22, 18, 25, 19, 18, 16, 90}, { 19, 21, 21, 24, 19, 21, 12, 91},

{ 21, 22, 15, 28, 21, 20, 23, 82}, { 20, 21, 19, 24, 20, 22, 9, 95},

{ 19, 21, 21, 22, 20, 21, 13, 92}, { 19, 22, 21, 22, 19, 21, 15, 90},

{ 20, 21, 20, 22, 21, 22, 15, 90}, { 20, 21, 21, 22, 20, 21, 16, 89},

{ 19, 21, 20, 23, 19, 22, 15, 89}, { 18, 21, 20, 23, 19, 23, 15, 87}

},

* Otherwise, if mipSizeId is equal to 1 and modeId is equal to 9, the following applies:

mWeight[ x ][ y ] = (8‑100)

{

{ 14, 15, 18, 15, 51, 68, 39, 23}, { 15, 4, 10, 20, 22, 76, 51, 27},

{ 15, 16, 1, 17, 13, 78, 55, 29}, { 15, 13, 24, 0, 12, 76, 55, 27},

{ 15, 8, 10, 14, 10, 66, 72, 25}, { 16, 12, 8, 14, 12, 59, 75, 27},

{ 17, 13, 9, 12, 13, 58, 75, 28}, { 18, 14, 8, 13, 14, 60, 71, 29},

{ 15, 10, 11, 12, 12, 42, 79, 41}, { 18, 14, 8, 14, 13, 45, 79, 39},

{ 19, 14, 8, 14, 12, 44, 81, 38}, { 20, 15, 10, 14, 13, 45, 78, 36},

{ 15, 11, 12, 13, 13, 24, 73, 62}, { 18, 15, 8, 13, 15, 28, 89, 43},

{ 21, 14, 10, 14, 16, 29, 85, 45}, { 21, 16, 9, 15, 17, 33, 78, 46}

},

* Otherwise, if mipSizeId is equal to 2 and modeId is equal to 0, the following applies:

mWeight[ x ][ y ] = (8‑101)

{

{ 46, 7, 14, 92, 23, 20, 10}, { 32, 22, 17, 52, 50, 25, 12},

{ 1, 36, 21, 27, 61, 30, 14}, { 0, 30, 27, 17, 61, 32, 17},

{ 13, 12, 37, 13, 59, 35, 18}, { 14, 13, 38, 11, 56, 38, 18},

{ 10, 27, 29, 9, 55, 39, 17}, { 10, 27, 32, 7, 53, 38, 17},

{ 8, 17, 14, 15, 92, 27, 13}, { 2, 16, 18, 8, 84, 38, 15},

{ 4, 12, 22, 7, 76, 44, 17}, { 8, 8, 25, 7, 72, 46, 18},

{ 8, 8, 26, 8, 69, 46, 19}, { 10, 11, 23, 9, 68, 47, 17},

{ 10, 11, 23, 8, 67, 47, 18}, { 10, 12, 26, 9, 64, 43, 20},

{ 7, 10, 16, 11, 86, 37, 17}, { 7, 9, 18, 9, 73, 47, 20},

{ 8, 8, 21, 9, 67, 50, 22}, { 7, 9, 22, 9, 66, 50, 22},

{ 7, 9, 23, 8, 67, 48, 22}, { 8, 9, 24, 8, 67, 48, 21},

{ 8, 9, 26, 8, 66, 49, 20}, { 9, 8, 29, 8, 64, 48, 20},

{ 8, 8, 16, 8, 69, 56, 19}, { 6, 9, 17, 8, 64, 55, 25},

{ 7, 8, 19, 8, 62, 53, 27}, { 7, 8, 21, 8, 61, 52, 28},

{ 7, 9, 22, 7, 62, 52, 25}, { 7, 9, 23, 6, 62, 53, 24},

{ 8, 7, 26, 6, 62, 52, 23}, { 8, 8, 28, 6, 61, 51, 22},

{ 7, 9, 14, 7, 49, 74, 23}, { 7, 7, 17, 7, 51, 65, 30},

{ 7, 8, 18, 6, 53, 57, 33}, { 7, 8, 20, 5, 56, 57, 31},

{ 7, 8, 22, 6, 56, 57, 29}, { 8, 8, 23, 5, 57, 57, 27},

{ 8, 7, 26, 5, 57, 56, 26}, { 8, 6, 27, 5, 57, 55, 25},

{ 7, 8, 14, 6, 36, 65, 47}, { 7, 7, 18, 5, 44, 59, 44},

{ 7, 7, 19, 5, 47, 59, 40}, { 7, 7, 20, 5, 50, 59, 35},

{ 8, 6, 22, 5, 51, 58, 33}, { 8, 5, 25, 5, 51, 59, 30},

{ 7, 6, 26, 5, 51, 59, 29}, { 9, 6, 27, 5, 50, 59, 28},

{ 7, 8, 14, 6, 27, 44, 76}, { 6, 8, 16, 5, 38, 57, 53},

{ 6, 7, 19, 4, 44, 63, 40}, { 7, 6, 21, 4, 47, 62, 37},

{ 8, 6, 22, 4, 47, 62, 35}, { 8, 6, 24, 5, 46, 64, 32},

{ 8, 6, 26, 5, 46, 63, 31}, { 8, 6, 28, 6, 45, 62, 30},

{ 8, 7, 15, 6, 22, 43, 81}, { 6, 8, 16, 5, 32, 64, 51},

{ 8, 8, 19, 5, 37, 66, 41}, { 9, 5, 21, 4, 41, 67, 36},

{ 8, 7, 22, 5, 42, 65, 35}, { 8, 6, 25, 6, 42, 64, 34},

{ 9, 5, 27, 7, 43, 63, 32}, { 9, 5, 29, 8, 40, 60, 34}

},

* Otherwise, if mipSizeId is equal to 2 and modeId is equal to 1, the following applies:

mWeight[ x ][ y ] = (8‑102)

{

{ 50, 47, 46, 61, 50, 45, 46}, { 59, 49, 47, 57, 51, 45, 46},

{ 64, 52, 48, 55, 51, 46, 46}, { 58, 61, 50, 53, 51, 46, 46},

{ 52, 66, 53, 52, 51, 46, 46}, { 48, 62, 62, 50, 51, 46, 46},

{ 47, 49, 76, 49, 51, 46, 46}, { 45, 33, 92, 49, 52, 46, 46},

{ 50, 48, 46, 57, 63, 45, 46}, { 55, 52, 48, 55, 63, 45, 46},

{ 57, 56, 50, 53, 63, 45, 46}, { 55, 60, 53, 51, 63, 46, 46},

{ 51, 60, 59, 51, 63, 46, 46}, { 48, 55, 69, 49, 63, 46, 46},

{ 46, 42, 84, 48, 62, 46, 46}, { 43, 28, 99, 48, 61, 47, 46},

{ 49, 49, 47, 48, 73, 47, 46}, { 52, 52, 49, 47, 73, 48, 46},

{ 52, 55, 53, 47, 72, 48, 46}, { 51, 56, 58, 46, 72, 48, 46},

{ 48, 54, 65, 46, 71, 48, 46}, { 46, 47, 76, 45, 71, 49, 46},

{ 44, 34, 91, 44, 70, 49, 46}, { 41, 23, 104, 45, 68, 50, 46},

{ 48, 48, 48, 44, 68, 59, 45}, { 50, 51, 51, 43, 69, 58, 45},

{ 49, 52, 56, 43, 68, 58, 45}, { 48, 52, 62, 42, 68, 58, 45},

{ 45, 48, 71, 42, 68, 58, 45}, { 43, 38, 84, 41, 68, 59, 45},

{ 41, 27, 98, 41, 67, 59, 45}, { 38, 19, 109, 42, 66, 59, 45},

{ 47, 47, 49, 44, 52, 74, 45}, { 48, 48, 53, 43, 54, 74, 45},

{ 47, 48, 60, 43, 55, 73, 45}, { 45, 46, 68, 43, 55, 73, 45},

{ 43, 40, 78, 42, 56, 72, 45}, { 41, 30, 91, 42, 57, 72, 45},

{ 38, 20, 105, 41, 57, 71, 45}, { 36, 13, 114, 41, 57, 70, 46},

{ 46, 47, 50, 45, 43, 77, 51}, { 46, 46, 56, 44, 44, 78, 51},

{ 45, 43, 64, 43, 45, 77, 51}, { 43, 39, 73, 43, 45, 77, 51},

{ 40, 31, 85, 42, 46, 77, 51}, { 38, 22, 98, 42, 46, 77, 51},

{ 35, 12, 111, 42, 47, 76, 51}, { 33, 7, 119, 41, 48, 75, 52},

{ 46, 46, 51, 45, 44, 57, 71}, { 45, 43, 59, 44, 44, 58, 70},

{ 43, 37, 68, 43, 45, 58, 70}, { 40, 31, 80, 43, 45, 58, 70},

{ 38, 22, 92, 43, 46, 58, 70}, { 36, 13, 105, 43, 46, 58, 70},

{ 33, 5, 117, 42, 47, 58, 70}, { 31, 2, 123, 42, 48, 57, 71},

{ 45, 41, 55, 45, 51, 24, 96}, { 44, 36, 64, 44, 52, 23, 97},

{ 42, 29, 75, 43, 53, 23, 97}, { 39, 22, 86, 43, 52, 24, 97},

{ 37, 14, 98, 43, 53, 24, 97}, { 34, 7, 109, 42, 53, 25, 97},

{ 32, 1, 118, 41, 53, 25, 97}, { 30, 0, 123, 41, 53, 26, 96}

},

* Otherwise, if mipSizeId is equal to 2 and modeId is equal to 2, the following applies:

mWeight[ x ][ y ] = (8‑103)

{

{ 20, 16, 16, 76, 9, 18, 16}, { 37, 15, 16, 71, 11, 17, 16},

{ 65, 13, 17, 67, 12, 17, 16}, { 63, 30, 15, 63, 14, 17, 16},

{ 30, 62, 13, 57, 16, 17, 16}, { 14, 62, 28, 52, 18, 16, 16},

{ 21, 22, 64, 46, 21, 15, 16}, { 26, 0, 81, 40, 24, 15, 17},

{ 23, 16, 16, 69, 48, 8, 18}, { 28, 18, 16, 66, 50, 8, 17},

{ 36, 17, 17, 61, 54, 7, 18}, { 40, 20, 17, 56, 57, 7, 18},

{ 34, 29, 18, 50, 61, 6, 18}, { 27, 34, 22, 44, 64, 5, 18},

{ 25, 22, 37, 37, 67, 5, 18}, { 26, 9, 51, 31, 68, 6, 18},

{ 18, 17, 17, 17, 87, 9, 17}, { 19, 17, 17, 15, 88, 9, 17},

{ 20, 18, 17, 14, 88, 10, 17}, { 22, 17, 18, 12, 87, 12, 17},

{ 23, 18, 19, 11, 85, 15, 16}, { 23, 20, 19, 11, 83, 18, 16},

{ 22, 19, 22, 10, 79, 22, 16}, { 22, 16, 28, 11, 74, 26, 15},

{ 16, 17, 16, 7, 58, 50, 10}, { 17, 17, 16, 8, 53, 55, 10},

{ 18, 17, 17, 10, 47, 60, 9}, { 18, 16, 17, 11, 43, 64, 9},

{ 19, 16, 17, 12, 38, 68, 9}, { 20, 17, 18, 13, 35, 72, 9},

{ 20, 17, 19, 14, 31, 74, 9}, { 20, 16, 21, 13, 29, 74, 11},

{ 17, 16, 16, 16, 15, 86, 11}, { 18, 15, 17, 16, 13, 86, 13},

{ 18, 16, 16, 16, 13, 84, 15}, { 18, 15, 17, 16, 12, 82, 18},

{ 19, 16, 17, 16, 12, 79, 21}, { 18, 16, 17, 16, 12, 76, 24},

{ 18, 16, 17, 15, 12, 73, 28}, { 19, 16, 19, 15, 14, 68, 31},

{ 17, 17, 16, 17, 10, 59, 43}, { 17, 16, 16, 17, 10, 54, 47},

{ 18, 16, 16, 17, 11, 48, 52}, { 18, 16, 16, 16, 12, 44, 56},

{ 17, 17, 16, 16, 13, 40, 59}, { 17, 17, 16, 16, 13, 37, 62},

{ 17, 17, 17, 15, 14, 34, 65}, { 18, 16, 18, 16, 14, 32, 66},

{ 17, 16, 16, 15, 16, 17, 79}, { 17, 16, 16, 16, 16, 15, 81},

{ 18, 16, 16, 16, 16, 14, 82}, { 18, 16, 16, 15, 16, 13, 83},

{ 17, 18, 16, 15, 16, 13, 83}, { 17, 17, 17, 15, 16, 13, 84},

{ 17, 17, 17, 15, 16, 13, 84}, { 17, 16, 18, 15, 16, 13, 83},

{ 16, 16, 16, 16, 17, 3, 92}, { 17, 16, 16, 15, 17, 4, 91},

{ 18, 17, 17, 14, 18, 4, 90}, { 18, 17, 16, 14, 18, 4, 91},

{ 17, 18, 16, 15, 18, 4, 91}, { 17, 18, 17, 15, 18, 4, 90},

{ 17, 17, 18, 14, 18, 4, 90}, { 18, 16, 19, 15, 18, 5, 89}

},

* Otherwise, if mipSizeId is equal to 2 and modeId is equal to 3, the following applies:

mWeight[ x ][ y ] = (8‑104)

{

{ 13, 9, 10, 43, 11, 12, 9}, { 43, 2, 11, 22, 15, 12, 10},

{ 73, 2, 11, 16, 16, 12, 9}, { 52, 38, 5, 13, 16, 12, 10},

{ 11, 71, 6, 12, 14, 13, 10}, { 3, 50, 35, 10, 14, 13, 9},

{ 11, 12, 68, 11, 13, 13, 10}, { 13, 3, 74, 12, 11, 15, 10},

{ 20, 9, 10, 51, 29, 11, 10}, { 41, 5, 10, 37, 26, 13, 10},

{ 58, 9, 10, 23, 27, 14, 9}, { 41, 36, 6, 15, 24, 16, 10},

{ 14, 57, 11, 11, 21, 18, 9}, { 7, 39, 37, 9, 18, 19, 9},

{ 12, 9, 63, 10, 15, 20, 9}, { 15, 2, 68, 11, 12, 21, 10},

{ 16, 11, 11, 19, 60, 11, 11}, { 27, 11, 11, 20, 50, 16, 10},

{ 35, 15, 11, 17, 42, 20, 10}, { 29, 29, 11, 12, 35, 23, 10},

{ 17, 37, 18, 8, 29, 26, 9}, { 13, 26, 35, 6, 24, 27, 9},

{ 15, 8, 53, 7, 19, 27, 10}, { 16, 4, 57, 9, 14, 28, 11},

{ 12, 11, 11, 5, 51, 36, 8}, { 15, 13, 12, 8, 45, 36, 9},

{ 19, 16, 14, 9, 38, 38, 9}, { 19, 21, 16, 8, 32, 39, 10},

{ 18, 22, 21, 7, 27, 39, 10}, { 18, 16, 31, 7, 22, 39, 11},

{ 18, 9, 41, 6, 18, 39, 11}, { 19, 7, 44, 7, 15, 37, 13},

{ 11, 12, 11, 9, 18, 64, 10}, { 11, 12, 13, 10, 18, 61, 11},

{ 13, 13, 15, 10, 17, 58, 12}, { 15, 14, 17, 10, 16, 56, 13},

{ 17, 14, 20, 9, 14, 55, 13}, { 18, 11, 26, 9, 13, 52, 14},

{ 19, 9, 31, 8, 11, 50, 15}, { 19, 9, 33, 8, 10, 46, 17},

{ 10, 11, 12, 11, 4, 59, 28}, { 11, 10, 13, 11, 4, 60, 26},

{ 12, 10, 15, 11, 5, 59, 25}, { 14, 10, 16, 11, 5, 58, 24},

{ 15, 10, 18, 11, 4, 57, 24}, { 17, 9, 21, 11, 4, 56, 24},

{ 19, 9, 23, 10, 4, 53, 24}, { 19, 9, 26, 10, 5, 49, 25},

{ 10, 10, 12, 11, 5, 27, 60}, { 11, 8, 14, 11, 3, 34, 54},

{ 13, 8, 15, 12, 2, 38, 50}, { 13, 8, 15, 13, 1, 41, 47},

{ 15, 8, 17, 13, 0, 42, 45}, { 16, 8, 18, 13, 0, 44, 43},

{ 18, 8, 19, 12, 0, 44, 41}, { 19, 9, 21, 12, 1, 43, 39},

{ 11, 8, 12, 11, 6, 9, 77}, { 13, 7, 13, 12, 4, 16, 72},

{ 15, 6, 14, 13, 2, 21, 67}, { 15, 6, 14, 13, 1, 25, 63},

{ 15, 7, 15, 14, 0, 27, 61}, { 16, 8, 15, 14, 0, 29, 58},

{ 17, 8, 17, 14, 0, 29, 56}, { 18, 8, 18, 14, 1, 30, 53}

},

* Otherwise, if mipSizeId is equal to 2 and modeId is equal to 4, the following applies:

mWeight[ x ][ y ] = (8‑105)

{

{ 15, 13, 13, 55, 12, 13, 13}, { 21, 13, 13, 34, 14, 13, 13},

{ 39, 12, 13, 22, 14, 13, 13}, { 55, 18, 12, 18, 14, 14, 13},

{ 48, 37, 11, 16, 14, 14, 13}, { 23, 62, 13, 14, 14, 13, 13},

{ 11, 53, 35, 14, 14, 13, 12}, { 15, 13, 72, 14, 14, 13, 12},

{ 16, 13, 13, 63, 27, 12, 13}, { 17, 13, 13, 58, 19, 13, 13},

{ 22, 13, 13, 43, 18, 13, 13}, { 33, 14, 12, 31, 17, 14, 13},

{ 45, 18, 12, 24, 16, 14, 12}, { 44, 32, 12, 19, 15, 14, 13},

{ 29, 49, 15, 17, 14, 14, 12}, { 18, 44, 33, 16, 15, 13, 12},

{ 15, 13, 13, 32, 60, 10, 13}, { 16, 13, 13, 45, 44, 12, 13},

{ 17, 14, 13, 49, 32, 13, 12}, { 21, 14, 13, 44, 25, 14, 12},

{ 30, 14, 13, 37, 21, 14, 12}, { 39, 16, 13, 30, 18, 14, 12},

{ 39, 27, 13, 24, 17, 14, 12}, { 31, 38, 16, 21, 17, 13, 12},

{ 13, 13, 13, 13, 64, 27, 11}, { 14, 13, 13, 23, 61, 19, 12},

{ 15, 14, 13, 34, 51, 16, 12}, { 17, 14, 13, 40, 42, 15, 12},

{ 20, 14, 13, 40, 34, 14, 12}, { 27, 14, 13, 37, 29, 14, 12},

{ 33, 16, 13, 32, 25, 13, 12}, { 33, 24, 14, 27, 23, 13, 12},

{ 13, 13, 13, 13, 33, 61, 9}, { 13, 13, 13, 15, 47, 44, 10},

{ 14, 13, 13, 20, 54, 31, 11}, { 15, 13, 13, 27, 53, 23, 11},

{ 16, 14, 13, 32, 49, 18, 12}, { 19, 14, 13, 34, 43, 15, 12},

{ 24, 14, 13, 34, 37, 14, 12}, { 28, 17, 13, 31, 32, 14, 12},

{ 13, 14, 13, 15, 10, 71, 20}, { 13, 13, 13, 15, 22, 66, 13},

{ 14, 13, 13, 15, 37, 53, 11}, { 14, 13, 13, 18, 47, 40, 11},

{ 14, 13, 13, 23, 52, 29, 11}, { 15, 14, 13, 27, 51, 23, 11},

{ 18, 14, 13, 30, 47, 19, 11}, { 22, 15, 13, 30, 42, 17, 12},

{ 13, 13, 13, 14, 12, 34, 57}, { 13, 13, 13, 15, 14, 50, 38},

{ 13, 13, 13, 15, 21, 58, 23}, { 14, 13, 13, 16, 32, 54, 16},

{ 13, 13, 13, 18, 41, 45, 13}, { 13, 14, 13, 21, 47, 36, 12},

{ 14, 14, 13, 24, 49, 28, 12}, { 17, 14, 13, 26, 46, 24, 12},

{ 13, 13, 13, 13, 19, 0, 85}, { 13, 13, 13, 13, 20, 12, 72},

{ 13, 13, 13, 15, 20, 30, 53}, { 13, 13, 13, 16, 23, 44, 35},

{ 13, 14, 12, 17, 29, 47, 24}, { 13, 14, 13, 18, 36, 44, 18},

{ 13, 14, 13, 20, 41, 38, 16}, { 15, 14, 14, 22, 42, 33, 15}

},

* Otherwise (mipSizeId is equal to 2 and modeId is equal to 5), the following applies:

mWeight[ x ][ y ] = (8‑106)

{

{ 24, 9, 10, 52, 13, 10, 12}, { 53, 9, 10, 25, 26, 6, 13},

{ 48, 30, 9, 11, 30, 7, 13}, { 15, 59, 12, 6, 25, 13, 11},

{ 5, 48, 34, 7, 18, 19, 10}, { 10, 15, 62, 8, 12, 20, 13},

{ 13, 2, 70, 8, 9, 19, 19}, { 13, 3, 62, 9, 6, 16, 30},

{ 25, 14, 10, 40, 51, 0, 14}, { 20, 28, 11, 16, 55, 5, 13},

{ 8, 38, 18, 6, 41, 20, 11}, { 5, 28, 34, 6, 23, 31, 12},

{ 9, 12, 48, 8, 12, 33, 18}, { 12, 2, 53, 9, 6, 30, 28},

{ 14, 1, 50, 9, 4, 23, 40}, { 14, 5, 42, 8, 4, 15, 51},

{ 8, 20, 12, 5, 72, 12, 12}, { 2, 24, 19, 5, 46, 35, 9},

{ 5, 16, 29, 9, 21, 48, 13}, { 9, 6, 36, 10, 9, 45, 25},

{ 12, 3, 37, 11, 5, 36, 38}, { 13, 4, 34, 11, 4, 25, 51},

{ 13, 6, 29, 10, 4, 16, 61}, { 13, 9, 26, 10, 6, 11, 66},

{ 6, 14, 15, 6, 31, 60, 6}, { 7, 10, 22, 11, 12, 64, 15},

{ 10, 6, 26, 13, 6, 50, 32}, { 11, 4, 27, 12, 5, 33, 49},

{ 12, 5, 25, 11, 6, 20, 62}, { 12, 7, 22, 11, 7, 13, 69},

{ 12, 9, 19, 11, 7, 8, 74}, { 12, 10, 19, 10, 8, 7, 74},

{ 10, 9, 16, 12, 6, 67, 20}, { 11, 6, 20, 13, 5, 46, 41},

{ 11, 5, 21, 12, 7, 26, 59}, { 11, 7, 19, 12, 9, 14, 70},

{ 11, 8, 18, 11, 10, 8, 75}, { 11, 9, 16, 11, 10, 5, 78},

{ 12, 10, 15, 11, 10, 4, 80}, { 11, 10, 15, 10, 10, 4, 78},

{ 11, 9, 15, 12, 8, 34, 54}, { 11, 7, 17, 11, 10, 16, 69},

{ 11, 7, 17, 11, 11, 7, 76}, { 11, 8, 16, 11, 11, 4, 80},

{ 10, 10, 14, 11, 11, 3, 81}, { 11, 10, 13, 11, 12, 2, 82},

{ 11, 10, 13, 11, 12, 2, 82}, { 11, 11, 13, 10, 12, 3, 80},

{ 11, 9, 14, 11, 11, 8, 77}, { 11, 8, 14, 11, 12, 3, 81},

{ 11, 9, 14, 11, 12, 1, 83}, { 10, 10, 13, 11, 12, 2, 83},

{ 10, 11, 12, 11, 12, 2, 82}, { 10, 11, 12, 11, 12, 3, 82},

{ 11, 11, 11, 11, 12, 3, 81}, { 11, 11, 11, 11, 13, 5, 79},

{ 11, 10, 13, 11, 13, 2, 82}, { 11, 9, 13, 11, 13, 1, 83},

{ 11, 10, 12, 11, 13, 2, 82}, { 10, 11, 12, 11, 12, 3, 81},

{ 10, 11, 12, 11, 12, 4, 80}, { 10, 11, 11, 11, 12, 5, 80},

{ 11, 11, 11, 11, 13, 5, 79}, { 11, 11, 11, 11, 12, 6, 77}

}.

##### MIP prediction upsampling process

Inputs to this process are:

* a variable predW specifying the input block width,
* a variable predH specifying the input block height,
* matrix-based intra prediction samples predMip[ x ][ y ], with x = 0..predW − 1, y = 0..predH − 1,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* top reference samples refT[ x ] with x = 0..nTbW − 1,
* left reference samples refL[ y ] with y = 0..nTbH − 1.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

The sparse predicted samples predSamples[ m ][ n ] are derived from predMip[ x ][ y ], with x = 0..predW − 1, y = 0..predH − 1 as follows:

upHor = nTbW / predW (8‑107)

upVer = nTbH / predH (8‑108)

predSamples[ ( x + 1 ) \* upHor − 1 ][ ( y + 1 ) \* upVer − 1 ] = predMip[ x ][ y ] (8‑109)

The top reference samples refT[ x ] are assigned to predSamples[ x ][ −1 ] with x = 0..nTbW − 1.

The left reference samples refL[ y ] are assigned to predSamples[ −1 ][ y ] with y = 0..nTbH − 1.

The predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

* If nTbH is greater than nTbW, the following ordered steps apply:
  + - 1. When upHor is greater than 1, horizontal upsampling for all sparse positions ( xHor, yHor ) = ( m \* upHor − 1, n \* upVer − 1 ) with m = 0..predW − 1, n = 1..predH is applied with dX = 1..upHor − 1 as follows:

sum = ( upHor − dX ) \* predSamples[ xHor ][ yHor ] + dX \* predSamples[ xHor + upHor ][ yHor ] (8‑110)

predSamples[ xHor + dX ][ yHor ] = ( sum + upHor /2 ) / upHor (8‑111)

* + - 1. Vertical upsampling for all sparse positions ( xVer, yVer ) = ( m, n \* upVer − 1 ) with m = 0..nTbW − 1, n = 0..predH − 1 is applied with dY = 1..upVer − 1 as follows:

sum = ( upVer − dY ) \* predSamples[ xVer ][ yVer ] + dY \* predSamples[ xVer ][ yVer + upVer ] (8‑112)

predSamples[ xVer ][ yVer + dY ] = ( sum + upVer /2 ) / upVer (8‑113)

* Otherwise, the following ordered steps apply:
  + - 1. When upVer is greater than 1, vertical upsampling for all sparse positions ( xVer, yVer ) = ( m \* upHor − 1, n \* upVer − 1 ) with m = 1..predW, n = 0..predH − 1 is applied with dY = 1..upVer − 1 as follows:

sum = ( upVer − dY ) \* predSamples[ xVer ][ yVer ] + dY \* predSamples[ xVer ][ yVer + upVer ] (8‑114)

predSamples[ xVer ][ yVer + dY ] = ( sum + upVer /2 ) / upVer (8‑115)

* + - 1. Horizontal upsampling for all sparse positions ( xHor, yHor ) = ( m \* upHor − 1, n ) with m = 0..predW − 1, n = 0..nTbH − 1 is applied with dX = 1..upHor − 1 as follows:.

sum = ( upHor − dX ) \* predSamples[ xHor ][ yHor ] + dX \* predSamples[ xHor + upHor ][ yHor ] (8‑116)

predSamples[ xHor + dX ][ yHor ] = ( sum + upHor /2 ) / upHor (8‑117)

##### General intra sample prediction

Inputs to this process are:

* a sample location ( xTbCmp, yTbCmp ) specifying the top-left sample of the current transform block relative to the top‑left sample of the current picture,
* a variable predModeIntra specifying the intra prediction mode,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable nCbW specifying the coding block width,
* a variable nCbH specifying the coding block height,
* a variable cIdx specifying the colour component of the current block.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

The variables refW and refH are derived as follows:

* If IntraSubPartitionsSplitType is equal to ISP\_NO\_SPLIT or cIdx is not equal to 0, the following applies:

refW = nTbW \* 2 (8‑118)

refH = nTbH \* 2 (8‑119)

* Otherwise ( IntraSubPartitionsSplitType is not equal to ISP\_NO\_SPLIT and cIdx is equal to 0 ), the following applies:

refW = nCbW + nTbW (8‑120)

refH = nCbH + nTbH (8‑121)

The variable refIdx specifying the intra prediction reference line index is derived as follows:

refIdx = ( cIdx  = =  0 )  ?  IntraLumaRefLineIdx[ xTbCmp ][ yTbCmp ]  :  0 (8‑122)

The wide angle intra prediction mode mapping process as specified in clause 8.4.5.2.6 is invoked with predModeIntra, nTbW, nTbH and cIdx as inputs, and the modified predModeIntra as output.

The variable refFilterFlag is derived as follows:

* If predModeIntra is equal to one of the following values: 0, −14, −12, −10, −6, 2, 34, 66, 72, 76, 78, 80, then refFilterFlag is set equal to 1.
* Otherwise, refFilterFlag is set equal to 0.

For the generation of the reference samples p[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx, the following ordered steps apply:

1. The reference sample availability marking process as specified in clause 8.4.5.2.7 is invoked with the sample location ( xTbCmp, yTbCmp ), the intra prediction reference line index refIdx, the reference sample width refW, the reference sample height refH, the colour component index cIdx as inputs, and the reference samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = − refIdx..refW − 1, y = −1 − refIdx as output.
2. When at least one sample refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx is marked as "not available for intra prediction", the reference sample substitution process as specified in clause 8.4.5.2.8 is invoked with the intra prediction reference line index refIdx, the reference sample width refW, the reference sample height refH, the reference samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx, and the colour component index cIdx as inputs, and the modified reference samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx as output.
3. The reference sample filtering process as specified in clause 8.4.5.2.9 is invoked with the intra prediction reference line index refIdx, the transform block width nTbW and height nTbH, the reference sample width refW, the reference sample height refH, the reference filter flag refFilterFlag, the unfiltered samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx, and the colour component index cIdx as inputs, and the reference samples p[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx as output.

The intra sample prediction process according to predModeIntra applies as follows:

* If predModeIntra is equal to INTRA\_PLANAR, the corresponding intra prediction mode process specified in clause 8.4.5.2.10 is invoked with the transform block width nTbW, and the transform block height nTbH, and the reference sample array p as inputs, and the output is the predicted sample array predSamples.
* Otherwise, if predModeIntra is equal to INTRA\_DC, the corresponding intra prediction mode process specified in clause 8.4.5.2.11 is invoked with the transform block width nTbW, the transform block height nTbH, the intra prediction reference line index refIdx, and the reference sample array p as inputs, and the output is the predicted sample array predSamples.
* Otherwise, if predModeIntra is equal to INTRA\_LT\_CCLM, INTRA\_L\_CCLM or INTRA\_T\_CCLM, the corresponding intra prediction mode process specified in clause 8.4.5.2.13 is invoked with the intra prediction mode predModeIntra, the sample location ( xTbC, yTbC ) set equal to ( xTbCmp, yTbCmp ), the transform block width nTbW and height nTbH, the colour component index cIdx, and the reference sample array p as inputs, and the output is the predicted sample array predSamples.
* Otherwise, the corresponding intra prediction mode process specified in clause 8.4.5.2.12 is invoked with the intra prediction mode predModeIntra, the intra prediction reference line index refIdx, the transform block width nTbW, the transform block height nTbH, the reference sample width refW, the reference sample height refH, the coding block width nCbW and height nCbH, the reference filter flag refFilterFlag, the colour component index cIdx, and the reference sample array p as inputs, and the predicted sample array predSamples as outputs.

When all of the following conditions are true, the position-dependent prediction sample filtering process specified in clause 8.4.5.2.14 is invoked with the intra prediction mode predModeIntra, the transform block width nTbW, the transform block height nTbH, the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1, the reference sample width refW, the reference sample height refH, the reference samples p[ x ][ y ], with x = −1, y = −1..refH − 1 and x = 0..refW − 1, y = −1, and the colour component index cIdx as inputs, and the output is the modified predicted sample array predSamples:

* nTbW is greater than or equal to 4 and nTbH is greater than or equal to 4 or cIdx is not equal to 0
* refIdx is equal to 0 or cIdx is not equal to 0
* BdpcmFlag[ xTbCmp ][ xTbCmp ] is equal to 0
* One of the following conditions is true:
* predModeIntra is equal to INTRA\_PLANAR
* predModeIntra is equal to INTRA\_DC
* predModeIntra is less than or equal to INTRA\_ANGULAR18
* predModeIntra is less than or equal to INTRA\_ANGULAR50

##### Wide angle intra prediction mode mapping process

Inputs to this process are:

* a variable predModeIntra specifying the intra prediction mode,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable cIdx specifying the colour component of the current block.

Output of this process is the modified intra prediction mode predModeIntra.

Output of this process is the modified intra prediction mode predModeIntra.

The variables nW and nH are derived as follows:

* If IntraSubPartitionsSplitType is equal to ISP\_NO\_SPLIT or cIdx is not equal to 0, the following applies:

nW = nTbW (8‑123)

nH = nTbH (8‑124)

* Otherwise ( IntraSubPartitionsSplitType is not equal to ISP\_NO\_SPLIT and cIdx is equal to 0 ), the following applies:

nW = nCbW (8‑125)

nH = nCbH (8‑126)

The variable whRatio is set equal to Abs( Log2( nW / nH ) ).

For non-square blocks (nW is not equal to nH), the intra prediction mode predModeIntra is modified as follows:

* If all of the following conditions are true, predModeIntra is set equal to ( predModeIntra + 65 ).
* nW is greater than nH
* predModeIntra is greater than or equal to 2
* predModeIntra is less than ( whRatio > 1 )  ?  ( 8 + 2 \* whRatio )  :  8
* Otherwise, if all of the following conditions are true, predModeIntra is set equal to ( predModeIntra − 67 ).
* nH is greater than nW
* predModeIntra is less than or equal to 66
* predModeIntra is greater than ( whRatio > 1 )  ?  ( 60 − 2 \* whRatio )  :  60

##### Reference sample availability marking process

Inputs to this process are:

* a sample location ( xTbCmp, yTbCmp ) specifying the top-left sample of the current transform block relative to the top‑left sample of the current picture,
* a variable refIdx specifying the intra prediction reference line index,
* a variable refW specifying the reference samples width,
* a variable refH specifying the reference samples height,
* a variable cIdx specifying the colour component of the current block.

Outputs of this process are the reference samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx for intra sample prediction.

The refW + refH + 1 + ( 2 \* refIdx ) neighbouring samples refUnfilt[ x ][ y ] that are constructed samples prior to the in-loop filter process, with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx, are derived as follows:

* The neighbouring location (xNbCmp, yNbCmp ) is specified by:

( xNbCmp, yNbCmp ) = ( xTbCmp + x, yTbCmp + y ) (8‑127)

* The current luma location ( xTbY, yTbY ) and the neighbouring luma location (xNbY, yNbY ) are derived as follows:

( xTbY, yTbY ) = ( cIdx  = =  0 ) ? ( xTbCmp, yTbCmp ) :  (8‑128)  
 ( xTbCmp \* SubWidthC, yTbCmp \* SubHeightC )

( xNbY, yNbY ) = ( cIdx  = =  0 ) ? ( xNbCmp, yNbCmp ) :  (8‑129)  
 ( xNbCmp \* SubWidthC, yNbCmp \* SubHeightC )

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xTbY, yTbY ), the neighbouring luma location ( xNbY, yNbY ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availableN.
* Each sample refUnfilt[ x ][ y ] is derived as follows:
* If availableN is equal to FALSE, the sample refUnfilt[ x ][ y ] is marked as "not available for intra prediction".
* Otherwise, the sample refUnfilt[ x ][ y ] is marked as "available for intra prediction" and the sample at the location ( xNbCmp, yNbCmp ) is assigned to refUnfilt[ x ][ y ].

##### Reference sample substitution process

Inputs to this process are:

* a variable refIdx specifying the intra prediction reference line index,
* a variable refW specifying the reference samples width,
* a variable refH specifying the reference samples height,
* reference samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx for intra sample prediction,
* a variable cIdx specifying the colour component of the current block.

Outputs of this process are the modified reference samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx for intra sample prediction.

The variable bitDepth is derived as follows:

* If cIdx is equal to 0, bitDepth is set equal to BitDepthY.
* Otherwise, bitDepth is set equal to BitDepthC.

The values of the samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx are modified as follows:

* If all samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx are marked as "not available for intra prediction", all values of refUnfilt[ x ][ y ] are set equal to 1  <<  ( bitDepth − 1 ).
* Otherwise (at least one but not all samples refUnfilt[ x ][ y ] are marked as "not available for intra prediction"), the following ordered steps apply:

1. When refUnfilt[ −1 − refIdx ][ refH − 1 ] is marked as "not available for intra prediction", search sequentially starting from x = −1 − refIdx, y = refH − 1 to x = −1 − refIdx, y = −1 − refIdx, then from x = −refIdx, y = −1 − refIdx to x = refW − 1, y = −1 − refIdx, for a sample refUnfilt[ x ][ y ] that is marked as "available for intra prediction". Once a sample refUnfilt[ x ][ y ] marked as "available for intra prediction" is found, the search is terminated and the value of refUnfilt[ −1 − refIdx ][ refH − 1 ] is set equal to the value of refUnfilt[ x ][ y ].
2. For x = −1 − refIdx, y = refH − 2..−1 − refIdx, when refUnfilt[ x ][ y ] is marked as "not available for intra prediction", the value of refUnfilt[ x ][ y ] is set equal to the value of refUnfilt[ x ][ y + 1 ].
3. For x = −refIdx..refW − 1, y = −1, when refUnfilt[ x ][ y ] is marked as "not available for intra prediction", the value of refUnfilt[ x ][ y ] is set equal to the value of refUnfilt[ x − 1 ][ y ].

All samples refUnfilt[ x ][ y ] with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx are marked as "available for intra prediction".

##### Reference sample filtering process

Inputs to this process are:

* a variable refIdx specifying the intra prediction reference line index,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable refW specifying the reference samples width,
* a variable refH specifying the reference samples height,
* a variable refFilterFlag specifying the value of reference filter flag,
* the (unfiltered) neighbouring samples refUnfilt[ x ][ y ], with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx,
* a variable cIdx specifying the colour component of the current block.

Outputs of this process are the reference samples p[ x ][ y ], with x = −1 − refIdx, y = −1 − refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1 − refIdx.

The variable filterFlag is derived as follows:

* If all of the following conditions are true, filterFlag is set equal to 1:
* refIdx is equal to 0
* nTbW \* nTbH is greater than 32
* cIdx is equal to 0
* IntraSubPartitionsSplitType is equal to ISP\_NO\_SPLIT
* refFilterFlag is equal to 1
* Otherwise, filterFlag is set equal to 0.

For the derivation of the reference samples p[ x ][ y ] the following applies:

* If filterFlag is equal to 1, the filtered sample values p[ x ][ y ] with x = −1, y = −1..refH − 1 and x = 0..refW − 1, y = −1 are derived as follows:

p[ −1 ][ −1 ] = ( refUnfilt[ −1 ][ 0 ] + 2 \* refUnfilt[ −1 ][ −1 ] + refUnfilt[ 0 ][ −1 ] + 2 )  >>  2 (8‑130)

p[ −1 ][ y ] = ( refUnfilt[ −1 ][ y + 1 ] + 2 \* refUnfilt[ −1 ][ y ] + refUnfilt[ −1 ][ y − 1 ] + 2 )  >>  2  
 for y = 0..refH − 2 (8‑131)

p[ −1 ][ refH − 1 ] = refUnfilt[ −1 ][ refH − 1 ] (8‑132)

p[ x ][ −1 ] = ( refUnfilt[ x − 1 ][ −1 ] + 2 \* refUnfilt[ x ][ −1 ] + refUnfilt[ x + 1 ][ −1 ] + 2 )  >>  2  
 for x = 0..refW − 2  (8‑133)

p[ refW − 1 ][ −1 ] = refUnfilt[ refW − 1 ][ −1 ] (8‑134)

* Otherwise, the reference samples values p[ x ][ y ] are set equal to the unfiltered sample values refUnfilt[ x ][ y ] with x = −1− refIdx, y = −1− refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1− refIdx.

##### Specification of INTRA\_PLANAR intra prediction mode

Inputs to this process are:

* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* the neighbouring samples p[ x ][ y ], with x = −1, y = −1..nTbH and x = 0..nTbW, y = −1.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

The variables nW and nH are derived as follows:

nW = Max( nTbW, 2 ) (8‑135)

nH = Max( nTbH, 2 ) (8‑136)

The values of the prediction samples predSamples[ x ][ y ], with x = 0..nTbW − 1 and y = 0..nTbH − 1, are derived as follows:

predV[ x ][ y ] = ( ( nH − 1 − y ) \* p[ x ][ −1 ] + ( y + 1 ) \* p[ −1 ][ nTbH ] ) << Log2 ( nW )  (8‑137)

predH[ x ][ y ] = ( ( nW − 1 − x ) \* p[ −1 ][ y ] + ( x + 1 ) \* p[ nTbW ][ −1 ] ) << Log2 ( nH )  (8‑138)

predSamples[ x ][ y ] = ( predV[ x ][ y ] + predH[ x ][ y ] + nW \* nH ) >> (Log2 ( nW ) + Log2 ( nH ) + 1 ) (8‑139)

##### Specification of INTRA\_DC intra prediction mode

Inputs to this process are:

* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable refIdx specifying the intra prediction reference line index,
* the neighbouring samples p[ x ][ y ], with x = −1 − refIdx, y = 0..nTbH − 1 and x = 0..nTbW − 1, y = −1 − refIdx.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

The values of the prediction samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1, are derived by the following ordered steps:

1. A variable dcVal is derived as follows:

* When nTbW is equal to nTbH:

dcVal = ( + (8‑140)   
 + nTbW )  >>  ( Log2( nTbW ) + 1 )

* When nTbW is greater than nTbH:

dcVal = ( + ( nTbW >> 1 ) )  >>  Log2( nTbW ) (8‑141)

* When nTbW is less than nTbH:

dcVal = ( + ( nTbH >> 1 ) )  >>  Log2( nTbH ) (8‑142)

1. The prediction samples predSamples[ x ][ y ] are derived as follows:

predSamples[ x ][ y ] = dcVal, with x = 0.. nTbW − 1, y = 0.. nTbH − 1 (8‑143)

##### Specification of INTRA\_ANGULAR2..INTRA\_ANGULAR66 intra prediction modes

Inputs to this process are:

* the intra prediction mode predModeIntra,
* a variable refIdx specifying the intra prediction reference line index,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable refW specifying the reference samples width,
* a variable refH specifying the reference samples height,
* a variable nCbW specifying the coding block width,
* a variable nCbH specifying the coding block height,
* a variable refFilterFlag specifying the value of reference filter flag,
* a variable cIdx specifying the colour component of the current block,
* the neighbouring samples p[ x ][ y ], with x = −1− refIdx, y = −1− refIdx..refH − 1 and x = −refIdx..refW − 1, y = −1− refIdx.

Outputs of this process are the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

The variable nTbS is set equal to ( Log2 ( nTbW ) + Log2 ( nTbH ) )  >>  1.

The variable filterFlag is derived as follows:

* If one or more of the following conditions is true, filterFlag is set equal to 0.
* refFilterFlag is equal to 1
* refIdx is not equal to 0
* IntraSubPartitionsSplitType is not equal to ISP\_NO\_SPLIT
* Otherwise, the following applies:
* The variable minDistVerHor is set equal to Min( Abs( predModeIntra − 50 ), Abs( predModeIntra − 18 ) ).
* The variable intraHorVerDistThres[ nTbS ] is specified in Table 8‑7.
* The variable filterFlag is derived as follows:
* If minDistVerHor is greater than intraHorVerDistThres[ nTbS ] and refFilterFlag is equal to 0, filterFlag is set equal to 1.
* Otherwise, filterFlag is set equal to 0.

Table 8‑7 – Specification of intraHorVerDistThres[ nTbS ] for various transform block sizes nTbS

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | **nTbS = 2** | **nTbS = 3** | **nTbS = 4** | **nTbS = 5** | **nTbS = 6** | **nTbS = 7** |
| **intraHorVerDistThres[ nTbS ]** | 24 | 14 | 2 | 0 | 0 | 0 |
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Figure 8‑1 – Intra prediction directions (informative)

Figure 8‑1 illustrates the 93 prediction directions, where the dashed directions are associated with the wide-angle modes that are only applied to non-square blocks.

Table 8‑8 specifies the mapping table between predModeIntra and the angle parameter intraPredAngle.

Table 8‑8 – Specification of intraPredAngle

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **predModeIntra** | **−14** | **−13** | **−12** | **−11** | **−10** | **−9** | **−8** | **−7** | **−6** | **−5** | **−4** | **−3** | **−2** | **−1** | **2** | **3** | **4** |
| **intraPredAngle** | 512 | 341 | 256 | 171 | 128 | 102 | 86 | 73 | 64 | 57 | 51 | 45 | 39 | 35 | 32 | 29 | 26 |
| **predModeIntra** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** | **16** | **17** | **18** | **19** | **20** | **21** |
| **intraPredAngle** | 23 | 20 | 18 | 16 | 14 | 12 | 10 | 8 | 6 | 4 | 3 | 2 | 1 | 0 | −1 | −2 | −3 |
| **predModeIntra** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** | **32** | **33** | **34** | **35** | **36** | **37** | **38** |
| **intraPredAngle** | −4 | −6 | −8 | −10 | −12 | −14 | −16 | −18 | −20 | −23 | −26 | −29 | −32 | −29 | −26 | −23 | −20 |
| **predModeIntra** | **39** | **40** | **41** | **42** | **43** | **44** | **45** | **46** | **47** | **48** | **49** | **50** | **51** | **52** | **53** | **54** | **55** |
| **intraPredAngle** | −18 | −16 | −14 | −12 | −10 | −8 | −6 | −4 | −3 | −2 | −1 | 0 | 1 | 2 | 3 | 4 | 6 |
| **predModeIntra** | **56** | **57** | **58** | **59** | **60** | **61** | **62** | **63** | **64** | **65** | **66** | **67** | **68** | **69** | **70** | **71** | **72** |
| **intraPredAngle** | 8 | 10 | 12 | 14 | 16 | 18 | 20 | 23 | 26 | 29 | 32 | 35 | 39 | 45 | 51 | 57 | 64 |
| **predModeIntra** | **73** | **74** | **75** | **76** | **77** | **78** | **79** | **80** |  |  |  |  |  |  |  |  |  |
| **intraPredAngle** | 73 | 86 | 102 | 128 | 171 | 256 | 341 | 512 |  |  |  |  |  |  |  |  |  |

The inverse angle parameter invAngle is derived based on intraPredAngle as follows:

invAngle = Round (8‑144)

The interpolation filter coefficients fC[ phase ][ j ] and fG[ phase ][ j ] with phase = 0..31 and j = 0..3 are specified in Table 8‑9.

Table 8‑9 – Specification of interpolation filter coefficients fC and fG

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Fractional sample position p** | **fC interpolation filter coefficients** | | | | **fG interpolation filter coefficients** | | | |
| **fC[ p ][ 0 ]** | **fC[ p ][ 1 ]** | **fC[ p ][ 2 ]** | **fC[ p ][ 3 ]** | **fG[ p ][ 0 ]** | **fG[ p ][ 1 ]** | **fG[ p ][ 2 ]** | **fG[ p ][ 3 ]** |
| 0 | 0 | 64 | 0 | 0 | 16 | 32 | 16 | 0 |
| 1 | −1 | 63 | 2 | 0 | 15 | 29 | 17 | 3 |
| 2 | −2 | 62 | 4 | 0 | 15 | 29 | 17 | 3 |
| 3 | −2 | 60 | 7 | −1 | 14 | 29 | 18 | 3 |
| 4 | −2 | 58 | 10 | −2 | 13 | 29 | 18 | 4 |
| 5 | −3 | 57 | 12 | −2 | 13 | 28 | 19 | 4 |
| 6 | −4 | 56 | 14 | −2 | 13 | 28 | 19 | 4 |
| 7 | −4 | 55 | 15 | −2 | 12 | 28 | 20 | 4 |
| 8 | −4 | 54 | 16 | −2 | 11 | 28 | 20 | 5 |
| 9 | −5 | 53 | 18 | −2 | 11 | 27 | 21 | 5 |
| 10 | −6 | 52 | 20 | −2 | 10 | 27 | 22 | 5 |
| 11 | −6 | 49 | 24 | −3 | 9 | 27 | 22 | 6 |
| 12 | −6 | 46 | 28 | −4 | 9 | 26 | 23 | 6 |
| 13 | −5 | 44 | 29 | −4 | 9 | 26 | 23 | 6 |
| 14 | −4 | 42 | 30 | −4 | 8 | 25 | 24 | 7 |
| 15 | −4 | 39 | 33 | −4 | 8 | 25 | 24 | 7 |
| 16 | −4 | 36 | 36 | −4 | 8 | 24 | 24 | 8 |
| 17 | −4 | 33 | 39 | −4 | 7 | 24 | 25 | 8 |
| 18 | −4 | 30 | 42 | −4 | 7 | 24 | 25 | 8 |
| 19 | −4 | 29 | 44 | −5 | 6 | 23 | 26 | 9 |
| 20 | −4 | 28 | 46 | −6 | 6 | 23 | 26 | 9 |
| 21 | −3 | 24 | 49 | −6 | 6 | 22 | 27 | 9 |
| 22 | −2 | 20 | 52 | −6 | 5 | 22 | 27 | 10 |
| 23 | −2 | 18 | 53 | −5 | 5 | 21 | 27 | 11 |
| 24 | −2 | 16 | 54 | −4 | 5 | 20 | 28 | 11 |
| 25 | −2 | 15 | 55 | −4 | 4 | 20 | 28 | 12 |
| 26 | −2 | 14 | 56 | −4 | 4 | 19 | 28 | 13 |
| 27 | −2 | 12 | 57 | −3 | 4 | 19 | 28 | 13 |
| 28 | −2 | 10 | 58 | −2 | 4 | 18 | 29 | 13 |
| 29 | −1 | 7 | 60 | −2 | 3 | 18 | 29 | 14 |
| 30 | 0 | 4 | 62 | −2 | 3 | 17 | 29 | 15 |
| 31 | 0 | 2 | 63 | −1 | 3 | 17 | 29 | 15 |

The values of the prediction samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

* If predModeIntra is greater than or equal to 34, the following ordered steps apply:

1. The reference sample array ref[ x ] is specified as follows:

* The following applies:

ref[ x ] = p[ −1 − refIdx + x ][ −1 − refIdx ], with x = 0..nTbW + refIdx + 1 (8‑145)

* If intraPredAngle is less than 0, the main reference sample array is extended as follows:

ref[ x ] = p[ −1 − refIdx ][ −1 − refIdx + Min( ( x \* invAngle + 256 )  >>  9, nTbH ) ],  
 with x = −nTbH..1 (8‑146)

* Otherwise,

ref[ x ] = p[ −1 − refIdx + x ][ −1 − refIdx ], with x = nTbW + 2 + refIdx..refW + refIdx (8‑147)

* The additional samples ref[ refW + refIdx +x ] with x = 1..( Max( 1, nTbW / nTbH ) \* refIdx + 2) are derived as follows:

ref[ refW + refIdx +x ] = p[ −1 + refW ][ −1 − refIdx ] (8‑148)

1. The values of the prediction samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

* The index variable iIdx and the multiplication factor iFact are derived as follows:

iIdx = ( ( ( y + 1 + refIdx ) \* intraPredAngle )  >>  5 ) + refIdx (8‑149)

iFact = ( ( y + 1 + refIdx ) \* intraPredAngle ) & 31 (8‑150)

* If cIdx is equal to 0, the following applies:
* The interpolation filter coefficients fT[ j ] with j = 0..3 are derived as follows:

fT[ j ] = filterFlag  ?  fG[ iFact ][ j ]  :  fC[ iFact ][ j ] (8‑151)

* The value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] = Clip1Y( ( (  ) + 32 )  >>  6 ) (8‑152)

* Otherwise (cIdx is not equal to 0), depending on the value of iFact, the following applies:
* If iFact is not equal to 0, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] =   
 ( ( 32 − iFact ) \* ref[ x + iIdx + 1 ] + iFact \* ref[ x + iIdx + 2 ] + 16 )  >>  5 (8‑153)

* Otherwise, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] = ref[ x + iIdx + 1 ] (8‑154)

* Otherwise (predModeIntra is less than 34), the following ordered steps apply:

1. The reference sample array ref[ x ] is specified as follows:

* The following applies:

ref[ x ] = p[ −1 − refIdx ][ −1 − refIdx + x ], with x = 0..nTbH + refIdx + 1 (8‑155)

* If intraPredAngle is less than 0, the main reference sample array is extended as follows:

ref[ x ] = p[ −1 − refIdx + Min( ( x \* invAngle + 256 )  >>  9, nTbW ) ][ −1 − refIdx ],  
 with x = −nTbW..−1 (8‑156)

* Otherwise,

ref[ x ] = p[ −1 − refIdx ][ −1 − refIdx + x ], with x = nTbH + 2 + refIdx..refH + refIdx (8‑157)

* The additional samples ref[ refH + refIdx +x ] with x = 1..( Max( 1, nTbW / nTbH ) \* refIdx + 2) are derived as follows:

ref[ refH + refIdx +x ] = p[ −1 + refH ][ −1 − refIdx ] (8‑158)

1. The values of the prediction samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

* The index variable iIdx and the multiplication factor iFact are derived as follows:

iIdx = ( ( ( x + 1 + refIdx ) \* intraPredAngle )  >>  5 ) + refIdx (8‑159)

iFact = ( ( x + 1 + refIdx ) \* intraPredAngle ) & 31 (8‑160)

* If cIdx is equal to 0, the following applies:
* The interpolation filter coefficients fT[ j ] with j = 0..3 are derived as follows:

fT[ j ] = filterFlag  ?  fG[ iFact ][ j ]  :  fC[ iFact ][ j ] (8‑161)

* The value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] = Clip1Y( ( (  ) + 32 )  >>  6 ) (8‑162)

* Otherwise (cIdx is not equal to 0), depending on the value of iFact, the following applies:
* If iFact is not equal to 0, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] =   
 ( ( 32 − iFact ) \* ref[ y + iIdx + 1 ] + iFact \* ref[ y + iIdx + 2 ] + 16 )  >>  5 (8‑163)

* Otherwise, the value of the prediction samples predSamples[ x ][ y ] is derived as follows:

predSamples[ x ][ y ] = ref[ y + iIdx + 1 ] (8‑164)

##### Specification of INTRA\_LT\_CCLM, INTRA\_L\_CCLM and INTRA\_T\_CCLM intra prediction mode

Inputs to this process are:

* the intra prediction mode predModeIntra,
* a sample location ( xTbC, yTbC ) of the top-left sample of the current transform block relative to the top-left sample of the current picture,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable cIdx specifying the colour component of the current block,
* chroma neighbouring samples p[ x ][ y ], with x = −1, y = 0..2 \* nTbH − 1 and x = 0.. 2 \* nTbW − 1, y = − 1.

Output of this process are predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1.

The current luma location ( xTbY, yTbY ) is derived as follows:

( xTbY, yTbY )  =  ( xTbC << ( SubWidthC − 1 ), yTbC << ( SubHeightC − 1 ) ) (8‑165)

The variables availL, availT and availTL are derived as follows:

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current chroma location ( xCurr, yCurr ) set equal to ( xTbC, yTbC ), the neighbouring chroma location ( xTbC − 1, yTbC ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availL.
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current chroma location ( xCurr, yCurr ) set equal to ( xTbC, yTbC ), the neighbouring chroma location ( xTbC, yTbC − 1 ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availT.
* The variable availTL is derived as follows:

availTL  =  availL  &&  availT (8‑166)

* The number of available top-right neighbouring chroma samples numTopRight is derived as follows:
* The variable numTopRight is set equal to 0 and availTR is set equal to TRUE.
* When predModeIntra is equal to INTRA\_T\_CCLM, the following applies for x = nTbW..2 \* nTbW − 1 until availTR is equal to FALSE or x is equal to 2 \* nTbW − 1:
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current chroma location ( xCurr, yCurr ) set equal to ( xTbC , yTbC ) the neighbouring chroma location ( xTbC + x, yTbC − 1 ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availableTR
* When availableTR is equal to TRUE, numTopRight is incremented by one.
* The number of available left-below neighbouring chroma samples numLeftBelow is derived as follows:
* The variable numLeftBelow is set equal to 0 and availLB is set equal to TRUE.
* When predModeIntra is equal to INTRA\_L\_CCLM, the following applies for y = nTbH..2 \* nTbH − 1 until availLB is equal to FALSE or y is equal to 2 \* nTbH − 1:
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current chroma location ( xCurr, yCurr ) set equal to ( xTbC , yTbC ), the neighbouring chroma location ( xTbC − 1, yTbC + y ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availableLB
* When availableLB is equal to TRUE, numLeftBelow is incremented by one.

The number of available neighbouring chroma samples on the top and top-right numSampT and the number of available neighbouring chroma samples on the left and left-below numSampL are derived as follows:

* If predModeIntra is equal to INTRA\_LT\_CCLM, the following applies:

numSampT = availT  ?  nTbW  :  0 (8‑167)

numSampL = availL  ?  nTbH  :  0 (8‑168)

* Otherwise, the following applies:

numSampT = ( availT  &&  predModeIntra  = =  INTRA\_T\_CCLM )  ?  ( nTbW + Min( numTopRight, nTbH ) )  :  0 (8‑169)

numSampL = ( availL  &&  predModeIntra = =  INTRA\_L\_CCLM )  ?  ( nTbH + Min( numLeftBelow, nTbW ) )  :  0 (8‑170)

The variable bCTUboundary is derived as follows:

bCTUboundary = ( yTbC & ( 1 << ( CtbLog2SizeY − 1 ) − 1 )  = =  0 )  ?  TRUE  :  FALSE. (8‑171)

The variable cntN and array pickPosN with N being replaced by L and T, are derived as follows:

* The variable numIs4N is derived as follows:

numIs4N = ( ( availT  &&  availL  &&  predModeIntra  = =  INTRA\_LT\_CCLM )  ?  0  :  1) (8‑172)

* The variable startPosN is set equal to numSampN  >>  ( 2 + numIs4N ).
* The variable pickStepN is set equal to Max( 1, numSampN  >>  ( 1 + numIs4N ) ).
* If availN is equal to TRUE and predModeIntra is equal to INTRA\_LT\_CCLM or INTRA\_N\_CCLM, the following assignments are made:
  + - cntN is set equal to Min( numSampN, ( 1 + numIs4N ) << 1 ).
    - pickPosN[ pos ] is set equal to (startPosN + pos \* pickStepN), with pos = 0.. cntN − 1.
* Otherwise, cntN is set equal to 0.

The prediction samples predSamples[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

* If both numSampL and numSampT are equal to 0, the following applies:

predSamples[ x ][ y ] = 1 << ( BitDepthC − 1 ) (8‑173)

* Otherwise, the following ordered steps apply:
  1. The collocated luma samples pY[ x ][ y ] with x = 0..nTbW \* SubWidthC − 1, y= 0..nTbH \* SubHeightC − 1 are set equal to the reconstructed luma samples prior to the deblocking filter process at the locations ( xTbY + x, yTbY + y ).
  2. The neighbouring luma samples pY[ x ][ y ] are derived as follows:
     + When numSampL is greater than 0, the neighbouring left luma samples pY[ x ][ y ] with x = −1..−3, y = 0..SubHeightC \* numSampL − 1, are set equal to the reconstructed luma samples prior to the deblocking filter process at the locations ( xTbY + x , yTbY +y ).
     + When numSampT is greater than 0, the neighbouring top luma samples pY[ x ][ y ] with x = 0..SubWidthC \* numSampT − 1, y = −1, −2, are set equal to the reconstructed luma samples prior to the deblocking filter process at the locations ( xTbY+ x, yTbY + y ).
     + When availTL is equal to TRUE, the neighbouring top-left luma samples pY[ x ][ y ] with x = −1, y = −1, −2, are set equal to the reconstructed luma samples prior to the deblocking filter process at the locations ( xTbY+ x, yTbY + y ).
  3. The down-sampled collocated luma samples pDsY[ x ][ y ] with x = 0..nTbW − 1,  y = 0..nTbH − 1 are derived as follows:
     + If both SubWidthC and SubHeightC are equal to 1, the following applies:
       - pDsY[ x ][ y ] with x = 1..nTbW − 1, y = 1..nTbH − 1 is derived as follows:

pDstY[ x ][ y ] = pY[ x ][ y ] (8‑174)

* + - Otherwise, the following applies:
      * The one-dimensional filter coefficients array F1 and F2, and the 2-dimensional filter coefficients arrays F3 and F4 are specified as follows.

F1[ i ] with i = 0..2 (8‑175)

F2[ 0 ] = 1, F2[ 1 ] = 2, F2[ 2 ] = 1 (8‑176)

F3[ i ][ j ] = F4[ i ][ j ] = 0, with i = 0..2, j = 0..2 (8‑177)

* + - * + If both SubWidthC and SubHeightC are equal to 2, the following applies:

F1[ 0 ] = 1, F1[ 1 ] = 1 (8‑178)

F3[ 0 ][ 1 ] = 1, F3[ 1 ][ 1 ] = 4, F2[ 2 ][ 1 ] = 1, F3[ 1 ][ 0 ] = 1, F3[ 1 ][ 2 ] = 1 (8‑179)

F4[ 0 ][ 1 ] = 1, F4[ 1 ][ 1 ] = 2, F4[ 2 ][ 1 ] = 1 (8‑180)

F4[ 0 ][ 2 ] = 1, F4[ 1 ][ 2 ] = 2, F4[ 2 ][ 2 ] = 1 (8‑181)

* + - * + Otherwise, the following applies:

F1[ 0 ] = 2, F1[ 1 ] = 0 (8‑182)

F3[ 1 ][ 1 ] = 8 (8‑183)

F4[ 0 ][ 1 ] = 2, F4[ 1 ][ 1 ] = 4, F4[ 2 ][ 1 ] = 2, (8‑184)

* + - * If sps\_cclm\_colocated\_chroma\_flag is equal to 1, the following applies:
        + pDsY[ x ][ y ] with x = 1..nTbW − 1, y = 1..nTbH − 1 is derived as follows:

pDsY[ x ][ y ] = ( F3[ 1 ][ 0 ] \* pY[ SubWidthC \* x ][ SubHeightC \* y − 1 ] +  
 F3[ 0 ][ 1 ] \* pY[ SubWidthC \* x − 1 ][ SubHeightC \* y ] +  
 F3[ 1 ][ 1 ] \* pY[ SubWidthC \* x ][ SubHeightC \* y ] + (8‑185)  
 F3[ 2 ][ 1 ] \* pY[ SubWidthC \* x + 1 ][ SubHeightC \* y ] +  
 F3[ 1 ][ 2 ] \* pY[ SubWidthC \* x ][ SubHeightC \* y + 1 ] + 4 ) >> 3

* + - * + If availL is equal to TRUE, pDsY[ 0 ][ y ] with y = 1..nTbH − 1 is derived as follows:

pDsY[ 0 ][ y ] = ( F3[ 1 ][ 0 ] \* pY[ 0 ][ SubHeightC \* y − 1 ] +  
 F3[ 0 ][ 1 ] \* pY[ − 1 ][ SubHeightC \* y ] +  
 F3[ 1 ][ 1 ] \* pY[ 0 ][ SubHeightC \* y ] + (8‑186)  
 F3[ 2 ][ 1 ] \* pY[ 1 ][ SubHeightC \* y ] +  
 F3[ 1 ][ 2 ] \* pY[ 0 ][ SubHeightC \* y + 1 ] + 4 ) >> 3

* + - * + Otherwise (availL is equal to FALSE), pDsY[ 0 ][ y ] with y = 1..nTbH − 1 is derived as follows:

pDsY[ 0 ][ y ] = ( F2[ 0 ] \* pY[ 0 ][ SubHeightC \* y − 1 ] +  
 F2[ 1 ] \* pY[ 0 ][ SubHeightC \* y ] + (8‑187)  
 F2[ 2 ] \* pY[ 0 ][ SubHeightC \* y + 1 ] + 2 ) >> 2

* + - * + If availT is equal to TRUE, pDsY[ x ][ 0 ] with x = 1..nTbW − 1 is derived as follows:

pDsY[ x ][ 0 ] = ( F3[ 1 ][ 0 ] \* pY[ SubWidthC \* x ][ − 1 ] +  
 F3[ 0 ][ 1 ] \* pY[ SubWidthC \* x − 1 ][ 0 ] +  
 F3[ 1 ][ 1 ] \* pY[ SubWidthC \* x ][ 0 ] + (8‑188)  
 F3[ 2 ][ 1 ] \* pY[ SubWidthC \* x + 1 ][ 0 ] +  
 F3[ 1 ][ 2 ] \* pY[ SubWidthC \* x ][ 1 ] + 4 ) >> 3

* + - * + Otherwise (availT is equal to FALSE), pDsY[ x ][ 0 ] with x = 1..nTbW − 1 is derived:

pDsY[ x ][ 0 ] = ( F2[ 0 ] \* pY[ SubWidthC \* x − 1 ][ 0 ] +  
 F2[ 1 ] \* pY[ SubWidthC \* x ][ 0 ] + (8‑189)  
 F2[ 2 ] \* pY[ SubWidthC \* x + 1 ][ 0 ] + 2 ) >> 2

* + - * + If availL is equal to TRUE and availT is equal to TRUE, pDsY[ 0 ][ 0 ] is derived as follows:

pDsY[ 0 ][ 0 ] = ( F3[ 1 ][ 0 ] \* pY[ 0 ][ − 1 ] +  
 F3[ 0 ][ 1 ] \* pY[ − 1 ][ 0 ] +  
 F3[ 1 ][ 1 ] \* pY[ 0 ][ 0 ] + (8‑190)  
 F3[ 2 ][ 1 ] \* pY[ 1 ][ 0 ] +  
 F3[ 1 ][ 2 ] \* pY[ 0 ][ 1 ] + 4 ) >> 3

* + - * + Otherwise, if availL is equal to TRUE and availT is equal to FALSE, pDsY[ 0 ][ 0 ] is derived as follows:

pDsY[ 0 ][ 0 ] = ( F2[ 0 ] \* pY[ − 1 ][ 0 ] + F2[ 1 ] \* pY[ 0 ][ 0 ] +  
 F2[ 2 ] \* pY[ 1 ][ 0 ] + 2 ) >> 2 (8‑191)

* + - * + Otherwise, if availL is equal to FALSE and availT is equal to TRUE, pDsY[ 0 ][ 0 ] is derived as follows:

pDsY[ 0 ][ 0 ] = ( F2[ 0 ] \* pY[ 0 ][ − 1 ] + F2[ 1 ] \* pY[ 0 ][ 0 ] +  
 F2[ 2 ] \* pY[ 0 ][ 1 ] + 2 ) >> 2 (8‑192)

* + - * + Otherwise (availL is equal to FALSE and availT is equal to FALSE), pDsY[ 0 ][ 0 ] is derived as follows:

pDsY[ 0 ][ 0 ] = pY[ 0 ][ 0 ] (8‑193)

* + - * Otherwise (sps\_cclm\_colocated\_chroma\_flag is equal to 0), the following applies:
        + pDsY[ x ][ y ] with x = 1..nTbW − 1, y = 0..nTbH − 1 is derived as follows:

pDsY[ x ][ y ] = ( F4[ 0 ][ 1 ] \* pY[ SubWidthC \* x − 1 ][ SubHeightC \* y ] +  
 F4[ 0 ][ 2 ] \* pY[ SubWidthC \* x − 1 ][ SubHeightC \* y + 1 ] +  
 F4[ 1 ][ 1 ] \* pY[ SubWidthC \* x ][ SubHeightC \* y ] + (8‑194)  
 F4[ 1 ][ 2 ] \* pY[ SubWidthC \* x ][ SubHeightC \* y + 1] +  
 F4[ 2 ][ 1 ] \* pY[ SubWidthC \* x + 1 ][ SubHeightC \* y ] +  
 F4[ 2 ][ 2 ] \* pY[ SubWidthC \* x + 1][ SubHeightC \* y + 1 ] + 4 ) >> 3

* + - * + If availL is equal to TRUE, pDsY[ 0 ][ y ] with y = 0..nTbH − 1 is derived as follows:

pDsY[ 0 ][ y ] = ( F4[ 0 ][ 1 ] \* pY[ − 1 ][ SubHeightC \* y ] +  
 F4[ 0 ][ 2 ] \* pY[ − 1 ][ SubHeightC \* y + 1 ] +  
 F4[ 1 ][ 1 ] \* pY[ 0 ][ SubHeightC \* y ] + (8‑195)  
 F4[ 1 ][ 2 ] \* pY[ 0 ][ SubHeightC \* y + 1] +  
 F4[ 2 ][ 1 ] \* pY[ 1 ][ SubHeightC \* y ] +  
 F4[ 2 ][ 2 ] \* pY[ 1 ][ SubHeightC \* y + 1 ] + 4 ) >> 3

* + - * + Otherwise (availL is equal to FALSE), pDsY[ 0 ][ y ] with y = 0..nTbH − 1 is derived as follows:

pDsY[ 0 ][ y ] = ( F1[ 0 ] \* pY[ 0 ][ SubHeightC \* y ]  +  
 F1[ 1 ] \* pY[ 0 ][ SubHeightC \* y + 1] + 1 ) >> 1 (8‑196)

* 1. When numSampL is greater than 0, the selected neighbouring left chroma samples pSelC[ idx ] are set equal to p[ −1 ][ pickPosL[ idx ] ] with idx = 0..cntL − 1, and the selected down-sampled neighbouring left luma samples pSelDsY[ idx ] with idx = 0..cntL − 1 are derived as follows:
     + The variable y is set equal to pickPosL[ idx ].
     + If both SubWidthC and SubHeightC are equal to 1, the following applies:

pSelDsY[ idx ] = pY[ − 1][ y ] (8‑197)

* + - Otherwise the following applies:
      * If sps\_cclm\_colocated\_chroma\_flag is equal to 1, the following applies:
        + If y is greater than 0 or availTL is equal to TRUE, pSelDsY[ idx ]  is derived as follows:

pSelDsY[ idx ] = ( F3[ 1 ][ 0 ] \* pY[ − SubWidthC ][ SubHeightC \* y − 1 ] +  
 F3[ 0 ][ 1 ] \* pY[ −1 − SubWidthC ][ SubHeightC \* y ] +  
 F3[ 1 ][ 1 ] \* pY[ −SubWidthC ][ SubHeightC \* y ]  + (8‑198)  
 F3[ 2 ][ 1 ] \* pY[ 1 − SubWidthC ][ SubHeightC \* y ] +  
 F3[ 1 ][ 2 ] \* pY[ −SubWidthC ][ SubHeightC \* y + 1 ] + 4 ) >> 3

* + - * + Otherwise (y is equal to 0), pSelDsY[ idx ]  is derived as follows:

pSelDsY[ idx ] = ( F2[ 0 ] \* pY[ −1 − SubWidthC ][ 0 ] +  
 F2[ 1 ] \* pY[ −SubWidthC ][ 0 ] + (8‑199)  
 F2[ 2 ] \* pY[ 1 − SubWidthC ][ 0] + 2 ) >> 2

* + - * Otherwise (sps\_cclm\_colocated\_chroma\_flag is equal to 0), the following applies:

pSelDsY[ idx ] = ( F4[ 0 ][ 1 ] \* pY[ −1 − SubWidthC ][ SubHeightC \* y ] +  
 F4[ 0 ][ 2 ] \* pY[ −1 − SubWidthC ][ SubHeightC \* y + 1 ] +  
 F4[ 1 ][ 1 ] \* pY[ −SubWidthC ][ SubHeightC \* y ] + (8‑200)  
 F4[ 1 ][ 2 ] \* pY[ −SubWidthC ][ SubHeightC \* y + 1] +  
 F4[ 2 ][ 1 ] \* pY[ 1 − SubWidthC ][ SubHeightC \* y ] +  
 F4[ 2 ][ 2 ] \* pY[ 1 − SubWidthC][ SubHeightC \* y + 1 ] + 4 ) >> 3

* 1. When numSampT is greater than 0, the selected neighbouring top chroma samples pSelC[ idx ] are set equal to p[ pickPosT[ idx − cntL ] ][ -1 ] with idx = cntL..cntL + cntT − 1, and the down-sampled neighbouring top luma samples pSelDsY[ idx ] with idx = 0..cntL + cntT − 1 are specified as follows:
     + The variable x is set equal to pickPosT[ idx − cntL ].
     + If both SubWidthC and SubHeightC are equal to 1, the following applies:

pSelDsY[ idx ] = pY[ x ][ − 1] (8‑201)

* + - Otherwise, the following applies:
      * If sps\_cclm\_colocated\_chroma\_flag is equal to 1, the following applies:
        + If x is greater than 0, the following applies:

If bCTUboundary is equal to FALSE, the following applies:

pSelDsY[ idx ] = ( F3[ 1 ][ 0 ] \* pY[ SubWidthC \* x ][ − 1 − SubHeightC ] +  
 F3[ 0 ][ 1 ] \* pY[ SubWidthC \* x − 1 ][ −SubHeightC ] +  
 F3[ 1 ][ 1 ] \* pY[ SubWidthC \* x ][ −SubHeightC] + (8‑202)  
 F3[ 2 ][ 1 ] \* pY[ SubWidthC \* x + 1 ][ −SubHeightC] +  
 F3[ 1 ][ 2 ] \* pY[ SubWidthC \* x ][ 1 − SubHeightC ] + 4 ) >> 3

Otherwise (bCTUboundary is equal to TRUE), the following applies:

pSelDsY[ idx ] = ( F2[ 0 ] \* pY[ SubWidthC \* x − 1 ][ −1 ] +  
 F2[ 1 ] \* pY[ SubWidthC \* x ][ −1 ]  + (8‑203)  
 F2[ 2 ] \* pY[ SubWidthC \* x + 1 ][ −1 ] + 2 ) >> 2

* + - * + Otherwise (x is equal to 0), the following applies:

If availTL is equal to TRUE and bCTUboundary is equal to FALSE, the following applies:

pSelDsY[ idx ] = ( F3[ 1 ][ 0 ] \* pY[ −1 ][ − 1 − SubHeightC ] +  
 F3[ 0 ][ 1 ] \* pY[ −1 ][ −SubHeightC ] +  
 F3[ 1 ][ 1 ] \* pY[ 0 ][ −SubHeightC ] + (8‑204)  
 F3[ 2 ][ 1 ] \* pY[ 1 ][ −SubHeightC ] +  
 F3[ 1 ][ 2 ] \* pY[ −1 ][ 1 − SubHeightC ] + 4 ) >> 3

Otherwise, if availTL is equal to TRUE and bCTUboundary is equal to TRUE, the following applies:

pSelDsY[ idx ] = ( F2[ 0 ] \* pY[ −1 ][ −1 ] + F2[ 1 ] \* pY[ 0 ][ −1 ]  +  
 F2[ 2 ] \* pY[ 1 ][ −1 ] + 2 ) >> 2 (8‑205)

Otherwise, if availTL is equal to FALSE and bCTUboundary is equal to FALSE, the following applies:

pSelDsY[ idx ] = ( F2[ 0 ] \* pY[ 0 ][ −1 ] + F2[ 1 ] \* pY[ 0 ][ −2 ] +  
 F2[ 2 ] \* pY[ 0 ][ −1 ] + 2 ) >> 2 (8‑206)

Otherwise (availTL is equal to FALSE and bCTUboundary is equal to TRUE), the following applies:

pSelDsY[ idx ] = pY[ 0 ][ −1 ] (8‑207)

* + - * Otherwise (sps\_cclm\_colocated\_chroma\_flag is equal to 0), the following applies:
        + If x is greater than 0, the following applies:

If bCTUboundary is equal to FALSE, the following applies:

pSelDsY[ idx ] = ( F4[ 0 ][ 1 ] \* pY[ SubWidthC x − 1 ][ −2 ] +  
 F4[ 0 ][ 2 ] \* pY[ SubWidthC \* x − 1 ][ −1 ] +  
 F4[ 1 ][ 1 ] \* pY[ SubWidthC \* x ][ −2 ] + (8‑208)  
 F4[ 1 ][ 2 ] \* pY[ SubWidthC \* x ][ −1] +  
 F4[ 2 ][ 1 ] \* pY[ SubWidthC \* x + 1 ][ −2 ] +  
 F4[ 2 ][ 2 ] \* pY[ SubWidthC \* x + 1 ][ −1 ] + 4 ) >> 3

Otherwise (bCTUboundary is equal to TRUE), the following applies:

pSelDsY[ idx ] = ( F2[ 0 ] \* pY[ SubWidthC \* x − 1 ][ −1 ] +  
 F2[ 1 ] \* pY[ SubWidthC \* x ][ −1 ] + (8‑209)  
 F2[ 2 ] \* pY[ SubWidthC \* x + 1][ −1 ] + 2 ) >> 2

* + - * + Otherwise (x is equal to 0), the following applies:

If availTL is equal to TRUE and bCTUboundary is equal to FALSE, the following applies:

pSelDsY[ idx ] = ( F4[ 0 ][ 1 ] \* pY[ −1 ][ −2 ] + F4[ 0 ][ 2 ] \* pY[ −1 ][ −1 ] +  
 F4[ 1 ][ 1 ] \* pY[ 0 ][ −2 ] + F4[ 1 ][ 2 ] \* pY[ 0 ][ −1 ] + (8‑210) F4[ 2 ][ 1 ] \* pY[ 1 ][ −2 ] + F4[ 2 ][ 2 ] \* pY[ 1 ][ −1 ] + 4 ) >> 3

Otherwise, if availTL is equal to TRUE and bCTUboundary is equal to TRUE, the following applies:

pSelDsY[ idx ] = ( F2[ 0 ] \* pY[ −1 ][ −1 ] + F2[ 1 ] \* pY[ 0 ][ −1 ] +  
 F2[ 2 ] \* pY[ 1 ][ − 1 ] + 2 ) >> 2 (8‑211)

Otherwise, if availTL is equal to FALSE and bCTUboundary is equal to FALSE, the following applies:

pSelDsY[ idx ] = ( F1[ 1 ] \* pY[ 0 ][ −2 ] + F1[ 0 ] \* pY[ 0 ][ −1 ] + 1 ) >> 1 (8‑212)

Otherwise (availTL is equal to FALSE and bCTUboundary is equal to TRUE), the following applies:

pSelDsY[ idx ] = pY[ 0 ][ −1 ] (8‑213)

* 1. When cntT+ cntL is not equal to 0, the variables minY, maxY, minC and maxC are derived as follows:
     + When cntT + cntL is equal to 2, pSelComp[ 3 ] is set equal to pSelComp[ 0 ], pSelComp[ 2 ] is set equal to pSelComp[ 1 ], pSelComp[ 0 ] is set equal to pSelComp[ 1 ], and pSelComp[ 1 ] is set equal to pSelComp[ 3 ], with Comp being replaced by DsY and C.
     + The arrays minGrpIdx and maxGrpIdx are derived as follows:

minGrpIdx[ 0 ] = 0 (8‑214)

minGrpIdx[ 1 ] = 2 (8‑215)

maxGrpIdx[ 0 ] = 1 (8‑216)

maxGrpIdx[ 1 ] = 3 (8‑217)

* + - When pSelDsY[ minGrpIdx[ 0 ] ] is greater than pSelDsY[ minGrpIdx[ 1 ] ], minGrpIdx[ 0 ] and minGrpIdx[ 1 ] are swapped as follows:

( minGrpIdx[ 0 ], minGrpIdx[ 1 ] ) = Swap( minGrpIdx[ 0 ], minGrpIdx[ 1 ] ) (8‑218)

* + - When pSelDsY[ maxGrpIdx[ 0 ] ] is greater than pSelDsY[ maxGrpIdx[ 1 ] ], maxGrpIdx[ 0 ] and maxGrpIdx[ 1 ] are swapped as follows:

( maxGrpIdx[ 0 ], maxGrpIdx[ 1 ] ) = Swap( maxGrpIdx[ 0 ], maxGrpIdx[ 1 ] ) (8‑219)

* + - When pSelDsY[ minGrpIdx[ 0 ] ] is greater than pSelDsY[ maxGrpIdx[ 1 ] ], arrays minGrpIdx and maxGrpIdx are swapped as follows:

( minGrpIdx, maxGrpIdx ) = Swap( minGrpIdx, maxGrpIdx ) (8‑220)

* + - When pSelDsY[ minGrpIdx[ 1 ] ] is greater than pSelDsY[ maxGrpIdx[ 0 ] ], minGrpIdx[ 1 ] and maxGrpIdx[ 0 ] are swapped as follows:

( minGrpIdx[ 1 ], maxGrpIdx[ 0 ] ) = Swap( minGrpIdx[ 1 ], maxGrpIdx[ 0 ] ) (8‑221)

* + - The variables maxY, maxC, minY and minC are derived as follows:

maxY = ( pSelDsY[ maxGrpIdx[ 0 ] ] + pSelDsY[ maxGrpIdx[ 1 ] ] + 1 )  >>  1 (8‑222)

maxC = ( pSelC[ maxGrpIdx[ 0 ] ] + pSelC[ maxGrpIdx[ 1 ] ] + 1 )  >>  1 (8‑223)

minY = ( pSelDsY[ minGrpIdx[ 0 ] ] + pSelDsY[ minGrpIdx[ 1 ] ] + 1 )  >>  1 (8‑224)

minC = ( pSelC[ minGrpIdx[ 0 ] ] + pSelC[ minGrpIdx[ 1 ] ] + 1 )  >>  1 (8‑225)

* 1. The variables a, b, and k are derived as follows:
     + If numSampL is equal to 0, and numSampT is equal to 0, the following applies:

k = 0 (8‑226)

a = 0 (8‑227)

b = 1 << ( BitDepthC − 1) (8‑228)

* + - Otherwise, the following applies:

diff = maxY − minY (8‑229)

* + - If diff is not equal to 0, the following applies:

diffC = maxC − minC (8‑230)

x = Floor( Log2( diff ) ) (8‑231)

normDiff = ( ( diff << 4 ) >> x ) & 15 (8‑232)

x += ( normDiff  !=  0 ) ? 1 : 0 (8‑233)

y = Floor( Log2( Abs ( diffC ) ) ) + 1 (8‑234)

a = ( diffC \* ( divSigTable[ normDiff ] | 8 ) + 2y − 1 ) >> y (8‑235)

k = ( ( 3 + x − y ) < 1 ) ? 1 : 3 + x − y (8‑236)

a = ( ( 3 + x − y ) < 1 ) ? Sign( a ) \* 15 : a (8‑237)

b = minC − ( ( a \* minY ) >> k ) (8‑238)

where divSigTable[ ] is specified as follows:

divSigTable[ ] = { 0, 7, 6, 5, 5, 4, 4, 3, 3, 2, 2, 1, 1, 1, 1, 0 } (8‑239)

* + - Otherwise (diff is equal to 0), the following applies:

k = 0 (8‑240)

a = 0 (8‑241)

b = minC (8‑242)

* 1. The prediction samples predSamples[ x ][ y ] with x = 0..nTbW − 1, y = 0.. nTbH − 1 are derived as follows:

predSamples[ x ][ y ] = Clip1C( ( ( pDsY[ x ][ y ] \* a ) >> k ) + b ) (8‑243)

##### Position-dependent intra prediction sample filtering process

Inputs to this process are:

* the intra prediction mode predModeIntra,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable refW specifying the reference samples width,
* a variable refH specifying the reference samples height,
* the predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y = 0..nTbH − 1,
* the neighbouring samples p[ x ][ y ], with x = −1, y = −1..refH − 1 and x = 0..refW − 1, y = −1,
* a variable cIdx specifying the colour component of the current block.

Outputs of this process are the modified predicted samples predSamples[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1.

Depending on the value of cIdx, the function clip1Cmp is set as follows:

* If cIdx is equal to 0, clip1Cmp is set equal to Clip1Y.
* Otherwise, clip1Cmp is set equal to Clip1C.

The variable nScale is derived as follows:

* If predModeIntra is greater than INTRA\_ANGULAR50, nScale is set equal to Min( 2, Log2( nTbH ) − Floor( Log2( 3 \* invAngle − 2 ) ) + 8 ), using invAngle as specified in clause 8.4.5.2.12.
* Otherwise, if predModeIntra is less than INTRA\_ANGULAR18, nScale is set equal to Min( 2, Log2( nTbW ) − Floor( Log2( 3 \* invAngle − 2 ) ) + 8 ), using invAngle as specified in clause 8.4.5.2.12.
* Otherwise, nSacle is set to ( ( Log2( nTbW ) + Log2( nTbH ) − 2 )  >>  2 ).

The reference sample arrays mainRef[ x ] and sideRef[ y ], with x = 0..refW − 1 and y = 0..refH − 1 are derived as follows:

mainRef[ x ] = p[ x ][ −1 ] (8‑244)  
sideRef[ y ] = p[ −1 ][ y ]

The variables refL[ x ][ y ], refT[ x ][ y ], wT[ y ], wL[ x ] and wTL[ x ][ y ] with x = 0..nTbW − 1, y =0..nTbH − 1 are derived as follows:

* If predModeIntra is equal to INTRA\_PLANAR or INTRA\_DC, the following applies:

refL[ x ][ y ] = p[ −1 ][ y ] (8‑245)

refT[ x ][ y ] = p[ x ][ −1 ] (8‑246)

wT[ y ] = 32  >>  ( ( y  <<  1 )  >>  nScale ) (8‑247)

wL[ x ] = 32  >>  ( ( x  <<  1 )  >>  nScale ) (8‑248)

wTL[ x ][ y ] = 0 (8‑249)

* Otherwise, if predModeIntra is equal to INTRA\_ANGULAR18 or INTRA\_ANGULAR50, the following applies:

refL[ x ][ y ] = p[ −1 ][ y ] (8‑250)

refT[ x ][ y ] = p[ x ][ −1 ] (8‑251)

wT[ y ] = ( predModeIntra  = = INTRA\_ANGULAR18 ) ? 32  >>  ( ( y  <<  1 )  >>  nScale ) : 0 (8‑252)

wL[ x ] = ( predModeIntra  = = INTRA\_ANGULAR50 ) ? 32  >>  ( ( x  <<  1 )  >>  nScale ) : 0 (8‑253)

wTL[ x ][ y ] = ( predModeIntra  = = INTRA\_ANGULAR18 ) ? wT[ y ] : wL[ x ] (8‑254)

* Otherwise, if predModeIntra is less than INTRA\_ANGULAR18 and nScale is equal to or greater than 0, the following ordered steps apply:

1. The variables dXInt[ y ] and dX[ x ][ y ] are derived as follows using invAngle as specified in clause 8.4.5.2.12 depending on intraPredMode:

dXInt[ y ] = ( ( y + 1 ) \* invAngle + 256 )  >>  9 (8‑255)  
dX[ x ][ y ] = x + dXInt[ y ]

1. The variables refL[ x ][ y ], refT[ x ][ y ], wT[ y ], wL[ x ] and wTL[ x ][ y ] are derived as follows:

refL[ x ][ y ] = 0 (8‑256)

refT[ x ][ y ] = ( y < ( 3 << nScale ) )  ?  mainRef[ dX[ x ][ y ]]  :  0 (8‑257)

wT[ y ] = 32  >>  ( ( y  <<  1 )  >>  nScale ) (8‑258)

wL[ x ] = 0 (8‑259)

wTL[ x ][ y ] = 0 (8‑260)

* Otherwise, if predModeIntra is greater than INTRA\_ANGULAR50 and nScale is equal to or greater than 0, the following ordered steps apply:

1. The variables dYInt[ x ] and dY[ x ][ y ] are derived as follows using invAngle as specified in clause 8.4.5.2.12 depending on intraPredMode:

dYInt[ x ] = ( ( x + 1 ) \* invAngle + 256 )  >>  9 (8‑261)  
dY[ x ][ y ] = y + dYInt[ x ]

1. The variables refL[ x ][ y ], refT[ x ][ y ], wT[ y ], wL[ x ] and wTL[ x ][ y ] are derived as follows:

refL[ x ][ y ] = ( y < ( 3 << nScale ) )  ?  sideRef[ dY[ x ][ y ] ]  :  0 (8‑262)

refT[ x ][ y ] = 0 (8‑263)

wT[ y ] = 0 (8‑264)

wL[ x ] = 32  >>  ( ( x  <<  1 )  >>  nScale ) (8‑265)

wTL[ x ][ y ] = 0 (8‑266)

* Otherwise, refL[ x ][ y ], refT[ x ][ y ], wT[ y ], wL[ x ] and wTL[ x ][ y ] are all set equal to 0.

The values of the modified predicted samples predSamples[ x ][ y ], with x = 0..nTbW − 1, y =0..nTbH − 1 are derived as follows:

predSamples[ x ][ y ] = clip1Cmp( (  refL[ x ][ y ] \* wL[ x ] + refT[ x ][ y ] \* wT[ y ] −   
 p[ −1 ][ −1 ] \* wTL[ x ][ y ] + (8‑267) ( 64 − wL[ x ] − wT[ y ] + wTL[ x ][ y ] ) \* predSamples[ x ][ y ] + 32  )  
 >> 6 )

#### Decoding process for palette mode

Inputs to this process are:

* a location ( xCb, yCb ) specifying the top-left luma sample of the current block relative to the top-left luma sample of the current picture,
* a variable startComp specifies the first colour component in the palette table,
* a variable cIdx specifying the colour component of the current block,
* two variables nCbW and nCbH specifying the width and height of the current block, respectively.

Output of this process is an array recSamples[ x ][ y ], with x = 0.. nCbW − 1, y = 0.. nCbH − 1 specifying reconstructed sample values for the block.

Depending on the value of cIdx, the variables nSubWidth and nSubHeight are derived as follows:

* If cIdx is equal to 0, nSubWidth is set to 1 and nSubHeight is set to 1.
* Otherwise, nSubWidth is set to SubWidthC and nSubHeight is set to SubHeightC.

The ( nCbW x nCbH ) block of the reconstructed sample array recSamples at location ( xCb, yCb ) is represented by recSamples[ x ][ y ] with x = 0..nCTbW − 1 and y = 0..nCbH − 1, and the value of recSamples[ x ][ y ] for each x in the range of 0 to nCbW − 1, inclusive, and each y in the range of 0 to nCbH − 1, inclusive, is derived as follows:

* The variables xL and yL are derived as follows:

xL = palette\_transpose\_flag ? x \* nSubHeight : x \* nSubWidth (8‑268)

yL = palette\_transpose\_flag ? y \* nSubWidth : y \* nSubHeight (8‑269)

* The variable bIsEscapeSample is derived as follows:
* If PaletteIndexMap[ xCb + xL ][ yCb + yL ] is equal to MaxPaletteIndex and palette\_escape\_val\_present\_flag is equal to 1, bIsEscapeSample is set equal to 1.
* Otherwise, bIsEscapeSample is set equal to 0.
* If bIsEscapeSample is equal to 0, the following applies:

recSamples[ x ][ y ] = CurrentPaletteEntries[ cIdx ][ PaletteIndexMap[ xCb + xL ][ yCb + yL ] ] (8‑270)

* Otherwise (bIsEscapeSample is equal to 1), the following ordered steps apply:

1. The quantization parameter qP is derived as follows:

* If cIdx is equal to 0,

qP = Max( 0, Qp′Y ) (8‑271)

* Otherwise, if cIdx is equal to 1,

qP = Max( 0, Qp′Cb ) (8‑272)

* Otherwise (cIdx is equal to 2),

qP = Max( 0, Qp′Cr ) (8‑273)

1. The variables bitDepth is derived as follows:

bitDepth = ( cIdx = = 0 ) ? BitDepthY : BitDepthC (8‑274)

1. The list levelScale[ ] is specified as levelScale[ k ] = { 40, 45, 51, 57, 64, 72 } with k = 0..5.
2. The following applies:

tmpVal = ( PaletteEscapeVal[ cIdx ][ xCb + xL ][ yCb + yL ] \*  
 levelScale[ qP%6 ] ) << ( qP / 6 ) + 32 ) >> 6 (8‑275)

recSamples[ x ][ y ] = Clip3( 0, ( 1 << bitDepth ) − 1, tmpVal ) (8‑276)

When one of the following conditions is true:

* cIdx is equal to 0 and numComps is equal to 1;
* cIdx is equal to 2;

the variable PredictorPaletteSize[startComp] and the array PredictorPaletteEntries are derived or modified as follows:

for( i = 0; i < CurrentPaletteSize[ startComp ]; i++ )  
 for( cIdx = startComp; cIdx < (startComp + numComps); cIdx++ )  
 newPredictorPaletteEntries[ cIdx ][ i ] = CurrentPaletteEntries[ cIdx ][ i ]  
newPredictorPaletteSize = CurrentPaletteSize[ startComp ]  
for( i = 0; i < PredictorPaletteSize && newPredictorPaletteSize < PaletteMaxPredictorSize; i++ )  
 if( !PalettePredictorEntryReuseFlags[ i ] ) {  
 for( cIdx = startComp; cIdx < (startComp + numComps); cIdx++ ) (8‑277)  
 newPredictorPaletteEntries[ cIdx ][ newPredictorPaletteSize ] =  
 PredictorPaletteEntries[ cIdx ][ i ]  
 newPredictorPaletteSize++  
 }  
for( cIdx = startComp; cIdx < ( startComp + numComps ); cIdx++ )  
 for( i = 0; i < newPredictorPaletteSize; i++ )  
 PredictorPaletteEntries[ cIdx ][ i ] = newPredictorPaletteEntries[ cIdx ][ i ]  
PredictorPaletteSize[ startComp ] = newPredictorPaletteSize

It is a requirement of bitstream conformance that the value of PredictorPaletteSize[ startComp ] shall be in the range of 0 to PaletteMaxPredictorSize, inclusive.

## Decoding process for coding units coded in inter prediction mode

### General decoding process for coding units coded in inter prediction mode

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* a variable treeType specifying whether a single or a dual tree is used and if a dual tree is used, it specifies whether the current tree corresponds to the luma or chroma components.

Output of this process is a modified reconstructed picture before in-loop filtering.

The derivation process for quantization parameters as specified in clause 8.7.1 is invoked with the luma location ( xCb, yCb ), the width of the current coding block in luma samples cbWidth and the height of the current coding block in luma samples cbHeight, and the variable treeType as inputs.

The decoding process for coding units coded in inter prediction mode consists of the following ordered steps:

1. The variable dmvrFlag is set equal to 0 and the variable hpelIfIdx is set equal to 0.
2. The motion vector components and reference indices of the current coding unit are derived as follows:

* If MergeTriangleFlag[ xCb ][ yCb ], inter\_affine\_flag[ xCb ][ yCb ] and merge\_subblock\_flag[ xCb ][ yCb ] are all equal to 0, the following applies:
* The derivation process for motion vector components and reference indices as specified in clause 8.5.2.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight as inputs, and the luma motion vectors mvL0[ 0 ][ 0 ] and mvL1[ 0 ][ 0 ], the reference indices refIdxL0 and refIdxL1 and the prediction list utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ], the half sample interpolation filter index hpelIfIdx, and the bi-prediction weight index bcwIdx as outputs.
* When all of the following conditions are true, dmvrFlag is set equal to 1:
* sps\_dmvr\_enabled\_flag is equal to 1 and slice\_disable\_bdof\_dmvr\_flag is equal to 0
* general\_merge\_flag[ xCb ][ yCb ] is equal to 1
* both predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ] are equal to 1
* mmvd\_merge\_flag[ xCb ][ yCb ] is equal to 0
* ciip\_flag[ xCb ][ yCb ] is equal to 0
* DiffPicOrderCnt( currPic, RefPicList[ 0 ][ refIdxL0 ]) is equal to DiffPicOrderCnt( RefPicList[ 1 ][ refIdxL1 ], currPic )
* BcwIdx[ xCb ][ yCb ] is equal to 0
* Both luma\_weight\_l0\_flag[ refIdxL0 ] and luma\_weight\_l1\_flag[ refIdxL1 ] are equal to 0
* cbWidth is greater than or equal to 8
* cbHeight is greater than or equal to 8
* cbHeight\*cbWidth is greater than or equal to 128
* For X being each of 0 and 1, the pic\_width\_in\_luma\_samples and pic\_height\_in\_luma\_samples of the reference picture refPicLX associated with the refIdxLX are equal to the pic\_width\_in\_luma\_samples and pic\_height\_in\_luma\_samples of the current picture, respectively.
* If dmvrFlag is equal to 1, the following applies:
* For X being 0 and 1, the reference picture consisting of an ordered two-dimensional array refPicLXL of luma samples and two ordered two-dimensional arrays refPicLXCb and refPicLXCr of chroma samples is derived by invoking the process specified in clause 8.5.6.2 with X and refIdxLX as inputs.
* The number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY, the subblock width sbWidth and the subblock height sbHeight are derived as follows:

numSbX = ( cbWidth > 16 )  ?  ( cbWidth >> 4 ) : 1 (8‑278)

numSbY = ( cbHeight > 16 )  ?  ( cbHeight >> 4 ) : 1 (8‑279)

sbWidth = ( cbWidth > 16 )  ?  16 : cbWidth (8‑280)

sbHeight = ( cbHeight > 16 )  ?  16 : cbHeight (8‑281)

* For xSbIdx = 0..numSbX − 1 and ySbIdx = 0..numSbY − 1, the following applies:
* The luma motion vectors mvLX[ xSbIdx ][ ySbIdx ] and the prediction list utilization flags predFlagLX[ xSbIdx ][ ySbIdx ] with X equal to 0 and 1, and the luma location ( xSb[xSbIdx][ySbIdx], ySb[xSbIdx][ySbIdx] ) specifying the top-left sample of the coding subblock relative to the top‑left luma sample of the current picture are derived as follows:

mvLX[ xSbIdx ][ ySbIdx ] = mvLX[ 0 ][ 0 ] (8‑282)

predFlagLX[ xSbIdx ][ ySbIdx ] = predFlagLX[ 0 ][ 0 ] (8‑283)

xSb[ xSbIdx ][ ySbIdx ] =  xCb + xSbIdx \* sbWidth (8‑284)

ySb[ xSbIdx ][ ySbIdx ] =  yCb + ySbIdx \* sbHeight (8‑285)

* The decoder side motion vector refimenent process specified in clause  8.5.3.1 is invoked with xSb[ xSbIdx ][ ySbIdx ], ySb[ xSbIdx ][ ySbIdx ], sbWidth, sbHeight, the motion vectors mvLX[ xSbIdx ][ ySbIdx ] and the reference picture array refPicLXL as inputs and delta motion vectors dMvLX[ xSbIdx ][ ySbIdx ] with X equal to 0 and 1, and the mimimum sum of absolute difference in decoder side motion vector refimenent process dmvrSAD as outputs.
* When ChromaArrayType is not equal to 0, the derivation process for chroma motion vectors in clause 8.5.2.13 is invoked with mvLX[ xSbIdx ][ ySbIdx ] and refIdxLX as inputs, and mvCLX[ xSbIdx ][ ySbIdx ] as outputs with X equal to 0 and 1.
* Otherwise (dmvrFlag is equal to 0), the following applies:
* When ChromaArrayType is not equal to 0, and treeType is equal to SINGLE\_TREE, and predFlagLX[ 0 ][0 ], with X being 0 or 1, is equal to 1, the derivation process for chroma motion vectors in clause 8.5.2.13 is invoked with mvLX[ 0 ][ 0 ] and refIdxLX as inputs, and mvCLX[ 0 ][ 0 ] as output.
* The number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY are both set equal to 1.
* Otherwise, if MergeTriangleFlag[ xCb ][ yCb ] is equal to 1, inter\_affine\_flag[ xCb ][ yCb ] and merge\_subblock\_flag[ xCb ][ yCb ] are both equal to 0, the derivation process for triangle motion vector components and reference indices as specified in clause 8.5.4.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight as inputs, and the luma motion vectors mvA and mvB, the chroma motion vectors mvCA and mvCB, the reference indices refIdxA and refIdxB and the prediction list flags predListFlagA and predListFlagB as outputs.
* Otherwise (inter\_affine\_flag[ xCb ][ yCb ] or merge\_subblock\_flag[ xCb ][ yCb ] is equal to 1), the derivation process for subblock motion vector components and reference indices as specified in clause 8.5.5.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight as inputs, and the reference indices refIdxL0 and refIdxL1, the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY, the prediction list utilization flags predFlagLX[ xSbIdx ][ ySbIdx ], the luma motion vector array mvLX[ xSbIdx ][ ySbIdx ], and the chroma motion vector array mvCLX[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..(cbWidth >> 2) − 1, and ySbIdx = 0..( cbHeight >> 2 ) − 1, and with X being 0 or 1, the bi-prediction weight index bcwIdx, the prediction refinement utility flags cbProfFlagL0 and cbProfFlagL1, and motion vector difference arrays diffMvL0[ xIdx ][ yIdx ] and diffMvL1[ xIdx ][ yIdx ] with xIdx = 0.. cbWidth/numSbX − 1, yIdx = 0.. cbHeight/numSbY − 1 as outputs.

1. The arrays of luma and chroma motion vectors after decoder side motion vector refinement, refMvLX[ xSbIdx ][ ySbIdx ] and refMvCLX[ xSbIdx ][ ySbIdx ], with X being 0 and 1, are derived as follows for xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1:

* If dmvrFlag is equal to 1, the derivation process for chroma motion vectors in clause 8.5.2.13 is invoked with refMvLX[ xSbIdx ][ ySbIdx ] and refIdxLX as inputs, and refMvCLX[ xSbIdx ][ ySbIdx ] as output and the input refMvLX[ xSbIdx ][ ySbIdx ] is derived as follows;

refMvLX[ xSbIdx ][ ySbIdx ] = mvLX[ xSbIdx ][ ySbIdx ] + dMvLX[ xSbIdx ][ ySbIdx ] (8‑286)

refMvLX[ xSbIdx ][ ySbIdx ][ 0 ] = Clip3( −217, 217 − 1, refMvLX[ xSbIdx ][ ySbIdx ][ 0 ] ) (8‑287)

refMvLX[ xSbIdx ][ ySbIdx ][ 1 ] = Clip3( −217, 217− 1, refMvLX[ xSbIdx ][ ySbIdx ][ 1 ] ) (8‑288)

* Otherwise (dmvrFlag is equal to 0), the following applies:

refMvLX[ xSbIdx ][ ySbIdx ] = mvLX[ xSbIdx ][ ySbIdx ] (8‑289)

refMvCLX [ xSbIdx ][ ySbIdx ] = mvCLX[ xSbIdx ][ ySbIdx ] (8‑290)

NOTE – The array refMvLX is stored in MvDmvrLX and used in the derivation process for collocated motion vectors in clause 8.5.2.12. The array of non-refine luma motion vectors MvLX is used in the spatial motion vector prediction and deblocking boundary strength derivation processes.

1. The prediction samples of the current coding unit are derived as follows:

* If MergeTriangleFlag[ xCb ][ yCb ] is equal to 0, the prediction samples of the current coding unit are derived as follows:
  + - * The decoding process for inter blocks as specified in clause 8.5.6.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight, the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY, the luma motion vectors mvL0[ xSbIdx ][ ySbIdx ] and mvL1[ xSbIdx ][ ySbIdx ], and the refined luma motion vectors refMvL0[ xSbIdx ][ ySbIdx ] and refMvL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, and ySbIdx = 0..numSbY − 1, the reference indices refIdxL0 and refIdxL1, the prediction list utilization flags predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ], the half sample interpolation filter index hpelIfIdx, the bi-prediction weight index bcwIdx, the mimimum sum of absolute difference in decoder side motion vector refimenent process dmvrSAD, the variable cIdx set equal to 0, the prediction refinement utility flags cbProfFlagL0 and cbProfFlagL1, and motion vector difference arrays diffMvL0[ xIdx ][ yIdx ] and diffMvL1[ xIdx ][ yIdx ] with xIdx = 0..cbWidth / numSbX − 1, and yIdx = 0..cbHeight / numSbY – 1 as inputs, and the inter prediction samples (predSamples) that are an (cbWidth)x(cbHeight) array predSamplesL of prediction luma samples as outputs.
      * When ChromaArrayType is not equal to 0. the decoding process for inter blocks as specified in clause 8.5.6.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight, the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY, the chroma motion vectors mvCL0[ xSbIdx ][ ySbIdx ] and mvCL1[ xSbIdx ][ ySbIdx ], and the refined chroma motion vectors refMvCL0[ xSbIdx ][ ySbIdx ] and refMvCL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, and ySbIdx = 0..numSbY − 1, the reference indices refIdxL0 and refIdxL1, the prediction list utilization flags predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ], the half sample interpolation filter index hpelIfIdx, the bi-prediction weight index bcwIdx, the variable cIdx set equal to 1, the prediction refinement utility flags cbProfFlagL0 and cbProfFlagL1, and motion vector difference arrays diffMvL0[ xIdx ][ yIdx ] and diffMvL1[ xIdx ][ yIdx ] with xIdx = 0..cbWidth / numSbX − 1, and yIdx = 0..cbHeight / numSbY – 1 as inputs, and the inter prediction samples (predSamples) that are an (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamplesCb of prediction chroma samples for the chroma components Cb as outputs.
      * When ChromaArrayType is not equal to 0. the decoding process for inter blocks as specified in clause 8.5.6.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight, the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY, the chroma motion vectors mvCL0[ xSbIdx ][ ySbIdx ] and mvCL1[ xSbIdx ][ ySbIdx ], and the refined chroma motion vectors refMvCL0[ xSbIdx ][ ySbIdx ] and refMvCL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, and ySbIdx = 0..numSbY − 1, the reference indices refIdxL0 and refIdxL1, the prediction list utilization flags predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ], the half sample interpolation filter index hpelIfIdx, the bi-prediction weight index bcwIdx, the variable cIdx set equal to 2, the prediction refinement utility flags cbProfFlagL0 and cbProfFlagL1, and motion vector difference arrays diffMvL0[ xIdx ][ yIdx ] and diffMvL1[ xIdx ][ yIdx ] with xIdx = 0..cbWidth / numSbX − 1, and yIdx = 0..cbHeight / numSbY – 1 as inputs, and the inter prediction samples (predSamples) that are an (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamplesCr of prediction chroma samples for the chroma components Cr as outputs.
* Otherwise (MergeTriangleFlag[ xCb ][ yCb ] is equal to 1), the decoding process for triangular inter blocks as specified in clause 8.5.7.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight, the luma motion vectors mvA and mvB, the chroma motion vectors mvCA and mvCB, the reference indices refIdxA and refIdxB, and the prediction list flags predListFlagA and predListFlagB as inputs, and the inter prediction samples (predSamples) that are an (cbWidth)x(cbHeight) array predSamplesL of prediction luma samples and two (cbWidth / SubWidthC)x(cbHeight / SubHeightC) arrays predSamplesCb and predSamplesCr of prediction chroma samples, one for each of the chroma components Cb and Cr, as outputs.

1. The variables NumSbX[ xCb ][ yCb ] and NumSbY[ xCb ][ yCb ] are set equal to numSbX and numSbY, respectively.
2. The residual samples of the current coding unit are derived as follows:

* The decoding process for the residual signal of coding blocks coded in inter prediction mode as specified in clause 8.5.8 is invoked with the location ( xTb0, yTb0 ) set equal to the luma location ( xCb, yCb ), the width nTbW set equal to the luma coding block width cbWidth, the height nTbH set equal to the luma coding block height cbHeight and the variable cIdx set equal to 0 as inputs, and the array resSamplesL as output.
* When ChromaArrayType is not equal to 0. the decoding process for the residual signal of coding blocks coded in inter prediction mode as specified in clause 8.5.8 is invoked with the location ( xTb0, yTb0 ) set equal to the chroma location ( xCb / SubWidthC, yCb / SubHeightC ), the width nTbW set equal to the chroma coding block width cbWidth / SubWidthC, the height nTbH set equal to the chroma coding block height cbHeight / SubHeightC and the variable cIdx set equal to 1 as inputs, and the array resSamplesCb as output.
* When ChromaArrayType is not equal to 0. the decoding process for the residual signal of coding blocks coded in inter prediction mode as specified in clause 8.5.8 is invoked with the location ( xTb0, yTb0 ) set equal to the chroma location ( xCb / SubWidthC, yCb / SubHeightC ), the width nTbW set equal to the chroma coding block width cbWidth / SubWidthC, the height nTbH set equal to the chroma coding block height cbHeight / SubHeightC and the variable cIdx set equal to 2 as inputs, and the array resSamplesCr as output.

1. The reconstructed samples of the current coding unit are derived as follows:

* The picture reconstruction process for a colour component as specified in clause 8.7.5 is invoked with the block location ( xB, yB ) set equal to ( xCb, yCb ), the block width bWidth set equal to cbWidth, the block height bHeight set equal to cbHeight, the variable cIdx set equal to 0, the (cbWidth)x(cbHeight) array predSamples set equal to predSamplesL and the (cbWidth)x(cbHeight) array resSamples set equal to resSamplesL as inputs, and the output is a modified reconstructed picture before in-loop filtering.
* When ChromaArrayType is not equal to 0. the picture reconstruction process for a colour component as specified in clause 8.7.5 is invoked with the block location ( xB, yB ) set equal to ( xCb / SubWidthC, yCb / SubHeightC ), the block width bWidth set equal to cbWidth / SubWidthC, the block height bHeight set equal to cbHeight / SubHeightC, the variable cIdx set equal to 1, the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamples set equal to predSamplesCb and the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array resSamples set equal to resSamplesCb as inputs, and the output is a modified reconstructed picture before in-loop filtering.
* When ChromaArrayType is not equal to 0. the picture reconstruction process for a colour component as specified in clause 8.7.5 is invoked with the block location ( xB, yB ) set equal to ( xCb / SubWidthC, yCb / SubHeightC ), the block width bWidth set equal to cbWidth / SubWidthC, the block height bHeight set equal to cbHeight / SubHeightC, the variable cIdx set equal to 2, the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamples set equal to predSamplesCr and the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array resSamples set equal to resSamplesCr as inputs, and the output is a modified reconstructed picture before in-loop filtering.

### Derivation process for motion vector components and reference indices

#### General

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are:

* the luma motion vectors in 1/16 fractional-sample accuracy mvL0[ 0 ][ 0 ] and mvL1[ 0 ][ 0 ],
* the reference indices refIdxL0 and refIdxL1,
* the prediction list utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ],
* the half sample interpolation filter index hpelIfIdx,
* the bi-prediction weight index bcwIdx.

Let the variable LX be RefPicList[ X ], with X being 0 or 1, of the current picture.

For the derivation of the variables mvL0[ 0 ][ 0 ] and mvL1[ 0 ][ 0 ], refIdxL0 and refIdxL1, as well as predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ], the following applies:

* If general\_merge\_flag[ xCb ][ yCb ] is equal to 1, the derivation process for luma motion vectors for merge mode as specified in clause 8.5.2.2 is invoked with the luma location ( xCb, yCb ), the variables cbWidth and cbHeight inputs, and the output being the luma motion vectors mvL0[ 0 ][ 0 ], mvL1[ 0 ][ 0 ], the reference indices refIdxL0, refIdxL1, the prediction list utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ], the half sample interpolation filter index hpelIfIdx, the bi-prediction weight index bcwIdx and the merging candidate list mergeCandList.
* Otherwise, the following applies:
* For X being replaced by either 0 or 1 in the variables predFlagLX[ 0 ][0 ], mvLX[ 0 ][0 ] and refIdxLX, in PRED\_LX, and in the syntax elements ref\_idx\_lX and MvdLX, the following ordered steps apply:

1. The variables refIdxLX and predFlagLX[ 0 ][0 ] are derived as follows:

* If inter\_pred\_idc[ xCb ][ yCb ] is equal to PRED\_LX or PRED\_BI,

refIdxLX = ref\_idx\_lX[ xCb ][ yCb ] (8‑291)

predFlagLX[ 0 ][0 ] = 1 (8‑292)

* Otherwise, the variables refIdxLX and predFlagLX[ 0 ][0 ] are specified by:

refIdxLX = −1 (8‑293)

predFlagLX[ 0 ][0 ] = 0 (8‑294)

1. The variable mvdLX is derived as follows:

mvdLX[ 0 ] = MvdLX[ xCb ][ yCb ][ 0 ] (8‑295)

mvdLX[ 1 ] = MvdLX[ xCb ][ yCb ][ 1 ] (8‑296)

1. When predFlagLX[ 0 ][ 0 ] is equal to 1, the derivation process for luma motion vector prediction in clause 8.5.2.8 is invoked with the luma coding block location ( xCb, yCb ), the coding block width cbWidth, the coding block height cbHeight and the variable refIdxLX as inputs, and the output being mvpLX.
2. When predFlagLX[ 0 ][ 0 ] is equal to 1, the luma motion vector mvLX[ 0 ][ 0 ] is derived as follows:

uLX[ 0 ] = ( mvpLX[ 0 ] + mvdLX[ 0 ] + 218 ) % 218 (8‑297)

mvLX[ 0 ][ 0 ][ 0 ] = ( uLX[ 0 ] >= 217 ) ? ( uLX[ 0 ] − 218 ) : uLX[ 0 ] (8‑298)

uLX[ 1 ] = ( mvpLX[ 1 ] + mvdLX[ 1 ] + 218 ) % 218 (8‑299)

mvLX[ 0 ][ 0 ][ 1 ] = ( uLX[ 1 ] >= 217 ) ? ( uLX[ 1 ] − 218 ) : uLX[ 1 ] (8‑300)

NOTE 1– The resulting values of mvLX[ 0 ][ 0 ][ 0 ] and mvLX[ 0 ][ 0 ][ 1 ] as specified above will always be in the range of −217 to 217 − 1, inclusive.

* The half sample interpolation filter index hpelIfIdx is derived as follows:

hpelIfIdx = AmvrShift = =  3 ? 1: 0 (8‑301)

* The bi-prediction weight index bcwIdx is set equal to bcw\_idx[ xCb ][ yCb ].

When all of the following conditions are true, refIdxL1 is set equal to −1, predFlagL1 is set equal to 0, and bcwIdx is set equal to 0:

* predFlagL0[ 0 ][ 0 ] is equal to 1.
* predFlagL1[ 0 ][ 0 ] is equal to 1.
* The value of ( cbWidth + cbHeight ) is equal to 12.

The updating process for the history-based motion vector predictor list as specified in clause 8.5.2.16 is invoked with luma motion vectors mvL0[ 0 ][ 0 ] and mvL1[ 0 ][ 0 ], reference indices refIdxL0 and refIdxL1, prediction list utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ], and bi-prediction weight index bcwIdx.

#### Derivation process for luma motion vectors for merge mode

This process is only invoked when general\_merge\_flag[ xCb ][ yCb ] is equal to 1, where ( xCb, yCb ) specify the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture.

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are:

* the luma motion vectors in 1/16 fractional-sample accuracy mvL0[ 0 ][ 0 ] and mvL1[ 0 ][ 0 ],
* the reference indices refIdxL0 and refIdxL1,
* the prediction list utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ],
* the half sample interpolation filter index hpelIfIdx,
* the bi-prediction weight index bcwIdx.
* the merging candidate list mergeCandList.

The bi-prediction weight index bcwIdx is set equal to 0.

The motion vectors mvL0[ 0 ][ 0 ] and mvL1[ 0 ][ 0 ], the reference indices refIdxL0 and refIdxL1 and the prediction utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ] are derived by the following ordered steps:

1. The derivation process for spatial merging candidates from neighbouring coding units as specified in clause 8.5.2.3 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, and the luma coding block height cbHeight as inputs, and the output being the availability flags availableFlagA0, availableFlagA1, availableFlagB0, availableFlagB1 and availableFlagB2, the reference indices refIdxLXA0, refIdxLXA1, refIdxLXB0, refIdxLXB1 and refIdxLXB2, the prediction list utilization flags predFlagLXA0, predFlagLXA1, predFlagLXB0, predFlagLXB1 and predFlagLXB2, and the motion vectors mvLXA0, mvLXA1, mvLXB0, mvLXB1 and mvLXB2, with X being 0 or 1, the half sample interpolation filter indices hpelIfIdxA0,hpelIfIdxA1, hpelIfIdxB0, hpelIfIdxB1, hpelIfIdxB2, and the bi-prediction weight indices bcwIdxA0,bcwIdxA1, bcwIdxB0,bcwIdxB1, bcwIdxB2.
2. The reference indices, refIdxLXCol, with X being 0 or 1, and the bi-prediction weight index bcwIdxCol for the temporal merging candidate Col are set equal to 0 and hpelIfIdxCol is set equal to 0.
3. The derivation process for temporal luma motion vector prediction as specified in in clause 8.5.2.11 is invoked with the luma location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight and the variable refIdxL0Col as inputs, and the output being the availability flag availableFlagL0Col and the temporal motion vector mvL0Col. The variables availableFlagCol, predFlagL0Col and predFlagL1Col are derived as follows:

availableFlagCol = availableFlagL0Col (8‑302)

predFlagL0Col = availableFlagL0Col (8‑303)

predFlagL1Col = 0 (8‑304)

1. When slice\_type is equal to B, the derivation process for temporal luma motion vector prediction as specified in clause 8.5.2.11 is invoked with the luma location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight and the variable refIdxL1Col as inputs, and the output being the availability flag availableFlagL1Col and the temporal motion vector mvL1Col. The variables availableFlagCol and predFlagL1Col are derived as follows:

availableFlagCol = availableFlagL0Col  | |  availableFlagL1Col (8‑305)

predFlagL1Col = availableFlagL1Col (8‑306)

1. The merging candidate list, mergeCandList, is constructed as follows:

i = 0  
if( availableFlagA1 )  
 mergeCandList[ i++ ] = A1  
if( availableFlagB1 )  
 mergeCandList[ i++ ] = B1if( availableFlagB0 )  
 mergeCandList[ i++ ] = B0 (8‑307)if( availableFlagA0 )  
 mergeCandList[ i++ ] = A0if( availableFlagB2 )  
 mergeCandList[ i++ ] = B2if( availableFlagCol )  
 mergeCandList[ i++ ] = Col

1. The variable numCurrMergeCand and numOrigMergeCand are set equal to the number of merging candidates in the mergeCandList.
2. When numCurrMergeCand is less than (MaxNumMergeCand − 1) and NumHmvpCand is greater than 0, the following applies:

* The derivation process of history-based merging candidates as specified in 8.5.2.6 is invoked with mergeCandList and numCurrMergeCand as inputs, and modified mergeCandList and numCurrMergeCand as outputs.
* numOrigMergeCand is set equal to numCurrMergeCand.

1. When numCurrMergeCand is less than MaxNumMergeCand and greater than 1, the following applies:

* The derivation process for pairwise average merging candidate specified in clause 8.5.2.4 is invoked with mergeCandList, the reference indices refIdxL0N and refIdxL1N, the prediction list utilization flags predFlagL0N and predFlagL1N, the motion vectors mvL0N and mvL1N, and the half sample interpolation filter index hpelIfIdxN of every candidate N in mergeCandList, and numCurrMergeCand as inputs, and the output is assigned to mergeCandList, numCurrMergeCand, the reference indices refIdxL0avgCand and refIdxL1avgCand, the prediction list utilization flags predFlagL0avgCand and predFlagL1avgCand and the motion vectors mvL0avgCand and mvL1avgCand of candidate avgCand being added into mergeCandList. The bi-prediction weight index bcwIdx of candidate avgCand being added into mergeCandList is set equal to 0.
* numOrigMergeCand is set equal to numCurrMergeCand.

1. The derivation process for zero motion vector merging candidates specified in clause 8.5.2.5 is invoked with the mergeCandList, the reference indices refIdxL0N and refIdxL1N, the prediction list utilization flags predFlagL0N and predFlagL1N, the motion vectors mvL0N and mvL1N of every candidate N in mergeCandList and numCurrMergeCand as inputs, and the output is assigned to mergeCandList, numCurrMergeCand, the reference indices refIdxL0zeroCandm and refIdxL1zeroCandm, the prediction list utilization flags predFlagL0zeroCandm and predFlagL1zeroCandm and the motion vectors mvL0zeroCandm and mvL1zeroCandm of every new candidate zeroCandm being added into mergeCandList. The half sample interploation filter index hpelIfIdx of every new candidate zeroCandm being added into mergeCandList is set equal to 0. The bi-prediction weight index bcwIdx of every new candidate zeroCandm being added into mergeCandList is set equal to 0. The number of candidates being added, numZeroMergeCand, is set equal to ( numCurrMergeCand − numOrigMergeCand ). When numZeroMergeCand is greater than 0, m ranges from 0 to numZeroMergeCand − 1, inclusive.
2. The following assignments are made with N being the candidate at position merge\_idx[ xCb ][ yCb ] in the merging candidate list mergeCandList ( N = mergeCandList[ merge\_idx[ xCb ][ yCb ] ] ) and X being replaced by 0 or 1:

refIdxLX = refIdxLXN (8‑308)

predFlagLX[ 0 ][ 0 ] = predFlagLXN (8‑309)

mvLX[ 0 ][ 0 ][ 0 ] = mvLXN[ 0 ] (8‑310)

mvLX[ 0 ][ 0 ][ 1 ] = mvLXN[ 1 ] (8‑311)

hpelIfIdx = hpelIfIdxN (8‑312)

bcwIdx = bcwIdxN (8‑313)

1. When mmvd\_merge\_flag[ xCb ][ yCb ] is equal to 1, the following applies:

* The derivation process for merge motion vector difference as specified in 8.5.2.7 is invoked with the luma location ( xCb, yCb ), the reference indices refIdxL0, refIdxL1 and the prediction list utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ] as inputs, and the motion vector differences mMvdL0 and mMvdL1 as outputs.
* The motion vector difference mMvdLX is added to the merge motion vectors mvLX for X being 0 and 1 as follows:

mvLX[ 0 ][ 0 ][ 0 ] += mMvdLX[ 0 ] (8‑314)

mvLX[ 0 ][ 0 ][ 1 ] += mMvdLX[ 1 ] (8‑315)

mvLX[ 0 ][ 0 ][ 0 ] = Clip3( −217, 217 − 1, mvLX[ 0 ][ 0 ][ 0 ] ) (8‑316)

mvLX[ 0 ][ 0 ] [ 1 ] = Clip3( −217, 217− 1, mvLX[ 0 ][ 0 ][ 1 ] ) (8‑317)

#### Derivation process for spatial merging candidates

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are as follows, with X being 0 or 1:

* the availability flags availableFlagA0, availableFlagA1, availableFlagB0, availableFlagB1 and availableFlagB2 of the neighbouring coding units,
* the reference indices refIdxLXA0, refIdxLXA1, refIdxLXB0, refIdxLXB1 and refIdxLXB2 of the neighbouring coding units,
* the prediction list utilization flags predFlagLXA0, predFlagLXA1, predFlagLXB0, predFlagLXB1 and predFlagLXB2 of the neighbouring coding units,
* the motion vectors in 1/16 fractional-sample accuracy mvLXA0, mvLXA1, mvLXB0, mvLXB1 and mvLXB2 of the neighbouring coding units,
* the half sample interpolation filter indices hpelIfIdxA0,hpelIfIdxA1, hpelIfIdxB0,hpelIfIdxB1, and hpelIfIdxB2,
* the bi-prediction weight indices bcwIdxA0,bcwIdxA1, bcwIdxB0,bcwIdxB1, and bcwIdxB2.

For the derivation of availableFlagA1, refIdxLXA1, predFlagLXA1 and mvLXA1 the following applies:

* The luma location ( xNbA1, yNbA1 ) inside the neighbouring luma coding block is set equal to ( xCb − 1,  yCb + cbHeight − 1 ).
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbA1, yNbA1 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableA1.
* The variables availableFlagA1, refIdxLXA1, predFlagLXA1 and mvLXA1 are derived as follows:
* If availableA1 is equal to FALSE, availableFlagA1 is set equal to 0, both components of mvLXA1 are set equal to 0, refIdxLXA1 is set equal to −1 and predFlagLXA1 is set equal to 0, with X being 0 or 1, and bcwIdxA1 is set equal to 0.
* Otherwise, availableFlagA1 is set equal to 1 and the following assignments are made:

mvLXA1 = MvLX[ xNbA1 ][ yNbA1 ] (8‑318)

refIdxLXA1 = RefIdxLX[ xNbA1 ][ yNbA1 ] (8‑319)

predFlagLXA1 = PredFlagLX[ xNbA1 ][ yNbA1 ] (8‑320)

hpelIfIdxA1 = HpelIfIdx[ xNbA1 ][ yNbA1 ] (8‑321)

bcwIdxA1 = BcwIdx[ xNbA1 ][ yNbA1 ] (8‑322)

For the derivation of availableFlagB1, refIdxLXB1, predFlagLXB1 and mvLXB1 the following applies:

* The luma location ( xNbB1, yNbB1 ) inside the neighbouring luma coding block is set equal to ( xCb + cbWidth − 1, yCb − 1 ).
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ). the neighbouring luma location ( xNbB1, yNbB1 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableB1.
* The variables availableFlagB1, refIdxLXB1, predFlagLXB1 and mvLXB1 are derived as follows:
* If one or more of the following conditions are true, availableFlagB1 is set equal to 0, both components of mvLXB1 are set equal to 0, refIdxLXB1 is set equal to −1 and predFlagLXB1 is set equal to 0, with X being 0 or 1, and bcwIdxB1 is set equal to 0:
  + availableB1 is equal to FALSE.
  + availableA1 is equal to TRUE and the luma locations ( xNbA1, yNbA1 ) and ( xNbB1, yNbB1 ) have the same motion vectors and the same reference indices.
* Otherwise, availableFlagB1 is set equal to 1 and the following assignments are made:

mvLXB1 = MvLX[ xNbB1 ][ yNbB1 ] (8‑323)

refIdxLXB1 = RefIdxLX[ xNbB1 ][ yNbB1 ] (8‑324)

predFlagLXB1 = PredFlagLX[ xNbB1 ][ yNbB1 ] (8‑325)

hpelIfIdxB1 = HpelIfIdx[ xNbB1 ][ yNbB1 ] (8‑326)

bcwIdxB1 = BcwIdx[ xNbB1 ][ yNbB1 ] (8‑327)

For the derivation of availableFlagB0, refIdxLXB0, predFlagLXB0 and mvLXB0 the following applies:

* The luma location ( xNbB0, yNbB0 ) inside the neighbouring luma coding block is set equal to ( xCb + cbWidth, yCb − 1 ).
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbB0, yNbB0 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableB0.
* The variables availableFlagB0, refIdxLXB0, predFlagLXB0 and mvLXB0 are derived as follows:
* If one or more of the following conditions are true, availableFlagB0 is set equal to 0, both components of mvLXB0 are set equal to 0, refIdxLXB0 is set equal to −1 and predFlagLXB0 is set equal to 0, with X being 0 or 1, and bcwIdxB0 is set equal to 0:
  + availableB0 is equal to FALSE.
  + availableB1 is equal to TRUE and the luma locations ( xNbB1, yNbB1 ) and ( xNbB0, yNbB0 ) have the same motion vectors and the same reference indices.
  + availableA1 is equal to TRUE, the luma locations ( xNbA1, yNbA1 ) and ( xNbB0, yNbB0 ) have the same motion vectors and the same reference indices and MergeTriangleFlag[ xCb ][ yCb ] is equal to 1.
* Otherwise, availableFlagB0 is set equal to 1 and the following assignments are made:

mvLXB0 = MvLX[ xNbB0 ][ yNbB0 ] (8‑328)

refIdxLXB0 = RefIdxLX[ xNbB0 ][ yNbB0 ] (8‑329)

predFlagLXB0 = PredFlagLX[ xNbB0 ][ yNbB0 ] (8‑330)

hpelIfIdxB0 = HpelIfIdx[ xNbB0 ][ yNbB0 ] (8‑331)

bcwIdxB0 = BcwIdx[ xNbB0 ][ yNbB0 ] (8‑332)

For the derivation of availableFlagA0, refIdxLXA0, predFlagLXA0 and mvLXA0 the following applies:

* The luma location ( xNbA0, yNbA0 ) inside the neighbouring luma coding block is set equal to ( xCb − 1,  yCb + cbWidth ).
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ). the neighbouring luma location ( xNbA0, yNbA0 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableA0.
* The variables availableFlagA0, refIdxLXA0, predFlagLXA0 and mvLXA0 are derived as follows:
* If one or more of the following conditions are true, availableFlagA0 is set equal to 0, both components of mvLXA0 are set equal to 0, refIdxLXA0 is set equal to −1 and predFlagLXA0 is set equal to 0, with X being 0 or 1, and bcwIdxA0 is set equal to 0:
  + availableA0 is equal to FALSE.
  + availableA1 is equal to TRUE and the luma locations ( xNbA1, yNbA1 ) and ( xNbA0, yNbA0 ) have the same motion vectors and the same reference indices.
  + availableB1 is equal to TRUE, the luma locations ( xNbB1, yNbB1 ) and ( xNbA0, yNbA0 ) have the same motion vectors and the same reference indices and MergeTriangleFlag[ xCb ][ yCb ] is equal to 1.
  + availableB0 is equal to TRUE, the luma locations ( xNbB0, yNbB0 ) and ( xNbA0, yNbA0 ) have the same motion vectors and the same reference indices and MergeTriangleFlag[ xCb ][ yCb ] is equal to 1.
* Otherwise, availableFlagA0 is set equal to 1 and the following assignments are made:

mvLXA0 = MvLX[ xNbA0 ][ yNbA0 ] (8‑333)

refIdxLXA0 = RefIdxLX[ xNbA0 ][ yNbA0 ] (8‑334)

predFlagLXA0 = PredFlagLX[ xNbA0 ][ yNbA0 ] (8‑335)

hpelIfIdxA0 = HpelIfIdx[ xNbA0 ][ yNbA0 ] (8‑336)

bcwIdxA0 = BcwIdx[ xNbA0 ][ yNbA0 ] (8‑337)

For the derivation of availableFlagB2, refIdxLXB2, predFlagLXB2 and mvLXB2 the following applies:

* The luma location ( xNbB2, yNbB2 ) inside the neighbouring luma coding block is set equal to ( xCb − 1, yCb − 1 ).
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbB2, yNbB2 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableB2.
* The variables availableFlagB2, refIdxLXB2, predFlagLXB2 and mvLXB2 are derived as follows:
* If one or more of the following conditions are true, availableFlagB2 is set equal to 0, both components of mvLXB2 are set equal to 0, refIdxLXB2 is set equal to −1 and predFlagLXB2 is set equal to 0, with X being 0 or 1, and bcwIdxB2 is set equal to 0:
  + availableB2 is equal to FALSE.
  + availableA1 is equal to TRUE and the luma locations ( xNbA1, yNbA1 ) and ( xNbB2, yNbB2 ) have the same motion vectors and the same reference indices.
  + availableB1 is equal to TRUE and the luma locations ( xNbB1, yNbB1 ) and ( xNbB2, yNbB2 ) have the same motion vectors and the same reference indices.
  + availableB0 is equal to TRUE, the luma locations ( xNbB0, yNbB0 ) and ( xNbB2, yNbB2 ) have the same motion vectors and the same reference indices and MergeTriangleFlag[ xCb ][ yCb ] is equal to 1.
  + availableA0 is equal to TRUE, the luma locations ( xNbA0, yNbA0 ) and ( xNbB2, yNbB2 ) have the same motion vectors and the same reference indices and MergeTriangleFlag[ xCb ][ yCb ] is equal to 1.
  + availableFlagA0 + availableFlagA1 + availableFlagB0 + availableFlagB1 is equal to 4 and MergeTriangleFlag[ xCb ][ yCb ] is equal to 0.
* Otherwise, availableFlagB2 is set equal to 1 and the following assignments are made:

mvLXB2 = MvLX[ xNbB2 ][ yNbB2 ] (8‑338)

refIdxLXB2 = RefIdxLX[ xNbB2 ][ yNbB2 ] (8‑339)

predFlagLXB2 = PredFlagLX[ xNbB2 ][ yNbB2 ] (8‑340)

hpelIfIdxB2 = HpelIfIdx[ xNbB2 ][ yNbB2 ] (8‑341)

bcwIdxB2 = BcwIdx[ xNbB2 ][ yNbB2 ] (8‑342)

#### Derivation process for pairwise average merging candidate

Inputs to this process are:

* a merging candidate list mergeCandList,
* the reference indices refIdxL0N and refIdxL1N of every candidate N in mergeCandList,
* the prediction list utilization flags predFlagL0N and predFlagL1N of every candidate N in mergeCandList,
* the motion vectors in 1/16 fractional-sample accuracy mvL0N and mvL1N of every candidate N in mergeCandList,
* the half sample interpolation filter index hpelIfIdxN of every candidate N in mergeCandList,
* the number of elements numCurrMergeCand within mergeCandList.

Outputs of this process are:

* the merging candidate list mergeCandList,
* the number of elements numCurrMergeCand within mergeCandList,
* the reference indices refIdxL0avgCand and refIdxL1avgCand of candidate avgCand added into mergeCandList during the invocation of this process,
* the prediction list utilization flags predFlagL0avgCand and predFlagL1avgCand of candidate avgCand added into mergeCandList during the invocation of this process,
* the motion vectors in 1/16 fractional-sample accuracy mvL0avgCand and mvL1avgCand of candidate avgCand added into mergeCandList during the invocation of this process,
* the half sample interpolation filter index hpelIfIdxavgCand of every candidate avgCand added into mergeCandList during the invocation of this process.

The variable numRefLists is derived as follows:

numRefLists  =  ( slice\_type = = B )  ?  2 : 1 (8‑343)

The following assignments are made, with p0Cand being the candidate at position 0 and p1Cand being the candidate at position 1 in the merging candidate list mergeCandList:

p0Cand = mergeCandList[ 0 ] (8‑344)

p1Cand = mergeCandList[ 1 ] (8‑345)

The candidate avgCand is added at the end of mergeCandList, i.e., mergeCandList[ numCurrMergeCand ] is set equal to avgCand, and the reference indices, the prediction list utilization flags and the motion vectors of avgCand are derived as follows and numCurrMergeCand is incremented by 1:

* For each reference picture list LX with X ranging from 0 to ( numRefLists − 1 ), the following applies:
  + If predFlagLXp0Cand is equal to 1 and predFlagLXp1Cand is equal to 1, the variables refIdxLXavgCand, predFlagLXavgCand, mvLXavgCand[ 0 ], and mvLXavgCand[ 1 ] are derived as follows:

refIdxLXavgCand = refIdxLXp0Cand (8‑346)

predFlagLXavgCand = 1 (8‑347)

* + - The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to mvLXp0Cand[ 0 ] + mvLXp1Cand[ 0 ], rightShift set equal to1, and leftShift set equal to 0 as inputs and the rounded mvLXavgCand[ 0 ] as output.
    - The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to mvLXp0Cand[ 1 ] + mvLXp1Cand[ 1 ], rightShift set equal to1, and leftShift set equal to 0 as inputs and the rounded mvLXavgCand[ 1 ] as output.
  + Otherwise, if predFlagLXp0Cand is equal to 1 and predFlagLXp1Cand is equal to 0, the variables refIdxLXavgCand, predFlagLXavgCand, mvLXavgCand[ 0 ], mvLXavgCand[ 1 ] are derived as follows:

refIdxLXavgCand = refIdxLXp0Cand (8‑348)

predFlagLXavgCand = 1 (8‑349)

mvLXavgCand[ 0 ] = mvLXp0Cand[ 0 ] (8‑350)

mvLXavgCand[ 1 ] = mvLXp0Cand[ 1 ] (8‑351)

* + Otherwise, if predFlagLXp0Cand is equal to 0 and predFlagLXp1Cand is equal to 1, the variables refIdxLXavgCand, predFlagLXavgCand, mvLXavgCand[ 0 ], mvLXavgCand[ 1 ] are derived as follows:

refIdxLXavgCand = refIdxLXp1Cand (8‑352)

predFlagLXavgCand = 1 (8‑353)

mvLXavgCand[ 0 ] = mvLXp1Cand[ 0 ] (8‑354)

mvLXavgCand[ 1 ] = mvLXp1Cand[ 1 ] (8‑355)

* + Otherwise, if predFlagLXp0Cand is equal to 0 and predFlagLXp1Cand is equal to 0, the variables refIdxLXavgCand, predFlagLXavgCand, mvLXavgCand[ 0 ], mvLXavgCand[ 1 ] are derived as follows:

refIdxLXavgCand = −1 (8‑356)

predFlagLXavgCand = 0 (8‑357)

mvLXavgCand[ 0 ] = 0 (8‑358)

mvLXavgCand[ 1 ] = 0 (8‑359)

* When numRefLists is equal to 1, the following applies:

refIdxL1avgCand = −1 (8‑360)

predFlagL1avgCand = 0 (8‑361)

* The half sample interpolation filter index hpelIfIdxavgCand is derived as follows:
* If hpelIfIdxp0Cand is equal to hpelIfIdxp1Cand, hpelIfIdxavgCand is set equal to hpelIfIdxp0Cand.
* Otherwise, hpelIfIdxavgCand is set equal to 0.

#### Derivation process for zero motion vector merging candidates

Inputs to this process are:

* a merging candidate list mergeCandList,
* the reference indices refIdxL0N and refIdxL1N of every candidate N in mergeCandList,
* the prediction list utilization flags predFlagL0N and predFlagL1N of every candidate N in mergeCandList,
* the motion vectors mvL0N and mvL1N of every candidate N in mergeCandList,
* the number of elements numCurrMergeCand within mergeCandList.

Outputs of this process are:

* the merging candidate list mergeCandList,
* the number of elements numCurrMergeCand within mergeCandList,
* the reference indices refIdxL0zeroCandm and refIdxL1zeroCandm of every new candidate zeroCandm added into mergeCandList during the invocation of this process,
* the prediction list utilization flags predFlagL0zeroCandm and predFlagL1zeroCandm of every new candidate zeroCandm added into mergeCandList during the invocation of this process,
* the motion vectors mvL0zeroCandm and mvL1zeroCandm of every new candidate zeroCandm added into mergeCandList during the invocation of this process.

The variable numRefIdx is derived as follows:

* If slice\_type is equal to P, numRefIdx is set equal to NumRefIdxActive[ 0 ].
* Otherwise (slice\_type is equal to B), numRefIdx is set equal to Min( NumRefIdxActive[ 0 ], NumRefIdxActive[ 1 ] ).

When numCurrMergeCand is less than MaxNumMergeCand, the variable numInputMergeCand is set equal to numCurrMergeCand, the variable zeroIdx is set equal to 0 and the following ordered steps are repeated until numCurrMergeCand is equal to MaxNumMergeCand:

1. For the derivation of the reference indices, the prediction list utilization flags and the motion vectors of the zero motion vector merging candidate, the following applies:
   * If slice\_type is equal to P, the candidate zeroCandm with m equal to ( numCurrMergeCand − numInputMergeCand ) is added at the end of mergeCandList, i.e., mergeCandList[ numCurrMergeCand ] is set equal to zeroCandm, and the reference indices, the prediction list utilization flags and the motion vectors of zeroCandm are derived as follows and numCurrMergeCand is incremented by 1:

refIdxL0zeroCandm = ( zeroIdx < numRefIdx ) ? zeroIdx : 0 (8‑362)

refIdxL1zeroCandm = −1 (8‑363)

predFlagL0zeroCandm = 1 (8‑364)

predFlagL1zeroCandm = 0 (8‑365)

mvL0zeroCandm[ 0 ] = 0 (8‑366)

mvL0zeroCandm[ 1 ] = 0 (8‑367)

mvL1zeroCandm[ 0 ] = 0 (8‑368)

mvL1zeroCandm[ 1 ] = 0 (8‑369)

numCurrMergeCand = numCurrMergeCand + 1 (8‑370)

* + Otherwise (slice\_type is equal to B), the candidate zeroCandm with m equal to ( numCurrMergeCand − numInputMergeCand ) is added at the end of mergeCandList, i.e., mergeCandList[ numCurrMergeCand ] is set equal to zeroCandm, and the reference indices, the prediction list utilization flags and the motion vectors of zeroCandm are derived as follows and numCurrMergeCand is incremented by 1:

refIdxL0zeroCandm = ( zeroIdx < numRefIdx ) ? zeroIdx : 0 (8‑371)

refIdxL1zeroCandm = ( zeroIdx < numRefIdx ) ? zeroIdx : 0 (8‑372)

predFlagL0zeroCandm = 1 (8‑373)

predFlagL1zeroCandm = 1 (8‑374)

mvL0zeroCandm[ 0 ] = 0 (8‑375)

mvL0zeroCandm[ 1 ] = 0 (8‑376)

mvL1zeroCandm[ 0 ] = 0 (8‑377)

mvL1zeroCandm[ 1 ] = 0 (8‑378)

numCurrMergeCand = numCurrMergeCand + 1 (8‑379)

1. The variable zeroIdx is incremented by 1.

#### Derivation process for history-based merging candidates

Inputs to this process are:

* a merge candidate list mergeCandList,
* the number of available merging candidates in the list numCurrMergeCand.

Outputs to this process are:

* the modified merging candidate list mergeCandList,
* the modified number of merging candidates in the list numCurrMergeCand.

The variables isPrunedA1 and isPrunedB1 are both set equal to FALSE.

For each candidate in HmvpCandList[ hMvpIdx ] with index hMvpIdx = 1..NumHmvpCand, the following ordered steps are repeated until numCurrMergeCand is equal to MaxNumMergeCand − 1:

1. The variable sameMotion is derived as follows:
   * If all of the following conditions are true for any merging candidate N with N being A1 or B1, sameMotion and isPrunedN are both set equal to TRUE:
   * hMvpIdx is less than or equal to 2.
   * The candidate HmvpCandList[ NumHmvpCand − hMvpIdx] is equal to the merging candidate N.
   * isPrunedN is equal to FALSE.
   * Otherwise, sameMotion is set equal to FALSE.
2. When sameMotion is equal to FALSE, the candidate HmvpCandList[ NumHmvpCand − hMvpIdx] is added to the merging candidate list as follows:

mergeCandList[ numCurrMergeCand++ ] = HmvpCandList[ NumHmvpCand − hMvpIdx ] (8‑380)

#### Derivation process for merge motion vector difference

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* reference indices refIdxL0 and refIdxL1,
* prediction list utilization flags predFlagL0 and predFlagL1.

Outputs of this process are the luma merge motion vector differences in 1/16 fractional-sample accuracy mMvdL0 and mMvdL1.

The variable currPic specifies the current picture.

The luma merge motion vector differences mMvdL0 and mMvdL1 are derived as follows:

* If both predFlagL0 and predFlagL1 are equal to 1, the following applies:

currPocDiffL0  =  DiffPicOrderCnt( currPic, RefPicList[ 0 ][ refIdxL0 ] ) (8‑381)

currPocDiffL1  =  DiffPicOrderCnt( currPic, RefPicList[ 1 ][ refIdxL1 ] ) (8‑382)

* If currPocDiffL0 is equal to currPocDiffL1, the following applies:

mMvdL0[ 0 ]  =  MmvdOffset[ xCb ][ yCb ][ 0 ] (8‑383)

mMvdL0[ 1 ]  =  MmvdOffset[ xCb ][ yCb ][ 1 ] (8‑384)

mMvdL1[ 0 ]  =  MmvdOffset[ xCb ][ yCb ][ 0 ] (8‑385)

mMvdL1[ 1 ]  =  MmvdOffset[ xCb ][ yCb ][ 1 ] (8‑386)

* Otherwise, if Abs( currPocDiffL0 ) is greater than or equal to Abs( currPocDiffL1 ), the following applies:

mMvdL0[ 0 ]  =  MmvdOffset[ xCb ][ yCb ][ 0 ] (8‑387)

mMvdL0[ 1 ]  =  MmvdOffset[ xCb ][ yCb ][ 1 ] (8‑388)

* + - If RefPicList[ 0 ][ refIdxL0 ] is not a long-term reference picture and RefPicList[ 1 ][ refIdxL1 ] is not a long-term reference picture, the following applies:

td = Clip3( −128, 127, currPocDiffL0 ) (8‑389)

tb = Clip3( −128, 127, currPocDiffL1 ) (8‑390)

tx = ( 16384 + ( Abs( td ) >> 1 ) ) / td (8‑391)

distScaleFactor = Clip3( −4096, 4095, ( tb \* tx + 32 ) >> 6 ) (8‑392)

mMvdL1[ 0 ] = Clip3( −215, 215 − 1, (distScaleFactor \* mMvdL0[ 0 ] + (8‑393)  
 128 − ( distScaleFactor \* mMvdL0[ 0 ] >= 0 ) ) >> 8 )

mMvdL1[ 1 ] = Clip3( −215, 215 − 1, (distScaleFactor \* mMvdL0[ 1 ] + (8‑394)  
 128 − ( distScaleFactor \* mMvdL0[ 1 ] >= 0 ) ) >> 8 )

* + - Otherwise, the following applies:

mMvdL1[ 0 ] = Sign( currPocDiffL0 )  = =  Sign( currPocDiffL1 )  ?   
 mMvdL0[ 0 ]  :  −mMvdL0[ 0 ] (8‑395)

mMvdL1[ 1 ] = Sign( currPocDiffL0 )  = =  Sign( currPocDiffL1)  ?   
 mMvdL0[ 1 ]  :  −mMvdL0[ 1 ] (8‑396)

* Otherwise (Abs( currPocDiffL0 ) is less than Abs( currPocDiffL1 )), the following applies:

mMvdL1[ 0 ]  =  MmvdOffset[ xCb ][ yCb ][ 0 ] (8‑397)

mMvdL1[ 1 ]  =  MmvdOffset[ xCb ][ yCb ][ 1 ] (8‑398)

* + - If RefPicList[ 0 ][ refIdxL0 ] is not a long-term reference picture and RefPicList[ 1 ][ refIdxL1 ] is not a long-term reference picture, the following applies:

td = Clip3( −128, 127, currPocDiffL1 ) (8‑399)

tb = Clip3( −128, 127, currPocDiffL0 ) (8‑400)

tx = ( 16384 + ( Abs( td ) >> 1 ) ) / td (8‑401)

distScaleFactor = Clip3( −4096, 4095, ( tb \* tx + 32 ) >> 6 ) (8‑402)

mMvdL0[ 0 ] = Clip3( −215, 215 − 1, (distScaleFactor \* mMvdL1[ 0 ] + (8‑403)  
  128 − (distScaleFactor \* mMvdL1[ 0 ] >= 0) ) >> 8 )

mMvdL0[ 1 ] = Clip3( −215, 215 − 1, , (distScaleFactor \* mMvdL1[ 1 ] + (8‑404)  
  128 − (distScaleFactor \* mMvdL1[ 1 ] >= 0) ) >> 8 ) )

* + - Otherwise, the following applies:

mMvdL0[ 0 ] = Sign( currPocDiffL0 )  = =  Sign( currPocDiffL1 )  ?   
 mMvdL1[ 0 ]  :  −mMvdL1[ 0 ] (8‑405)

mMvdL0[ 1 ] = Sign( currPocDiffL0 )  = =  Sign( currPocDiffL1)  ?   
 mMvdL1[ 1 ]  :  −mMvdL1[ 1 ] (8‑406)

* Otherwise ( predFlagL0 or predFlagL1 are equal to 1 ), the following applies for X being 0 and 1:

mMvdLX[ 0 ] = ( predFlagLX = = 1 )  ?  MmvdOffset[ xCb ][ yCb ][ 0 ]  :  0 (8‑407)

mMvdLX[ 1 ] = ( predFlagLX = = 1 )  ?  MmvdOffset[ xCb ][ yCb ][ 1 ]  :  0 (8‑408)

#### Derivation process for luma motion vector prediction

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* the reference index of the current coding unit partition refIdxLX, with X being 0 or 1.

Output of this process is the prediction mvpLX in 1/16 fractional-sample accuracy of the motion vector mvLX, with X being 0 or 1.

The motion vector predictor mvpLX with X being 0 or 1 is derived in the following ordered steps:

1. The derivation process for motion vector predictor candidate list as specified in clause 8.5.2.9 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight and refIdxLX, with X being 0 or 1 as inputs, and the motion vector predictor candidate list, mvpListLX with X being 0 or 1, as output.
2. The motion vector predictor mvpLX with X being 0 or 1 is derived as follows:

mvpLX = mvpListLX[ mvp\_lX\_flag[ xCb ][ yCb ] ] (8‑409)

#### Derivation process for motion vector predictor candidate list

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* the reference index of the current coding unit partition refIdxLX, with X being 0 or 1.

Output of this process is motion vector predictor candidate list mvpListLX in 1/16 fractional-sample accuracy with X being 0 or 1.

The motion vector predictor candidate list mvpListLX with X being 0 or 1 is derived in the following ordered steps:

1. The derivation process for spatial motion vector predictor candidates from neighbouring coding unit partitions as specified in clause 8.5.2.10 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight and refIdxLX, with X being 0 or 1 as inputs, and the availability flags availableFlagLXN and the motion vectors mvLXN, with N being replaced by A or B, as output.
2. The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to mvLXN, with N being replaced by A or B, rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded mvLXN, with N being replaced by A or B, as output.
3. If both availableFlagLXA and availableFlagLXB are equal to 1 and mvLXA is not equal to mvLXB, availableFlagLXCol is set equal to 0.
4. Otherwise, the following applies:

* The derivation process for temporal luma motion vector prediction as specified in clause 8.5.2.11 is with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight and refIdxLX, with X being 0 or 1 as inputs, and with the output being the availability flag availableFlagLXCol and the temporal motion vector predictor mvLXCol.
* The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to mvLXCol, rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded mvLXCol as output.

1. The motion vector predictor candidate list, mvpListLX, is constructed as follows:

numCurrMvpCand = 0  
if( availableFlagLXA ) {  
 mvpListLX[ numCurrMvpCand++ ] = mvLXA  
 if( availableFlagLXB && ( mvLXA != mvLXB ) )  
 mvpListLX[ numCurrMvpCand++ ] = mvLXB (8‑410)  
} else if( availableFlagLXB )  
 mvpListLX[ numCurrMvpCand++ ] = mvLXB  
if( numCurrMvpCand < 2 && availableFlagLXCol )  
 mvpListLX[ numCurrMvpCand++ ] = mvLXCol

1. When numCurrMvpCand is less than 2 and NumHmvpCand is greater than 0, the following applies for i= 1..Min( 4, NumHmvpCand ) until numCurrMvpCand is equal to 2:

* For each reference picture list LY with Y = X..( 1 − X ), the following applies until numCurrMvpCand is equal to 2:
* When the reference picture corresponding to the reference index of the history-based motion vector predictor candidate HmvpCandList[ i − 1 ] in the reference picture list LY is the same as the reference picture corresponding to reference index refIdxLX in the reference picture list LX, the following applies:
* The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to the LY motion vector of the candidate HmvpCandList[ i − 1 ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded LY motion vector of the candidate HmvpCandList[ i − 1 ] as output is assigned to mvpListLX[ numCurrMvpCand++ ].

1. When numCurrMvpCand is less than 2, the following applies for until numCurrMvpCand is equal to 2:

mvpListLX[ numCurrMvpCand ][ 0 ] = 0 (8‑411)

mvpListLX[ numCurrMvpCand ][ 1 ] = 0 (8‑412)

numCurrMvpCand++ (8‑413)

#### Derivation process for spatial motion vector predictor candidates

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* the reference index of the current coding unit partition refIdxLX, with X being 0 or 1.

Outputs of this process are (with N being replaced by A or B):

* the motion vectors mvLXN in 1/16 fractional-sample accuracy of the neighbouring coding units,
* the availability flags availableFlagLXN of the neighbouring coding units.

Figure 8‑2 provides an overview of spatial motion vector neighbours.
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Figure 8‑2 – Spatial motion vector neighbours (informative)

The variable currCb specifies the current luma coding block at luma location ( xCb, yCb ) and the variable currPic specifies the current picture.

The motion vector mvLXA and the availability flag availableFlagLXA are derived in the following ordered steps:

1. The sample location ( xNbA0, yNbA0 ) is set equal to ( xCb − 1, yCb + cbHeight ) and the sample location ( xNbA1, yNbA1 ) is set equal to ( xNbA0, yNbA0 − 1 ).
2. The availability flag availableFlagLXA is set equal to 0 and both components of mvLXA are set equal to 0.
3. The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbA0, yNbA0 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableA0.
4. The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbA1, yNbA1 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableA1.
5. The following applies for ( xNbAk, yNbAk ) from ( xNbA0, yNbA0 ) to ( xNbA1, yNbA1 ):

* When availableAk is equal to TRUE and availableFlagLXA is equal to 0, the following applies:
* If PredFlagLX[ xNbAk ][ yNbAk ] is equal to 1 and DiffPicOrderCnt( RefPicList[ X ][ RefIdxLX[ xNbAk ][ yNbAk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLXA is set equal to 1 and the following applies:

mvLXA = MvLX[ xNbAk ][ yNbAk ] (8‑414)

* Otherwise, when PredFlagLY[ xNbAk ][ yNbAk ] (with Y = !X) is equal to 1 and DiffPicOrderCnt( RefPicList[ Y ][ RefIdxLY[ xNbAk ][ yNbAk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLXA is set equal to 1 and the following applies:

mvLXA = MvLY[ xNbAk ][ yNbAk ] (8‑415)

The motion vector mvLXB and the availability flag availableFlagLXB are derived in the following ordered steps:

1. The sample locations ( xNbB0, yNbB0 ), ( xNbB1, yNbB1 ) and ( xNbB2, yNbB2 ) are set equal to ( xCb + cbWidth, yCb − 1 ), ( xCb + cbWidth − 1, yCb − 1 ) and ( xCb − 1, yCb − 1 ), respectively.
2. The availability flag availableFlagLXB is set equal to 0 and the both components of mvLXB are set equal to 0.
3. The following applies for ( xNbBk, yNbBk ) from ( xNbB0, yNbB0 ) to ( xNbB2, yNbB2 ):

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbBk, yNbBk ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableBk.
* When availableBk is equal to TRUE and availableFlagLXB is equal to 0, the following applies:
* If PredFlagLX[ xNbBk ][ yNbBk ] is equal to 1, and DiffPicOrderCnt( RefPicList[ X ][ RefIdxLX[ xNbBk ][ yNbBk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLXB is set equal to 1 and the following assignments are made:

mvLXB = MvLX[ xNbBk ][ yNbBk ] (8‑416)

refIdxB = RefIdxLX[ xNbBk ][ yNbBk ] (8‑417)

* Otherwise, when PredFlagLY[ xNbBk ][ yNbBk ] (with Y = !X) is equal to 1 and DiffPicOrderCnt( RefPicList[ Y ][ RefIdxLY[ xNbBk ][ yNbBk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLXB is set equal to 1 and the following assignments are made:

mvLXB = MvLY[ xNbBk ][ yNbBk ] (8‑418)

refIdxB = RefIdxLY[ xNbBk ][ yNbBk ] (8‑419)

#### Derivation process for temporal luma motion vector prediction

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* a reference index refIdxLX, with X being 0 or 1.

Outputs of this process are:

* the motion vector prediction mvLXCol in 1/16 fractional-sample accuracy,
* the availability flag availableFlagLXCol.

The variable currCb specifies the current luma coding block at luma location ( xCb, yCb ).

The variables mvLXCol and availableFlagLXCol are derived as follows:

* If slice\_temporal\_mvp\_enabled\_flag is equal to 0 or ( cbWidth \* cbHeight ) is less than or equal to 32, both components of mvLXCol are set equal to 0 and availableFlagLXCol is set equal to 0.
* Otherwise (slice\_temporal\_mvp\_enabled\_flag is equal to 1), the following ordered steps apply:

1. The bottom right collocated motion vector and the bottom and right boundary sample locations are derived as follows:

xColBr = xCb + cbWidth (8‑420)

yColBr = yCb + cbHeight (8‑421)

rightBoundaryPos = subpic\_treated\_as\_pic\_flag[ SubPicIdx ] ?  
 SubPicRightBoundaryPos : pic\_width\_in\_luma\_samples − 1 (8‑422)

botBoundaryPos = subpic\_treated\_as\_pic\_flag[ SubPicIdx ] ?  
 SubPicBotBoundaryPos : pic\_height\_in\_luma\_samples − 1 (8‑423)

* If yCb  >>  CtbLog2SizeY is equal to yColBr  >>  CtbLog2SizeY, yColBr is less than or equal to botBoundaryPos and xColBr is less than or equal to rightBoundaryPos, the following applies:
* The variable colCb specifies the luma coding block covering the modified location given by ( ( xColBr  >>  3 )  <<  3, ( yColBr  >>  3 )  <<  3 ) inside the collocated picture specified by ColPic.
* The luma location ( xColCb, yColCb ) is set equal to the top-left sample of the collocated luma coding block specified by colCb relative to the top-left luma sample of the collocated picture specified by ColPic.
* The derivation process for collocated motion vectors as specified in clause 8.5.2.12 is invoked with currCb, colCb, ( xColCb, yColCb ), refIdxLX and sbFlag set equal to 0 as inputs, and the output is assigned to mvLXCol and availableFlagLXCol.
* Otherwise, both components of mvLXCol are set equal to 0 and availableFlagLXCol is set equal to 0.

1. When availableFlagLXCol is equal to 0, the central collocated motion vector is derived as follows:

xColCtr = xCb + ( cbWidth  >>  1 ) (8‑424)

yColCtr = yCb + ( cbHeight  >>  1 ) (8‑425)

* The variable colCb specifies the luma coding block covering the modified location given by ( ( xColCtr  >>  3 )  <<  3, ( yColCtr  >>  3 )  <<  3 ) inside the collocated picture specified by ColPic.
* The luma location ( xColCb, yColCb ) is set equal to the top-left sample of the collocated luma coding block specified by colCb relative to the top-left luma sample of the collocated picture specified by ColPic.
* The derivation process for collocated motion vectors as specified in clause 8.5.2.12 is invoked with currCb, colCb, ( xColCb, yColCb ), refIdxLX and sbFlag set equal to 0 as inputs, and the output is assigned to mvLXCol and availableFlagLXCol.

#### Derivation process for collocated motion vectors

Inputs to this process are:

* a variable currCb specifying the current coding block,
* a variable colCb specifying the collocated coding block inside the collocated picture specified by ColPic,
* a luma location ( xColCb, yColCb ) specifying the top-left sample of the collocated luma coding block specified by colCb relative to the top-left luma sample of the collocated picture specified by ColPic,
* a reference index refIdxLX, with X being 0 or 1,
* a flag indicating a subblock temporal merging candidate sbFlag.

Outputs of this process are:

* the motion vector prediction mvLXCol in 1/16 fractional-sample accuracy,
* the availability flag availableFlagLXCol.

The variable currPic specifies the current picture.

The arrays predFlagL0Col[ x ][ y ], mvL0Col[ x ][ y ] and refIdxL0Col[ x ][ y ] are set equal to PredFlagL0[ x ][ y ], MvDmvrL0[ x ][ y ] and RefIdxL0[ x ][ y ], respectively, of the collocated picture specified by ColPic, and the arrays predFlagL1Col[ x ][ y ], mvL1Col[ x ][ y ] and refIdxL1Col[ x ][ y ] are set equal to PredFlagL1[ x ][ y ], MvDmvrL1[ x ][ y ] and RefIdxL1[ x ][ y ], respectively, of the collocated picture specified by ColPic.

The variables mvLXCol and availableFlagLXCol are derived as follows:

* If colCb is coded in an intra or IBC prediction mode, both components of mvLXCol are set equal to 0 and availableFlagLXCol is set equal to 0.
* Otherwise, the motion vector mvCol, the reference index refIdxCol and the reference list identifier listCol are derived as follows:
  + If sbFlag is equal to 0, availableFlagLXCol is set to 1 and the following applies:
  + If predFlagL0Col[ xColCb ][ yColCb ] is equal to 0, mvCol, refIdxCol and listCol are set equal to mvL1Col[ xColCb ][ yColCb ], refIdxL1Col[ xColCb ][ yColCb ] and L1, respectively.
  + Otherwise, if predFlagL0Col[ xColCb ][ yColCb ] is equal to 1 and predFlagL1Col[ xColCb ][ yColCb ] is equal to 0, mvCol, refIdxCol and listCol are set equal to mvL0Col[ xColCb ][ yColCb ], refIdxL0Col[ xColCb ][ yColCb ] and L0, respectively.
  + Otherwise (predFlagL0Col[ xColCb ][ yColCb ] is equal to 1 and predFlagL1Col[ xColCb ][ yColCb ] is equal to 1), the following assignments are made:
    - * If NoBackwardPredFlag is equal to 1, mvCol, refIdxCol and listCol are set equal to mvLXCol[ xColCb ][ yColCb ], refIdxLXCol[ xColCb ][ yColCb ] and LX, respectively.
      * Otherwise, mvCol, refIdxCol and listCol are set equal to mvLNCol[ xColCb ][ yColCb ], refIdxLNCol[ xColCb ][ yColCb ] and LN, respectively, with N being the value of collocated\_from\_l0\_flag.
  + Otherwise (sbFlag is equal to 1), the following applies:
  + If PredFlagLXCol[ xColCb ][ yColCb ] is equal to 1, mvCol, refIdxCol, and listCol are set equal to mvLXCol[ xColCb ][ yColCb ], refIdxLXCol[ xColCb ][ yColCb ], and LX, respectively, availableFlagLXCol is set to 1.
  + Otherwise (PredFlagLXCol[ xColCb ][ yColCb ] is equal to 0), the following applies:
    - * If NoBackwardPredFlag is equal to 1 and PredFlagLYCol[ xColCb ][ yColCb ] is equal to 1, mvCol, refIdxCol, and listCol are set to mvLYCol[ xColCb ][ yColCb ], refIdxLYCol[ xColCb ][ yColCb ] and LY, respectively, with Y being equal to !X where X being the value of X this process is invoked for. availableFlagLXCol is set equal to 1.
      * Otherwise, both components of mvLXCol are set equal to 0 and availableFlagLXCol is set equal to 0.
  + When availableFlagLXCol is equal to TRUE, mvLXCol and availableFlagLXCol are derived as follows:
  + If LongTermRefPic( currPic, currCb, refIdxLX, LX ) is not equal to LongTermRefPic( ColPic, colCb, refIdxCol, listCol ), both components of mvLXCol are set equal to 0 and availableFlagLXCol is set equal to 0.
  + Otherwise, the variable availableFlagLXCol is set equal to 1, refPicList[ listCol ][ refIdxCol ] is set to be the picture with reference index refIdxCol in the reference picture list listCol of the slice containing coding block colCb in the collocated picture specified by ColPic, and the following applies:

colPocDiff = DiffPicOrderCnt( ColPic, refPicList[ listCol ][ refIdxCol ] ) (8‑426)

currPocDiff = DiffPicOrderCnt( currPic, RefPicList[ X ][ refIdxLX ] ) (8‑427)

* + - * The temporal motion buffer compression process for collocated motion vectors as specified in clause 8.5.2.15 is invoked with mvCol as input, and the modified mvCol as output.
      * If RefPicList[ X ][ refIdxLX ] is a long-term reference picture, or colPocDiff is equal to currPocDiff, mvLXCol is derived as follows:

mvLXCol = mvCol (8‑428)

* + - * Otherwise, mvLXCol is derived as a scaled version of the motion vector mvCol as follows:

tx = ( 16384 + ( Abs( td )  >>  1 ) ) / td (8‑429)

distScaleFactor = Clip3( −4096, 4095, ( tb \* tx + 32 )  >>  6 ) (8‑430)

mvLXCol =  Clip3( −131072, 131071, (distScaleFactor \* mvCol +  
 128 − ( distScaleFactor \* mvCol  >= 0 ) )  >>  8 ) ) (8‑431)

where td and tb are derived as follows:

td = Clip3( −128, 127, colPocDiff ) (8‑432)

tb = Clip3( −128, 127, currPocDiff ) (8‑433)

#### Derivation process for chroma motion vectors

Input to this process are:

* a luma motion vector in 1/16 fractional-sample accuracy mvLX,
* the reference index refIdxLX.

Output of this process is a chroma motion vector in 1/32 fractional-sample accuracy mvCLX.

A chroma motion vector is derived from the corresponding luma motion vector.

The chroma motion vector mvCLX, is derived as follows:

mvCLX[ 0 ] = mvLX[ 0 ] \* 2 / SubWidthC (8‑434)

mvCLX[ 1 ] = mvLX[ 1 ] \* 2 / SubHeightC (8‑435)

#### Rounding process for motion vectors

Inputs to this process are

* the motion vector mvX,
* the right shift parameter rightShift for rounding,
* the left shift parameter leftShift for resolution increase.

Output of this process is the rounded motion vector mvX.

For the rounding of mvX, the following applies:

offset = ( rightShift = = 0 )  ?  0  :  ( 1  <<  ( rightShift − 1 ) ) (8‑436)

mvX[ 0 ] = ( ( mvX[ 0 ] + offset − ( mvX[ 0 ] >= 0 ) ) >> rightShift ) << leftShift (8‑437)

mvX[ 1 ] = ( ( mvX[ 0 ] + offset − ( mvX[ 1 ] >= 0 ) ) >> rightShift ) << leftShift (8‑438)

#### Temporal motion buffer compression process for collocated motion vectors

Input to this process is a motion vector mv.

Outputs of this process is the rounded motion vector mv.

For each motion vector component compIdx being 0 and 1, mv[ compIdx ] is modified as follows:

s = mv[ compIdx ] >> 17 (8‑439)

f = Floor( Log2( ( mv[ compIdx ] ^ s ) | 31 ) ) − 4 (8‑440)

mask = ( −1 << f ) >> 1 (8‑441)

round = ( 1 << f ) >> 2 (8‑442)

mv[ compIdx ] = ( mv[ compIdx ] + round ) & mask (8‑443)

NOTE – This process enables storage of collocated motion vectors using a bit reduced representation. Each signed 18-bit motion vector component can be represented in a mantissa plus exponent format with a 6-bit signed mantissa and a 4-bit exponent.

#### Updating process for the history-based motion vector predictor candidate list

Inputs to this process are:

* luma motion vectors in 1/16 fractional-sample accuracy mvL0 and mvL1,
* reference indices refIdxL0 and refIdxL1,
* prediction list utilization flags predFlagL0 and predFlagL1,
* bi-prediction weight index bcwIdx.

The MVP candidate hMvpCand consists of the luma motion vectors mvL0 and mvL1, the reference indices refIdxL0 and refIdxL1, the prediction list utilization flags predFlagL0 and predFlagL1, and the bi-prediction weight index bcwIdx.

The candidate list HmvpCandList is modified using the candidate hMvpCand by the following ordered steps:

1. The variable identicalCandExist is set equal to FALSE and the variable removeIdx is set equal to 0.
2. When NumHmvpCand is greater than 0, for each index hMvpIdx with hMvpIdx = 0..NumHmvpCand − 1, the following steps apply until identicalCandExist is equal to TRUE:
   * When hMvpCand is equal to HmvpCandList[ hMvpIdx ], identicalCandExist is set equal to TRUE and removeIdx is set equal to hMvpIdx.
3. The candidate list HmvpCandList is updated as follows:
   * If identicalCandExist is equal to TRUE or NumHmvpCand is equal to 5, the following applies:
   * For each index i with i = ( removeIdx + 1 )..( NumHmvpCand − 1 ), HmvpCandList[ i − 1] is set equal to HmvpCandList[ i ].
   * HmvpCandList[ NumHmvpCand − 1 ] is set equal to mvCand.
   * Otherwise (identicalCandExist is equal to FALSE and NumHmvpCand is less than 5), the following applies:
   * HmvpCandList[ NumHmvpCand++ ] is set equal to mvCand.

### Decoder side motion vector refinement process

#### General

Inputs to this process are:

* a luma location ( xSb, ySb ) specifying the top-left sample of the current coding subblock relative to the top‑left luma sample of the current picture,
* a variable sbWidth specifying the width of the current coding subblock in luma samples,
* a variable sbHeight specifying the height of the current coding subblock in luma samples,
* the luma motion vectors in 1/16 fractional-sample accuracy mvL0 and mvL1,
* the selected luma reference picture sample arrays refPicL0L and refPicL1L.

Outputs of this process are:

* delta luma motion vectors dMvL0 and dMvL1,
* a variable dmvrSAD specifying the mimimum sum of absolute differences.

The variable subPelFlag is set equal to 0, the variable srRange is set equal to 2 and the integer sample offset ( intOffX, intOffY ) is set equal to ( 0, 0 ).

Both components of the delta luma motion vectors dMvL0 and dMvL1 are set equal to zero and modified as follows:

* For each X being 0 or 1, the ( sbWidth + 2 \* srRange ) x ( sbHeight + 2 \* srRange ) array predSamplesLXL of prediction luma sample values is derived by invoking the fractional sample bilinear interpolation process specified in 8.5.3.2.1 with the luma location ( xSb, ySb ), the prediction block width set equal to ( sbWidth + 2 \* srRange ), the prediction block height set equal to ( sbHeight + 2 \* srRange ), the reference picture sample array refPicLXL, the motion vector mvLX and the refinement search range srRange as inputs.
* The variable minSad is derived by invoking the sum of absolute differences calculation process specified in clause 8.5.3.3 with the width sbW and height sbH of the current coding subblock set equal to sbWidth and sbHeight, the prediction sample arrays pL0 and pL1 set equal to predSamplesL0L and predSamplesL1L, and the offset ( dX, dY ) set equal to ( 0, 0 ) as inputs, and minSad as output.
* The variable dmvrSAD is set equal to minSad.
* When minSad is greater than or equal to sbHeight \* sbWidth, the following applies:
* The 2-D array sadArray[ dX + 2 ][ dY + 2 ] with dX = −2..2 and dY = −2..2 is derived by invoking the sum of absolute differences calculation process specified in clause 8.5.3.3 with the width sbW and height sbH of the current coding subblock set equal to sbWidth and sbHeight, the prediction sample arrays pL0 and pL1 set equal to predSamplesL0L and predSamplesL1L, and the offset ( dX, dY ) as inputs, and sadArray[ dX + 2 ][ d Y + 2 ] as output.
* The integer sample offset ( intOffX, intOffY ) is modified by invoking the array entry selection process specified in clause 8.5.3.4 with the 2-D array sadArray[ dX + 2 ][ dY + 2 ] with dX = −2..2 and dY = −2..2, the best integer sample offset ( intOffX, intOffY ), and minSad as input, the modified best integer sample offset ( intOffX, intOffY ) and dmvrSad as outputs.
* When intOffX is not equal to −2 or 2, and intOffY is not equal to −2 or 2, subPelFlag is set equal to 1.
* The delta luma motion vector dMvL0 is modified as follows:

dMvL0[ 0 ] += 16 \* intOffX (8‑444)

dMvL0[ 1 ] += 16 \* intOffY (8‑445)

* When subPelFlag is equal to 1, the parametric motion vector refinement process specified in clause 8.5.3.5 is invoked with the 3x3 2-D array sadArray[ dX + 2 ][ dY + 2 ] with dX = intOffX − 1, intOffX, intOffX + 1 and dY = intOffY − 1, intOffY, intOffY + 1, and the delta motion vector dMvL0 as inputs and the modified dMvL0 as output.
* The delta motion vector dMvL1 is derived as follows:

dMvL1[ 0 ] = −dMvL0[ 0 ] (8‑446)

dMvL1[ 1 ] = −dMvL0[ 1 ] (8‑447)

#### Fractional sample bilinear interpolation process

##### General

Inputs to this process are:

* a luma location ( xSb, ySb ) specifying the top-left sample of the current subblock relative to the top‑left luma sample of the current picture,
* a variable pbWidth specifying the width of the current prediction block in luma samples,
* a variable pbHeight specifying the height of the current prediction block in luma samples,
* a luma motion vector mvLX given in 1/16-luma-sample units,
* the selected reference picture sample array refPicLXL,
* the refinement search range srRange.

Output of this process is:

* a ( pbWidth ) x ( pbHeight ) array predSamplesLXL of luma prediction sample values.

Let ( xIntL, yIntL ) be a luma location given in full-sample units and ( xFracL, yFracL ) be an offset given in 1/16-sample units. These variables are used only in this clause for specifying fractional-sample locations inside the reference sample array refPicLXL.

For each luma sample location ( xL = 0..pbWidth − 1, yL = 0..pbHeight − 1 ) inside the luma prediction sample array predSamplesLXL, the corresponding luma prediction sample value predSamplesLXL[ xL ][ yL ] is derived as follows:

* The variables xIntL, yIntL, xFracL and yFracL are derived as follows:

xIntL = xSb + ( mvLX[ 0 ]  >>  4 ) + xL − srRange (8‑448)

yIntL = ySb + ( mvLX[ 1 ]  >>  4 ) + yL − srRange (8‑449)

xFracL = mvLX[ 0 ] & 15 (8‑450)

yFracL = mvLX[ 1 ] & 15 (8‑451)

* The luma prediction sample value predSamplesLXL[ xL ][ yL ] is derived by invoking the luma sample bilinear interpolation process specified in clause 8.5.3.2.2 with ( xIntL, yIntL ), ( xFracL, yFracL ) and refPicLXL as inputs.

##### Luma sample bilinear interpolation process

Inputs to this process are:

– a luma location in full-sample units ( xIntL, yIntL ),

– a luma location in fractional-sample units ( xFracL, yFracL ),

– the luma reference sample array refPicLXL.

Output of this process is a predicted luma sample value predSampleLXL

The variables shift1, shift2, shift3, shift4, offset1, offset2 and offset3 are derived as follows:

shift1 = BitDepthY − 6 (8‑452)

offset1 = 1 << ( shift1 − 1 ) (8‑453)

shift2 = 4 (8‑454)

offset2 = 1 << ( shift2 − 1 ) (8‑455)

shift3 = 10 − BitDepthY (8‑456)

shift4 = BitDepthY − 10 (8‑457)

offset4 = 1 << ( shift4 − 1 ) (8‑458)

The variable picW is set equal to pic\_width\_in\_luma\_samples and the variable picH is set equal to pic\_height\_in\_luma\_samples.

The luma interpolation filter coefficients fbL[ p ] for each 1/16 fractional sample position p equal to xFracL or  yFracL are specified in Table 8‑10.

The luma locations in full-sample units ( xInti, yInti ) are derived as follows for i = 0..1:

– If subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 1, the following applies:

xInti = Clip3( SubPicLeftBoundaryPos, SubPicRightBoundaryPos, xIntL + i ) (8‑459)

yInti = Clip3( SubPicTopBoundaryPos, SubPicBotBoundaryPos, yIntL + i ) (8‑460)

– Otherwise (subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 0), the following applies:

xInti = Clip3( 0, picW − 1, sps\_ref\_wraparound\_enabled\_flag ?  
 ClipH( ( sps\_ref\_wraparound\_offset\_minus1 + 1 ) \* MinCbSizeY, picW, ( xIntL + i ) ) : (8‑461)  
 xIntL + i )

yInti = Clip3( 0, picH − 1, yIntL + i ) (8‑462)

The predicted luma sample value predSampleLXL is derived as follows:

– If both xFracLand yFracL are equal to 0, the value of predSampleLXL is derived as follows:

predSampleLXL = BitDepthY <= 10  ?  (refPicLXL[ xInt0 ][ yInt0 ] << shift3 ) :   
 ( ( refPicLXL[ xInt0 ][ yInt0 ] + offset4 ) >> shift4 ) (8‑463)

– Otherwise, if xFracL is not equal to 0 and yFracL is equal to 0, the value of predSampleLXL is derived as follows:

predSampleLXL = (  + offset1 )  >>  shift1 (8‑464)

– Otherwise, if xFracL is equal to 0 and yFracL is not equal to 0, the value of predSampleLXL is derived as follows:

predSampleLXL = (  + offset1 )  >>  shift1 (8‑465)

– Otherwise, if xFracL is not equal to 0 and yFracL is not equal to 0, the value of predSampleLXL is derived as follows:

* The sample array temp[ n ] with n = 0..1, is derived as follows:

temp[ n ] = (  + offset1 )  >>  shift1 (8‑466)

* The predicted luma sample value predSampleLXL is derived as follows:

predSampleLXL = (  + offset2 )  >>  shift2 (8‑467)

Table 8‑10 – Specification of the luma bilinear interpolation filter coefficients fL[ p ] for each 1/16 fractional sample position p.

|  |  |  |
| --- | --- | --- |
| **Fractional sample position p** | **interpolation filter coefficients** | |
| **fbL[ p ][ 0 ]** | **fbL[ p ][ 1 ]** |
| 1 | 15 | 1 |
| 2 | 14 | 2 |
| 3 | 13 | 3 |
| 4 | 12 | 4 |
| 5 | 11 | 5 |
| 6 | 10 | 6 |
| 7 | 9 | 7 |
| 8 | 8 | 8 |
| 9 | 7 | 9 |
| 10 | 6 | 10 |
| 11 | 5 | 11 |
| 12 | 4 | 12 |
| 13 | 3 | 13 |
| 14 | 2 | 14 |
| 15 | 1 | 15 |

#### Sum of absolute differences calculation process

Inputs to this process are:

* two variables nSbW and nSbH specifying the width and the height of the current subblock,
* two ( nSbW + 4 ) x ( nSbH + 4 ) arrays pL0 and pL1 containing the predicted samples for L0 and L1 respectively,
* an integer sample offset ( dX, dY ) in L0.

Output of this process is:

* the variable sad specifying the sum of absolute differences at the integer sample at the offset ( dX, dY ) in L0.

The variable sad is derived as follows:

(8‑468)

When both dX and dY are equal to 0, the value of sad is modified as follows:

sad = sad − ( sad >> 2 ) (8‑469)

#### Array entry selection process

Inputs to this process are:

* a 2-D array of sum of absolute differences values sadArray[ dX + 2 ][ d Y + 2 ] with dX = −2..2 and dY = −2..2,
* an integer sample offset ( intOffX, intOffY ),
* a variable minSad.

Outputs of this process are:

* the modified integer sample ( intOffX, intOffY ),
* a variable dmvrSAD.

The following steps are applied to modify the integer sample offset ( intOffX, intOffY ):

for ( dY = −2; dY <= 2; dY++) {  
 for ( dX = −2; dX <= 2; dX++) {  
 if ( sadArray[ dX + 2 ][ dY + 2 ] < minSad) {  
 minSad = sadArray[ dX + 2 ][ dY + 2 ] (8‑470)  
 intOffX = dX  
 intOffY = dY  
 }  
 }  
}

The variable dmvrSAD is set equal to minSad.

#### Parametric motion vector refinement process

Inputs to this process are:

* a 3x3 2-D array sadArray[ dX + 1 ][ dY + 1 ] with dX = −1..1 and dY = −1..1,
* a delta luma motion vector dMvL0.

Output of this process is the modified delta luma motion vector dMvL0.

The variable dMvX is derived by invoking the derivation process for delta motion vector component offset specified in clause 8.5.3.5.1 with the SAD values sadMinus, sadCenter and sadPlus set equal to sadArray[ 0 ][ 1 ], sadArray[ 1 ][ 1 ], and sadArray[ 2 ][ 1 ] as inputs, and dMvX set equal to the output dMVc.

The variable dMvY is derived by invoking the derivation process for delta motion vector component offset specified in clause 8.5.3.5.1 with the SAD values sadMinus, sadCenter and sadPlus set equal to sadArray[ 1 ][ 0 ], sadArray[ 1 ][ 1 ], and sadArray[ 1 ][ 2 ] as inputs, and dMvY set equal to the output dMVc.

The delta luma motion vector dMvL0 is modified as follows:

dMvL0[ 0 ] += dMvX (8‑471)

dMvL0[ 1 ] += dMvY (8‑472)

NOTE – dMvC with C being X or Y is constrained to be between −8 and 8 since sadMinus, sadCenter, and sadPlus are all positive, and sadCenter is the smallest value among the three. This allows the division to be performed with up to 4 quotient bits and can be implemented using compares, shifts, and subtractions.

##### Derivation process for delta motion vector component offset

Inputs to this process are 3 SAD values sadMinus, sadCenter, and sadPlus.

Output of this process is the delta motion vector component correction offset dMvC.

The offset dMVc is derived using the following pseudo code:

denom = ( ( sadMinus + sadPlus ) − ( sadCenter << 1 ) ) << 3  
if ( denom = = 0 )   
 dMvC = 0  
else {  
 if (sadMinus = = sadCenter )   
 dMvC = −8  
 else if (sadPlus = = sadCenter )   
 dMvC = 8  
 else {  
 num = ( sadMinus − sadPlus ) << 4  
 signNum = 0  
 if ( num < 0 ) {  
 num = −num  
 signNum = 1  
 }  
 quotient = 0 (8‑473)  
 counter = 3  
 while ( counter > 0 ) {  
 counter = counter − 1  
 quotient = quotient << 1  
 if ( num >= denom ) {  
 num = num − denom  
 quotient = quotient + 1  
 }  
 denom = (denom >> 1)  
 }  
 if (signNum = = 1)  
 dMvC = −quotient  
 else  
 dMvC = quotient  
 }  
}

NOTE 1– The above process is equivalent to an integer division of num = ( sadMinus − sadPlus ) << 3 by denom = ( sadMinus + sadPlus − ( sadCenter << 1 ). Given the fact that sadMinus, sadCenter, and sadPlus are all positive, and sadCenter is the smallest value among the three, the value is limited to be in the range of −8 to 8, inclusive.

### Derivation process for triangle motion vector components and reference indices

#### General

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are:

* the luma motion vectors in 1/16 fractional-sample accuracy mvA and mvB,
* the chroma motion vectors in 1/32 fractional-sample accuracy mvCA and mvCB,
* the reference indices refIdxA and refIdxB,
* the prediction list flags predListFlagA and predListFlagB.

The derivation process for luma motion vectors for triangle merge mode as specified in clause 8.5.4.2 is invoked with the luma location ( xCb, yCb ), the variables cbWidth and cbHeight as inputs, and the output being the luma motion vectors mvA, mvB, the reference indices refIdxA, refIdxB and the prediction list flags predListFlagA and predListFlagB.

The derivation process for chroma motion vectors in clause 8.5.2.13 is invoked with mvA and refIdxA as input, and the output being mvCA.

The derivation process for chroma motion vectors in clause 8.5.2.13 is invoked with mvB and refIdxB as input, and the output being mvCB.

#### Derivation process for luma motion vectors for merge triangle mode

This process is only invoked when MergeTriangleFlag[ xCb ][ yCb ] is equal to 1, where ( xCb, yCb ) specify the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture.

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are:

* the luma motion vectors in 1/16 fractional-sample accuracy mvA and mvB,
* the reference indices refIdxA and refIdxB,
* the prediction list flags predListFlagA and predListFlagB.

The motion vectors mvA and mvB, the reference indices refIdxA and refIdxB and the prediction list flags predListFlagA and predListFlagB are derived by the following ordered steps:

1. The derivation process for luma motion vectors for merge mode as specified in clause 8.5.2.2 is invoked with the luma location ( xCb, yCb ), the variables cbWidth and cbHeight inputs, and the output being the luma motion vectors mvL0[ 0 ][ 0 ], mvL1[ 0 ][ 0 ], the reference indices refIdxL0, refIdxL1, the prediction list utilization flags predFlagL0[ 0 ][ 0 ] and predFlagL1[ 0 ][ 0 ], the bi-prediction weight index bcwIdx and the merging candidate list mergeCandList.
2. The variables m and n, being the merge index for triangle partition 0 and 1 resepctively, are derived using merge\_triangle\_idx0[ xCb ][ yCb ] and merge\_triangle\_idx1[ xCb ][ yCb ] as follows:

m = merge\_triangle\_idx0[ xCb ][ yCb ] (8‑474)

n = merge\_triangle\_idx1[ xCb ][ yCb ] + ( merge\_triangle\_idx1[ xCb ][ yCb ] >= m ) ? 1 : 0 (8‑475)

1. Let refIdxL0M and refIdxL1M, predFlagL0M and predFlagL1M, and mvL0M and mvL1M be the reference indices, the prediction list utilization flags and the motion vectors of the merging candidate M at position m in the merging candidate list mergeCandList ( M = mergeCandList[ m ] ).
2. The variable X is set equal to ( m & 0x01 ).
3. When predFlagLXM is equal to 0, X is set equal to ( 1 − X ).
4. The following applies:

mvA[ 0 ] = mvLXM[ 0 ] (8‑476)

mvA[ 1 ] = mvLXM[ 1 ] (8‑477)

refIdxA = refIdxLXM (8‑478)

predListFlagA = X (8‑479)

1. Let refIdxL0N and refIdxL1N, predFlagL0N and predFlagL1N, and mvL0N and mvL1N be the reference indices, the prediction list utilization flags and the motion vectors of the merging candidate N at position m in the merging candidate list mergeCandList ( N = mergeCandList[ n ] ).
2. The variable X is set equal to ( n & 0x01 ).
3. When predFlagLXN is equal to 0, X is set equal to ( 1 − X ).
4. The following applies:

mvB[ 0 ] = mvLXN[ 0 ] (8‑480)

mvB[ 1 ] = mvLXN[ 1 ] (8‑481)

refIdxB = refIdxLXN (8‑482)

predListFlagB = X (8‑483)

### Derivation process for subblock motion vector components and reference indices

#### General

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are:

* the reference indices refIdxL0 and refIdxL1,
* the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY,
* the prediction list utilization flag arrays predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0 .. numSbX − 1,
* the luma subblock motion vector arrays in 1/16 fractional-sample accuracy mvL0[ xSbIdx ][ ySbIdx ] and mvL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1,
* the chroma subblock motion vector arrays in 1/32 fractional-sample accuracy mvCL0[ xSbIdx ][ ySbIdx ] and mvCL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1,
* the bi-prediction weight index bcwIdx,
* the prediction refinement utilization flags cbProfFlagL0, cbProfFlagL1,
* the motion vector difference arrays diffMvL0[ xIdx ][ yIdx ] and diffMvL1[ xIdx ][ yIdx ] with xIdx = 0..cbWidth/numSbX − 1, yIdx = 0..cbHeight/numSbY − 1.

The variable cbProfFlagL0 and cbProfFlagL1 are initialized to be equal to zero.

For the derivation of the variables mvL0[ xSbIdx ][ ySbIdx ], mvL1[ xSbIdx ][ ySbIdx ], mvCL0[ xSbIdx ][ ySbIdx ] and mvCL1[ xSbIdx ][ ySbIdx ], refIdxL0, refIdxL1, numSbX, numSbY, predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ], the following applies:

* If merge\_subblock\_flag[ xCb ][ yCb ] is equal to 1, the derivation process for motion vectors and reference indices in subblock merge mode as specified in 8.5.5.2 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight as inputs, the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY, the reference indices refIdxL0, refIdxL1, the prediction list utilization flag arrays predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ], the luma subblock motion vector arrays mvL0[ xSbIdx ][ ySbIdx ] and mvL0[ xSbIdx ][ ySbIdx ], and the chroma subblock motion vector arrays mvCL0[ xSbIdx ][ ySbIdx ] and mvCL1[ xSbIdx ][ ySbIdx ], with xSbIdx = 0.. numSbX − 1, ySbIdx = 0 .. numSbY − 1, and the bi-prediction weight index bcwIdx as outputs.
* Otherwise (merge\_subblock\_flag[ xCb ][ yCb ] is equal to 0), for X being replaced by either 0 or 1 in the variables predFlagLX, cpMvLX, MvdCpLX, and refIdxLX, in PRED\_LX, and in the syntax element ref\_idx\_lX, the following ordered steps apply:
* For the derivation of the number of control point motion vectors numCpMv, the control point motion vectors cpMvLX[ cpIdx ] with cpIdx ranging from 0 to numCpMv − 1, refIdxLX, predFlagLX[ 0 ][ 0 ], the following applies:

1. The number of control point motion vectors numCpMv is set equal to MotionModelIdc[ xCb ][ yCb ] + 1.
2. The variables refIdxLX and predFlagLX are derived as follows:

* If inter\_pred\_idc[ xCb ][ yCb ] is equal to PRED\_LX or PRED\_BI,

refIdxLX = ref\_idx\_lX[ xCb ][ yCb ] (8‑484)

predFlagLX[ 0 ][ 0 ] = 1 (8‑485)

* Otherwise, the variables refIdxLX and predFlagLX are specified by:

refIdxLX = −1 (8‑486)

predFlagLX[ 0 ][ 0 ] = 0 (8‑487)

1. The variable mvdCpLX[ cpIdx ] with cpIdx ranging from 0 to numCpMv − 1, is derived as follows:

mvdCpLX[ cpIdx ][ 0 ] = MvdCpLX[ xCb ][ yCb ][ cpIdx ][ 0 ] (8‑488)

mvdCpLX[ cpIdx ][ 1 ] = MvdCpLX[ xCb ][ yCb ][ cpIdx ][ 1 ] (8‑489)

1. When predFlagLX[ 0 ][ 0 ] is equal to 1, the derivation process for luma affine control point motion vector predictors as specified in clause 8.5.5.7 is invoked with the luma coding block location ( xCb, yCb ), and the variables cbWidth, cbHeight, refIdxLX, and the number of control point motion vectors numCpMv as inputs, and the output being mvpCpLX[ cpIdx ] with cpIdx ranging from 0 to numCpMv − 1.
2. When predFlagLX[ 0 ][ 0 ] is equal to 1, the luma motion vectors cpMvLX[ cpIdx ] with cpIdx ranging from 0 to NumCpMv − 1, are derived as follows:

uLX[ cpIdx ][ 0 ] = ( mvpCpLX[ cpIdx ][ 0 ] + mvdCpLX[ cpIdx ][ 0 ] + 218 ) % 218 (8‑490)

cpMvLX[ cpIdx ][ 0 ] = (uLX[ cpIdx ][ 0 ] >= 217 ) ? (uLX[ cpIdx ][ 0 ] − 218 ) :   
 uLX[ cpIdx ][ 0 ] (8‑491)

uLX[ cpIdx ][ 1 ] = ( mvpCpLX[ cpIdx ][ 1 ] + mvdCpLX[ cpIdx ][ 1 ] + 218 ) % 218 (8‑492)

cpMvLX[ cpIdx ][ 1 ] = (uLX[ cpIdx ][ 1 ] >= 217 ) ? (uLX[ cpIdx ][ 1 ] − 218 ) :   
 uLX[ cpIdx ][ 1 ] (8‑493)

* The variables numSbX and numSbY are derived as follows:

numSbX = ( cbWidth >> 2 ) (8‑494)

numSbY = ( cbHeight >> 2 ) (8‑495)

* For xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1, the following applies:

predFlagLX[ xSbIdx ][ ySbIdx ] = predFlagLX[ 0 ][ 0 ] (8‑496)

* When predFlagLX[ 0 ][ 0 ] is equal to 1, the derivation process for motion vector arrays from affine control point motion vectors as specified in subclause 8.5.5.9 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma prediction block height cbHeight, the number of control point motion vectors numCpMv, the control point motion vectors cpMvLX[ cpIdx ] with cpIdx being 0..2, the reference index refIdxLX and the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY as inputs, the luma motion vector array mvLX[ xSbIdx ][ ySbIdx ], the chroma motion vector array mvCLX[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0 .. numSbY − 1, the prediction refinement utility flag cbProfFlagLX, and motion vector difference array diffMvLX[ xIdx ][ yIdx ] with xIdx = 0..cbWidth / numSbX − 1, yIdx = 0 .. cbHeight / numSbY − 1 as outputs.
* The bi-prediction weight index bcwIdx is set equal to bcw\_idx[ xCb ][ yCb ].

#### Derivation process for motion vectors and reference indices in subblock merge mode

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* two variables cbWidth and cbHeight specifying the width and the height of the luma coding block.

Outputs of this process are:

* the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY,
* the reference indices refIdxL0 and refIdxL1,
* the prediction list utilization flag arrays predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ],
* the luma subblock motion vector arrays in 1/16 fractional-sample accuracy mvL0[ xSbIdx ][ ySbIdx ] and mvL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1,
* the chroma subblock motion vector arrays in 1/32 fractional-sample accuracy mvCL0[ xSbIdx ][ ySbIdx ] and mvCL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1,
* the bi-prediction weight index bcwIdx.

The variables numSbX, numSbY and the subblock merging candidate list, subblockMergeCandList are derived by the following ordered steps:

1. When sps\_sbtmvp\_enabled\_flag is equal to 1, the following applies:

* For the derivation of availableFlagA1, refIdxLXA1, predFlagLXA1 and mvLXA1 the following applies:
  + - The luma location ( xNbA1, yNbA1 ) inside the neighbouring luma coding block is set equal to ( xCb − 1,  yCb + cbHeight − 1 ).
    - The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbA1, yNbA1 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableA1.
    - The variables availableFlagA1, refIdxLXA1, predFlagLXA1 and mvLXA1 are derived as follows:
    - If availableA1 is equal to FALSE, availableFlagA1 is set equal to 0, both components of mvLXA1 are set equal to 0, refIdxLXA1 is set equal to −1 and predFlagLXA1 is set equal to 0, with X being 0 or 1, and bcwIdxA1 is set equal to 0.
    - Otherwise, availableFlagA1 is set equal to 1 and the following assignments are made:

mvLXA1 = MvLX[ xNbA1 ][ yNbA1 ] (8‑497)

refIdxLXA1 = RefIdxLX[ xNbA1 ][ yNbA1 ] (8‑498)

predFlagLXA1 = PredFlagLX[ xNbA1 ][ yNbA1 ] (8‑499)

* The derivation process for subblock-based temporal merging candidates as specified in clause 8.5.5.3 is invoked with the luma location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight , the availability flag availableFlagA1, the reference index refIdxLXA1, the prediction list utilization flag predFlagLXA1, and the motion vector mvLXA1 as inputs and the output being the availability flag availableFlagSbCol, the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY, the reference indices refIdxLXSbCol, the luma motion vectors mvLXSbCol[ xSbIdx ][ ySbIdx ] and the prediction list utilization flags predFlagLXSbCol[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0 .. numSbY − 1 and X being 0 or 1.

1. When sps\_affine\_enabled\_flag is equal to 1, the sample locations ( xNbA0, yNbA0 ), ( xNbA1, yNbA1 ), ( xNbA2, yNbA2 ), ( xNbB0, yNbB0 ), ( xNbB1, yNbB1 ), ( xNbB2, yNbB2 ), ( xNbB3, yNbB3 ), and the variables numSbX and numSbY are derived as follows:

( xA0, yA0 ) = ( xCb − 1, yCb + cbHeight ) (8‑500)

( xA1, yA1 ) = ( xCb − 1, yCb + cbHeight − 1 ) (8‑501)

( xA2, yA2 ) = ( xCb − 1, yCb ) (8‑502)

( xB0, yB0 ) = ( xCb + cbWidth , yCb − 1 ) (8‑503)

( xB1, yB1 ) = ( xCb + cbWidth − 1, yCb − 1 ) (8‑504)

( xB2, yB2 ) = ( xCb − 1, yCb − 1 ) (8‑505)

( xB3, yB3 ) = ( xCb, yCb − 1 ) (8‑506)

numSbX = cbWidth >> 2 (8‑507)

numSbY = cbHeight >> 2 (8‑508)

1. When sps\_affine\_enabled\_flag is equal to 1, the variable availableFlagA is set equal to FALSE and the following applies for ( xNbAk, yNbAk ) from ( xNbA0, yNbA0 ) to ( xNbA1, yNbA1 ):

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbAk, yNbAk ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableAk.
* When availableAk is equal to TRUE and MotionModelIdc[ xNbAk ][ yNbAk ] is greater than 0 and availableFlagA is equal to FALSE, the following applies:
  + - The variable availableFlagA is set equal to TRUE, motionModelIdcA is set equal to MotionModelIdc[ xNbAk ][ yNbAk ], ( xNb, yNb ) is set equal to ( CbPosX[ 0 ][ xNbAk ][ yNbAk ], CbPosY[ 0 ][ xNbAk ][ yNbAk ] ), nbW is set equal to CbWidth[ 0 ][ xNbAk ][ yNbAk ], nbH is set equal to CbHeight[ 0 ][ xNbAk ][ yNbAk ], numCpMv is set equal to MotionModelIdc[ xNbAk ][ yNbAk ] + 1, and bcwIdxA is set equal to BcwIdx[ xNbAk ][ yNbAk ].
    - For X being replaced by either 0 or 1, the following applies:
      * When PredFlagLX[ xNbAk ][ yNbAk ] is equal to 1, the derivation process for luma affine control point motion vectors from a neighbouring block as specified in clause 8.5.5.5 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width and height (cbWidth, cbHeight), the neighbouring luma coding block location ( xNb, yNb ), the neighbouring luma coding block width and height (nbW, nbH), and the number of control point motion vectors numCpMv as input, the control point motion vector predictor candidates cpMvLXA[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The following assignments are made:

predFlagLXA = PredFlagLX[ xNbAk ][ yNbAk ] (8‑509)

refIdxLXA = RefIdxLX[ xNbAk ][ yNbAk ] (8‑510)

1. When sps\_affine\_enabled\_flag is equal to 1, the variable availableFlagB is set equal to FALSE and the following applies for ( xNbBk, yNbBk ) from ( xNbB0, yNbB0 ) to ( xNbB2, yNbB2 ):

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbBk, yNbBk ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableBk.
* When availableBk is equal to TRUE and MotionModelIdc[ xNbBk ][ yNbBk ] is greater than 0 and availableFlagB is equal to FALSE, the following applies:
  + - The variable availableFlagB is set equal to TRUE, motionModelIdcB is set equal to MotionModelIdc[ xNbBk ][ yNbBk ], ( xNb, yNb ) is set equal to ( CbPosX[ 0 ][ xNbAB ][ yNbBk ], CbPosY[ 0 ][ xNbBk ][ yNbBk ] ), nbW is set equal to CbWidth[ 0 ][ xNbBk ][ yNbBk ], nbH is set equal to CbHeight[ 0 ][ xNbBk ][ yNbBk ], numCpMv is set equal to MotionModelIdc[ xNbBk ][ yNbBk ] + 1, and bcwIdxB is set equal to BcwIdx[ xNbBk ][ yNbBk ].
    - For X being replaced by either 0 or 1, the following applies:
      * When PredFlagLX[ xNbBk ][ yNbBk ] is equal to TRUE, the derivation process for luma affine control point motion vectors from a neighbouring block as specified in clause 8.5.5.5 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width and height (cbWidth, cbHeight), the neighbouring luma coding block location ( xNb, yNb ), the neighbouring luma coding block width and height (nbW, nbH), and the number of control point motion vectors numCpMv as input, the control point motion vector predictor candidates cpMvLXB[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The following assignments are made:

predFlagLXB = PredFlagLX[ xNbBk ][ yNbBk ] (8‑511)

refIdxLXB = RefIdxLX[ xNbBk ][ yNbBk ] (8‑512)

1. When sps\_affine\_enabled\_flag is equal to 1, the derivation process for constructed affine control point motion vector merging candidates as specified in clause 8.5.5.6 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width and height (cbWidth, cbHeight), the availability flags availableA0, availableA1, availableA2, availableB0, availableB1, availableB2, availableB3 as inputs, and the availability flags availableFlagConstK, the reference indices refIdxLXConstK, prediction list utilization flags predFlagLXConstK, motion model indices motionModelIdcConstK, bi-prediction weight indices bcwIdxConstK and cpMvpLXConstK[ cpIdx ] with X being 0 or 1, K = 1..6, cpIdx = 0..2 as outputs.
2. The initial subblock merging candidate list, subblockMergeCandList, is constructed as follows:

i = 0  
if( availableFlagSbCol )  
 subblockMergeCandList[ i++ ] = SbCol  
if( availableFlagA && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = A  
if( availableFlagB && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = Bif( availableFlagConst1 && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = Const1 (8‑513)if( availableFlagConst2 && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = Const2if( availableFlagConst3 && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = Const3  
if( availableFlagConst4 && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = Const4if( availableFlagConst5 && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = Const5  
if( availableFlagConst6 && i < MaxNumSubblockMergeCand )  
 subblockMergeCandList[ i++ ] = Const6

1. The variable numCurrMergeCand and numOrigMergeCand are set equal to the number of merging candidates in the subblockMergeCandList.
2. When numCurrMergeCand is less than MaxNumSubblockMergeCand, the following is repeated until numCurrMergeCand is equal to MaxNumSubblockMergeCand, with mvZero[0] and mvZero[1] both being equal to 0:

* The reference indices, the prediction list utilization flags and the motion vectors of zeroCandm with m equal to ( numCurrMergeCand − numOrigMergeCand ) are derived as follows:

refIdxL0ZeroCandm = 0 (8‑514)

predFlagL0ZeroCandm = 1 (8‑515)

cpMvL0ZeroCandm[ 0 ] = mvZero (8‑516)

cpMvL0ZeroCandm[ 1 ] = mvZero (8‑517)

cpMvL0ZeroCandm[ 2 ] = mvZero (8‑518)

refIdxL1ZeroCandm = ( slice\_type = = B ) ? 0 : −1 (8‑519)

predFlagL1ZeroCandm = ( slice\_type = = B ) ? 1 : 0 (8‑520)

cpMvL1ZeroCandm[ 0 ] = mvZero (8‑521)

cpMvL1ZeroCandm[ 1 ] = mvZero (8‑522)

cpMvL1ZeroCandm[ 2 ] = mvZero (8‑523)

motionModelIdcZeroCandm = 1 (8‑524)

bcwIdxZeroCandm = 0 (8‑525)

* The candidate zeroCandm with m equal to ( numCurrMergeCand − numOrigMergeCand ) is added at the end of subblockMergeCandList and numCurrMergeCand is incremented by 1 as follows:

subblockMergeCandList[ numCurrMergeCand++ ] = zeroCandm (8‑526)

The variables refIdxL0, refIdxL1, predFlagL0[ xSbIdx ][ ySbIdx ], predFlagL1[ xSbIdx ][ ySbIdx ], mvL0[ xSbIdx ][ ySbIdx ], mvL1[ xSbIdx ][ ySbIdx ], mvCL0[ xSbIdx ][ ySbIdx ], and mvCL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1 are derived as follows:

* If subblockMergeCandList[ merge\_subblock\_idx[ xCb ][ yCb ] ] is equal to SbCol, the bi-prediction weight index bcwIdx is set equal to 0 and the following applies with X being 0 or 1:

refIdxLX = refIdxLXSbCol (8‑527)

* + - * For xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1, the following applies:

predFlagLX[ xSbIdx ][ ySbIdx ] = predFlagLXSbCol[ xSbIdx ][ ySbIdx ] (8‑528)

mvLX[ xSbIdx ][ ySbIdx ][ 0 ] = mvLXSbCol[ xSbIdx ][ ySbIdx ][ 0 ] (8‑529)

mvLX[ xSbIdx ][  ySbIdx ][ 1 ] = mvLXSbCol[ xSbIdx ][ ySbIdx ][ 1 ] (8‑530)

* + - * When predFlagLX[ xSbIdx ][ ySbIdx ], is equal to 1, the derivation process for chroma motion vectors in clause 8.5.2.13 is invoked with mvLX[ xSbIdx ][ ySbIdx ] and refIdxLX as inputs, and the output being mvCLX[ xSbIdx ][ ySbIdx ].
      * The following assignment is made for x = xCb ..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1:

MotionModelIdc[ x ][ y ] = 0  (8‑531)

* Otherwise (subblockMergeCandList[ merge\_subblock\_idx[ xCb ][ yCb ] ] is not equal to SbCol), the following applies with X being 0 or 1:
  + - * The following assignments are made with N being the candidate at position merge\_subblock\_idx[ xCb ][ yCb ] in the subblock merging candidate list subblockMergeCandList ( N = subblockMergeCandList[ merge\_subblock\_idx[ xCb ][ yCb ] ] ):

refIdxLX = refIdxLXN (8‑532)

predFlagLX[ 0][ 0 ] = predFlagLXN (8‑533)

cpMvLX[ 0 ] = cpMvLXN[ 0 ] (8‑534)

cpMvLX[ 1 ] = cpMvLXN[ 1 ] (8‑535)

cpMvLX[ 2 ] = cpMvLXN[ 2 ] (8‑536)

numCpMv = motionModelIdxN + 1 (8‑537)

bcwIdx = bcwIdxN (8‑538)

* + - * For xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1, the following applies:

predFlagLX[ xSbIdx ][ ySbIdx ] = predFlagLX[ 0 ][ 0 ] (8‑539)

* + - * When predFlagLX[ 0 ][ 0 ] is equal to 1, the derivation process for motion vector arrays from affine control point motion vectors as specified in subclause 8.5.5.9 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma prediction block height cbHeight, the number of control point motion vectors numCpMv, the control point motion vectors cpMvLX[ cpIdx ] with cpIdx being 0..2, and the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY as inputs, the luma subblock motion vector array mvLX[ xSbIdx ][ ySbIdx ] and the chroma subblock motion vector array mvCLX[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0 .. numSbY − 1 as outputs.
      * The following assignment is made for x = xCb ..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1:

MotionModelIdc[ x ][ y ] = numCpMv − 1 (8‑540)

#### Derivation process for subblock-based temporal merging candidates

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.
* the availability flag availableFlagA1 of the neighbouring coding unit,
* the reference index refIdxLXA1 of the neighbouring coding unit with X being 0 or 1,
* the prediction list utilization flag predFlagLXA1 of the neighbouring coding unit with X being 0 or 1,
* the motion vector in 1/16 fractional-sample accuracy mvLXA1 of the neighbouring coding unit with X being 0 or 1.

Outputs of this process are:

* the availability flag availableFlagSbCol,
* the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY,
* the reference indices refIdxL0SbCol and refIdxL1SbCol,
* the luma motion vectors in 1/16 fractional-sample accuracy mvL0SbCol[ xSbIdx ][ ySbIdx ] and mvL1SbCol[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0 .. numSbY − 1,
* the prediction list utilization flags predFlagL0SbCol[ xSbIdx ][ ySbIdx ] and predFlagL1SbCol[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0 .. numSbY − 1.

The availability flag availableFlagSbCol is derived as follows.

* If one or more of the following conditions is true, availableFlagSbCol is set equal to 0.
* slice\_temporal\_mvp\_enabled\_flag is equal to 0.
* sps\_sbtmvp\_enabled\_flag is equal to 0.
* cbWidth is less than 8.
* cbHeight is less than 8.
* Otherwise, the following ordered steps apply:

1. The location ( xCtb, yCtb ) of the top-left sample of the luma coding tree block that contains the current coding block and the location ( xCtr, yCtr ) of the below-right center sample of the current luma coding block are derived as follows:

xCtb = ( xCb  >>  CtuLog2Size )  <<  CtuLog2Size (8‑541)

yCtb = ( yCb  >>  CtuLog2Size )  <<  CtuLog2Size (8‑542)

xCtr = xCb + ( cbWidth / 2 ) (8‑543)

yCtr = yCb + ( cbHeight / 2 ) (8‑544)

1. The luma location ( xColCtrCb, yColCtrCb ) is set equal to the top-left sample of the collocated luma coding block covering the location given by ( xCtr, yCtr ) inside ColPic relative to the top-left luma sample of the collocated picture specified by ColPic.
2. The derivation process for subblock-based temporal merging base motion data as specified in clause 8.5.5.4 is invoked with the location ( xCtb, yCtb ), the location ( xColCtrCb, yColCtrCb ), the availability flag availableFlagA1, and the prediction list utilization flag predFlagLXA1, and the reference index refIdxLXA1, and the motion vector mvLXA1, with X being 0 and 1 as inputs and the motion vectors ctrMvLX, and the prediction list utilization flags ctrPredFlagLX of the collocated block, with X being 0 and 1, and the temporal motion vector tempMv as outputs.
3. The variable availableFlagSbCol is derived as follows:

* If both ctrPredFlagL0 and ctrPredFlagL1 are equal to 0, availableFlagSbCol is set equal to 0.
* Otherwise, availableFlagSbCol is set equal to 1.

When availableFlagSbCol is equal to 1, the following applies:

* The variables numSbX, numSbY, sbWidth, sbHeight and refIdxLXSbCol are derived as follows:

numSbX  =  cbWidth >> 3 (8‑545)

numSbY  =  cbHeight >> 3 (8‑546)

sbWidth  =  cbWidth / numSbX (8‑547)

sbHeight  =  cbHeight / numSbY (8‑548)

refIdxLXSbCol  =  0 (8‑549)

* For xSbIdx = 0..numSbX − 1 and ySbIdx = 0 .. numSbY − 1, the motion vectors mvLXSbCol[ xSbIdx ][ ySbIdx ] and prediction list utilization flags predFlagLXSbCol[ xSbIdx ][ ySbIdx ] are derived as follows:
* The luma location ( xSb, ySb ) specifying the top-left sample of the current coding subblock relative to the top‑left luma sample of the current picture is derived as follows:

xSb  =  xCb + xSbIdx \* sbWidth + sbWidth / 2 (8‑550)

ySb  =  yCb + ySbIdx \* sbHeight + sbHeight / 2 (8‑551)

* The location ( xColSb, yColSb ) of the collocated subblock inside ColPic is derived as follows.
  + - The following applies:

yColSb = Clip3( yCtb,  
 Min( CurPicHeightInSamplesY − 1, yCtb + ( 1  <<  CtbLog2SizeY ) − 1 ), (8‑552)  
 ySb + ( tempMv[1]  >>  4 ) )

* + If subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 1, the following applies:

xColSb = Clip3( xCtb,   
 Min( SubPicRightBoundaryPos, xCtb + ( 1  <<  CtbLog2SizeY ) + 3 ), (8‑553)  
 xSb + ( tempMv[0]  >>  4 ) )

* + Otherwise ( subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 0), the following applies:

xColSb = Clip3( xCtb,  
 Min( CurPicWidthInSamplesY − 1, xCtb + ( 1  <<  CtbLog2SizeY ) + 3 ), (8‑554)  
 xSb + ( tempMv[0]  >>  4 ) )

* The variable currCb specifies the luma coding block covering the current coding subblock inside the current picture.
* The variable colCb specifies the luma coding block covering the modified location given by ( ( xColSb >> 3 ) << 3, ( yColSb >> 3 ) << 3 ) inside the ColPic.
* The luma location ( xColCb, yColCb ) is set equal to the top-left sample of the collocated luma coding block specified by colCb relative to the top-left luma sample of the collocated picture specified by ColPic.
* The derivation process for collocated motion vectors as specified in clause 8.5.2.12 is invoked with currCb, colCb, ( xColCb, yColCb ), refIdxL0 set equal to 0 and sbFlag set equal to 1 as inputs and the output being assigned to the motion vector of the subblock mvL0SbCol[ xSbIdx ][ ySbIdx ] and availableFlagL0SbCol.
* The derivation process for collocated motion vectors as specified in clause 8.5.2.12 is invoked with currCb, colCb, ( xColCb, yColCb ), refIdxL1 set equal to 0 and sbFlag set equal to 1 as inputs and the output being assigned to the motion vector of the subblock mvL1SbCol[ xSbIdx ][ ySbIdx ] and availableFlagL1SbCol.
* When availableFlagL0SbCol and availableFlagL1SbCol are both equal to 0, the following applies for X being 0 and 1:

mvLXSbCol[ xSbIdx ][ ySbIdx ] = ctrMvLX (8‑555)

predFlagLXSbCol[ xSbIdx ][ ySbIdx ] = ctrPredFlagLX (8‑556)

#### Derivation process for subblock-based temporal merging base motion data

Inputs to this process are:

* the location ( xCtb, yCtb ) of the top-left sample of the luma coding tree block that contains the current coding block,
* the location ( xColCtrCb, yColCtrCb ) of the top-left sample of the collocated luma coding block that covers the below-right center sample.
* the availability flag availableFlagA1 of the neighbouring coding unit,
* the reference index refIdxLXA1 of the neighbouring coding unit,
* the prediction list utilization flag predFlagLXA1 of the neighbouring coding unit,
* the motion vector in 1/16 fractional-sample accuracy mvLXA1 of the neighbouring coding unit.

Outputs of this process are:

* the motion vectors ctrMvL0 and ctrMvL1,
* the prediction list utilization flags ctrPredFlagL0 and ctrPredFlagL1,
* the temporal motion vector tempMv.

The variable tempMv is set as follows:

tempMv[ 0 ] = 0 (8‑557)

tempMv[ 1 ] = 0 (8‑558)

The variable currPic specifies the current picture.

When availableFlagA1 is equal to TRUE, the following applies:

* If all of the following conditions are true, tempMv is set equal to mvL0A1:
  + predFlagL0A1 is equal to 1,
  + DiffPicOrderCnt(ColPic, RefPicList[ 0 ][refIdxL0A1]) is equal to 0,
* Otherwise, if all of the following conditions are true, tempMv is set equal to mvL1A1:
  + slice\_type is equal to B,
  + predFlagL1A1 is equal to 1,
  + DiffPicOrderCnt(ColPic, RefPicList[ 1 ][refIdxL1A1]) is equal to 0.

The location ( xColCb, yColCb ) of the collocated block inside ColPic is derived as follows.

* + The following applies:

yColCb = Clip3( yCtb,  
 Min( CurPicHeightInSamplesY − 1, yCtb + ( 1  <<  CtbLog2SizeY ) − 1 ), (8‑559)  
 yColCtrCb + ( tempMv[1]  >>  4 ) )

* + If subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 1, the following applies:

xColCb = Clip3( xCtb,  
 Min( SubPicRightBoundaryPos, xCtb + ( 1  <<  CtbLog2SizeY ) + 3 ), (8‑560)  
 xColCtrCb + ( tempMv[0]  >>  4 ) )

* + Otherwise ( subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to o, the following applies:

xColCb = Clip3( xCtb,  
 Min( CurPicWidthInSamplesY − 1, xCtb + ( 1  <<  CtbLog2SizeY ) + 3 ), (8‑561)  
 xColCtrCb + ( tempMv[0]  >>  4 ) )

The array colPredMode is set equal to the prediction mode array CuPredMode[ 0 ] of the collocated picture specified by ColPic.

The motion vectors ctrMvL0 and ctrMvL1, and the prediction list utilization flags ctrPredFlagL0 and ctrPredFlagL1 are derived as follows:

* If colPredMode[xColCb][yColCb] is equal to MODE\_INTER, the following applies:
* The variable currCb specifies the luma coding block covering ( xCtrCb ,yCtrCb ) inside the current picture.
* The variable colCb specifies the luma coding block covering the modified location given by ( ( xColCb >> 3 ) << 3, ( yColCb >> 3 ) << 3 ) inside the ColPic.
* The luma location ( xColCb, yColCb ) is set equal to the top-left sample of the collocated luma coding block specified by colCb relative to the top-left luma sample of the collocated picture specified by ColPic.
  + The derivation process for collocated motion vectors specified in clause 8.5.2.12 is invoked with currCb, colCb, (xColCb, yColCb), refIdxL0 set equal to 0, and sbFlag set equal to 1 as inputs and the output being assigned to ctrMvL0 and ctrPredFlagL0.
  + The derivation process for collocated motion vectors specified in clause 8.5.2.12 is invoked with currCb, colCb, (xColCb, yColCb), refIdxL1 set equal to 0, and sbFlag set equal to 1 as inputs and the output being assigned to ctrMvL1 and ctrPredFlagL1.
* Otherwise, the following applies:

ctrPredFlagL0 = 0 (8‑562)

ctrPredFlagL1 = 0 (8‑563)

#### Derivation process for luma affine control point motion vectors from a neighbouring block

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* two variables cbWidth and cbHeight specifying the width and the height of the current luma coding block,
* a luma location ( xNb, yNb ) specifying the top-left sample of the neighbouring luma coding block relative to the top-left luma sample of the current picture,
* two variables nNbW and nNbH specifying the width and the height of the neighbouring luma coding block,
* the number of control point motion vectors numCpMv.

Output of this process are the luma affine control point vectors cpMvLX[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 and X being 0 or 1.

The variable isCTUboundary is derived as follows:

* If all the following conditions are true, isCTUboundary is set equal to TRUE:
* ( ( yNb + nNbH ) % CtbSizeY ) is equal to 0
* yNb + nNbH is equal to yCb
* Otherwise, isCTUboundary is set equal to FALSE.

The variables log2NbW and log2NbH are derived as follows:

log2NbW = Log2( nNbW ) (8‑564)

log2NbH = Log2( nNbH ) (8‑565)

The variables mvScaleHor, mvScaleVer, dHorX and dVerX are derived as follows:

* If isCTUboundary is equal to TRUE, the following applies:

mvScaleHor = MvLX[ xNb ][ yNb + nNbH − 1 ][ 0 ] << 7 (8‑566)

mvScaleVer = MvLX[ xNb ][ yNb + nNbH − 1 ][ 1 ] << 7 (8‑567)

dHorX = ( MvLX[ xNb + nNbW − 1 ][ yNb + nNbH − 1 ][ 0 ] − MvLX[ xNb ][ yNb + nNbH − 1 ][ 0 ] )    
 << ( 7 − log2NbW ) (8‑568)

dVerX = ( MvLX[ xNb + nNbW − 1 ][ yNb + nNbH − 1 ][ 1 ] − MvLX[ xNb ][ yNb + nNbH − 1 ][ 1 ] )    
 << ( 7 − log2NbW ) (8‑569)

* Otherwise (isCTUboundary is equal to FALSE), the following applies:

mvScaleHor = CpMvLX[ xNb ][ yNb ][ 0 ][ 0 ] << 7 (8‑570)

mvScaleVer = CpMvLX[ xNb ][ yNb ][ 0 ][ 1 ] << 7 (8‑571)

dHorX = ( CpMvLX[ xNb + nNbW − 1 ][ yNb ][ 1 ][ 0 ] − CpMvLX[ xNb ][ yNb ][ 0 ][ 0 ] )   
 << ( 7 − log2NbW ) (8‑572)

dVerX = ( CpMvLX[ xNb + nNbW − 1 ][ yNb ][ 1 ][ 1 ] − CpMvLX[ xNb ][ yNb ][ 0 ][ 1 ] )   
 << ( 7 − log2NbW ) (8‑573)

The variables dHorY and dVerY are derived as follows:

* If isCTUboundary is equal to FALSE and MotionModelIdc[ xNb ][ yNb ] is equal to 2, the following applies:

dHorY = ( CpMvLX[ xNb ][ yNb + nNbH − 1 ][ 2 ][ 0 ] − CpMvLX[ xNb ][ yNb ][ 2 ][ 0 ] )   
 << ( 7 − log2NbH ) (8‑574)

dVerY = ( CpMvLX[ xNb ][ yNb + nNbH − 1 ][ 2 ][ 1 ] − CpMvLX[ xNb ][ yNb ][ 2 ][ 1 ] )   
 << ( 7 − log2NbH ) (8‑575)

* Otherwise (isCTUboundary is equal to TRUE or MotionModelIdc[ xNb ][ yNb ] is equal to 1), the following applies,

dHorY = − dVerX (8‑576)

dVerY = dHorX (8‑577)

The luma affine control point motion vectors cpMvLX[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 and X being 0 or 1 are derived as follows:

* When isCTUboundary is equal to TRUE, yNb is set equal to yCb.
* The first two control point motion vectors cpMvLX[ 0 ] and cpMvLX[ 1 ] are derived as follows:

cpMvLX[ 0 ][ 0 ] = ( mvScaleHor + dHorX \* ( xCb − xNb ) + dHorY \* ( yCb − yNb ) ) (8‑578)

cpMvLX[ 0 ][ 1 ] = ( mvScaleVer + dVerX \* ( xCb − xNb ) + dVerY \* ( yCb − yNb ) ) 8‑579)

cpMvLX[ 1 ][ 0 ] = ( mvScaleHor + dHorX \* ( xCb + cbWidth − xNb ) + dHorY \* ( yCb − yNb ) ) (8‑580)

cpMvLX[ 1 ][ 1 ] = ( mvScaleVer + dVerX \* ( xCb + cbWidth − xNb ) + dVerY \* ( yCb − yNb ) ) (8‑581)

* If numCpMv is equal to 3, the third control point vector cpMvLX[ 2 ] is derived as follows:

cpMvLX[ 2 ][ 0 ] = ( mvScaleHor + dHorX \* ( xCb − xNb ) + dHorY \* ( yCb + cbHeight − yNb ) ) (8‑582)

cpMvLX[ 2 ][ 1 ] = ( mvScaleVer + dVerX \* ( xCb − xNb ) + dVerY \* ( yCb + cbHeight − yNb ) ) (8‑583)

* The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvLX[ cpIdx ], rightShift set equal to 7, and leftShift set equal to 0 as inputs and the rounded cpMvLX[ cpIdx ] as output, with X being 0 or 1 and cpIdx = 0 .. numCpMv − 1.
* The motion vectors cpMvLX[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 are clipped as follows:

cpMvLX[ cpIdx ][ 0 ] = Clip3( −217, 217 − 1, cpMvLX[ cpIdx ][ 0 ] ) (8‑584)

cpMvLX[ cpIdx ][ 1 ] = Clip3( −217, 217 − 1, cpMvLX[ cpIdx ][ 1 ] ) (8‑585)

#### Derivation process for constructed affine control point motion vector merging candidates

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* two variables cbWidth and cbHeight specifying the width and the height of the current luma coding block,
* the availability flags availableA0, availableA1, availableA2, availableB0, availableB1, availableB2, availableB3,
* the sample locations ( xNbA0, yNbA0 ), ( xNbA1, yNbA1 ), ( xNbA2, yNbA2 ), ( xNbB0, yNbB0 ), ( xNbB1, yNbB1 ), ( xNbB2, yNbB2 ) and ( xNbB3, yNbB3 ).

Output of this process are:

* the availability flag of the constructed affine control point motion vector merging candidiates availableFlagConstK, with K = 1..6,
* the reference indices refIdxLXConstK, with K = 1..6, X being 0 or 1,
* the prediction list utilization flags predFlagLXConstK, with K = 1..6, X being 0 or 1,
* the affine motion model indices motionModelIdcConstK, with K = 1..6,
* the bi-prediction weight indices bcwIdxConstK, with K = 1..6,
* the constructed affine control point motion vectors cpMvLXConstK[ cpIdx ] with cpIdx = 0..2, K = 1..6 and X being 0 or 1.

The first (top-left) control point motion vector cpMvLXCorner[ 0 ], reference index refIdxLXCorner[ 0 ], prediction list utilization flag predFlagLXCorner[ 0 ], bi-prediction weight index bcwIdxCorner[ 0 ] and the availability flag availableFlagCorner[ 0 ] with X being 0 and 1 are derived as follows:

* The availability flag availableFlagCorner[ 0 ] is set equal to FALSE.
* The following applies for ( xNbTL, yNbTL ) with TL being replaced by B2, B3, and A2:
  + - * When availableTL is equal to TRUE and availableFlagCorner[ 0 ] is equal to FALSE, the following applies with X being 0 and 1:

refIdxLXCorner[ 0 ] = RefIdxLX[ xNbTL ][ yNbTL ] (8‑586)

predFlagLXCorner[ 0 ] = PredFlagLX[ xNbTL ][ yNbTL ] (8‑587)

cpMvLXCorner[ 0 ] = MvLX[ xNbTL ][ yNbTL ] (8‑588)

bcwIdxCorner[ 0 ] = BcwIdx[ xNbTL ][ yNbTL ] (8‑589)

availableFlagCorner[ 0 ] = TRUE (8‑590)

The second (top-right) control point motion vector cpMvLXCorner[ 1 ], reference index refIdxLXCorner[ 1 ], prediction list utilization flag predFlagLXCorner[ 1 ], bi-prediction weight index bcwIdxCorner[ 1 ] and the availability flag availableFlagCorner[ 1 ] with X being 0 and 1 are derived as follows

* The availability flag availableFlagCorner[ 1 ] is set equal to FALSE.
* The following applies for ( xNbTR, yNbTR ) with TR being replaced by B1 and B0:
  + - * When availableTR is equal to TRUE and availableFlagCorner[ 1 ] is equal to FALSE, the following applies with X being 0 and 1:

refIdxLXCorner[ 1 ] = RefIdxLX[ xNbTR ][ yNbTR ] (8‑591)

predFlagLXCorner[ 1 ] = PredFlagLX[ xNbTR ][ yNbTR ] (8‑592)

cpMvLXCorner[ 1 ] = MvLX[ xNbTR ][ yNbTR ] (8‑593)

bcwIdxCorner[ 1 ] = BcwIdx[ xNbTR ][ yNbTR ] (8‑594)

availableFlagCorner[ 1 ] = TRUE (8‑595)

The third (bottom-left) control point motion vector cpMvLXCorner[ 2 ], reference index refIdxLXCorner[ 2 ], prediction list utilization flag predFlagLXCorner[ 2 ] and the availability flag availableFlagCorner[ 2 ] with X being 0 and 1 are derived as follows:

* The availability flag availableFlagCorner[ 2 ] is set equal to FALSE.
* The following applies for ( xNbBL, yNbBL ) with BL being replaced by A1 and A0:
  + - * When availableBL is equal to TRUE and availableFlagCorner[ 2 ] is equal to FALSE, the following applies with X being 0 and 1:

refIdxLXCorner[ 2 ] = RefIdxLX[ xNbBL ][ yNbBL ] (8‑596)

predFlagLXCorner[ 2 ] = PredFlagLX[ xNbBL ][ yNbBL ] (8‑597)

cpMvLXCorner[ 2 ] = MvLX[ xNbBL ][ yNbBL ] (8‑598)

availableFlagCorner[ 2 ] = TRUE (8‑599)

The fourth (collocated bottom-right) control point motion vector cpMvLXCorner[ 3 ], reference index refIdxLXCorner[ 3 ], prediction list utilization flag predFlagLXCorner[ 3 ] and the availability flag availableFlagCorner[ 3 ] with X being 0 and 1 are derived as follows:

* The reference indices for the temporal merging candidate, refIdxLXCorner[ 3 ], with X being 0 or 1, are set equal to 0.
* The variables mvLXCol and availableFlagLXCol, with X being 0 or 1, are derived as follows:
* If slice\_temporal\_mvp\_enabled\_flag is equal to 0, both components of mvLXCol are set equal to 0 and availableFlagLXCol is set equal to 0.
* Otherwise (slice\_temporal\_mvp\_enabled\_flag is equal to 1), the following applies:

xColBr = xCb + cbWidth (8‑600)

yColBr = yCb + cbHeight (8‑601)

* If yCb  >>  CtbLog2SizeY is equal to yColBr  >>  CtbLog2SizeY, yColBr is less than pic\_height\_in\_luma\_samples and xColBr is less than pic\_width\_in\_luma\_samples, the following applies:
* The variable colCb specifies the luma coding block covering the modified location given by ( ( xColBr  >>  3 )  <<  3, ( yColBr  >>  3 )  <<  3 ) inside the collocated picture specified by ColPic.
* The luma location ( xColCb, yColCb ) is set equal to the top-left sample of the collocated luma coding block specified by colCb relative to the top-left luma sample of the collocated picture specified by ColPic.
* The derivation process for collocated motion vectors as specified in clause 8.5.2.12 is invoked with currCb, colCb, ( xColCb, yColCb ), refIdxLXCorner[ 3 ] and sbFlag set equal to 0 as inputs, and the output is assigned to mvLXCol and availableFlagLXCol.
* Otherwise, both components of mvLXCol are set equal to 0 and availableFlagLXCol is set equal to 0.
* The variables availableFlagCorner[ 3 ], predFlagL0Corner[ 3 ], cpMvL0Corner[ 3 ] and predFlagL1Corner[ 3 ] are derived as follows:

availableFlagCorner[ 3 ] = availableFlagL0Col (8‑602)

predFlagL0Corner[ 3 ] = availableFlagL0Col (8‑603)

cpMvL0Corner[ 3 ] = mvL0Col (8‑604)

predFlagL1Corner[ 3 ] = 0 (8‑605)

* When slice\_type is equal to B, the variables availableFlagCorner[ 3 ], predFlagL1Corner[ 3 ] and cpMvL1Corner[ 3 ] are derived as follows:

availableFlagCorner[ 3 ] = availableFlagL0Col  | |  availableFlagL1Col (8‑606)

predFlagL1Corner[ 3 ] = availableFlagL1Col (8‑607)

cpMvL1Corner[ 3 ] = mvL1Col (8‑608)

When sps\_affine\_type\_flag is equal to 1, the first four constructed affine control point motion vector merging candidates ConstK with K = 1..4 including the availability flags availableFlagConstK, the reference indices refIdxLXConstK, the prediction list utilization flags predFlagLXConstK, the affine motion model indices motionModelIdcConstK, and the constructed affine control point motion vectors cpMvLXConstK[ cpIdx ] with cpIdx = 0..2 and X being 0 or 1 are derived as follows:

1. When availableFlagCorner[ 0 ] is equal to TRUE and availableFlagCorner[ 1 ] is equal to TRUE and availableFlagCorner[ 2 ] is equal to TRUE, the following applies:

* For X being replaced by 0 or 1, the following applies:
  + - * The variable availableFlagLX is derived as follows:
      * If all of following conditions are TRUE, availableFlagLX is set equal to TRUE:
* predFlagLXCorner[ 0 ] is equal to 1
* predFlagLXCorner[ 1 ] is equal to 1
* predFlagLXCorner[ 2 ] is equal to 1
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 1 ]
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 2 ]
  + - * Otherwise, availableFlagLX is set equal to FALSE.
      * When availableFlagLX is equal to TRUE, the following assignments are made:

predFlagLXConst1 = 1 (8‑609)

refIdxLXConst1 = refIdxLXCorner[ 0 ] (8‑610)

cpMvLXConst1[ 0 ] = cpMvLXCorner[ 0 ] (8‑611)

cpMvLXConst1[ 1 ] = cpMvLXCorner[ 1 ] (8‑612)

cpMvLXConst1[ 2 ] = cpMvLXCorner[ 2 ] (8‑613)

* The bi-prediction weight index bcwIdxConst1 is set equal to bcwIdxCorner[ 0 ].
* The variables availableFlagConst1 and motionModelIdcConst1 are derived as follows:
  + - * If availableFlagL0 or availableFlagL1 is equal to 1, availableFlagConst1 is set equal to TRUE and motionModelIdcConst1 is set equal to 2.
      * Otherwise, availableFlagConst1 is set equal to FALSE and motionModelIdcConst1 is set equal to 0.

1. When availableFlagCorner[ 0 ] is equal to TRUE and availableFlagCorner[ 1 ] is equal to TRUE and availableFlagCorner[ 3 ] is equal to TRUE, the following applies:

* For X being replaced by 0 or 1, the following applies:
  + - * The variable availableFlagLX is derived as follows:
      * If all of following conditions are TRUE, availableFlagLX is set equal to TRUE:
* predFlagLXCorner[ 0 ] is equal to 1
* predFlagLXCorner[ 1 ] is equal to 1
* predFlagLXCorner[ 3 ] is equal to 1
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 1 ]
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 3 ]
  + - * Otherwise, availableFlagLX is set equal to FALSE.
      * When availableFlagLX is equal to TRUE, the following assignments are made:

predFlagLXConst2 = 1 (8‑614)

refIdxLXConst2 = refIdxLXCorner[ 0 ] (8‑615)

cpMvLXConst2[ 0 ] = cpMvLXCorner[ 0 ] (8‑616)

cpMvLXConst2[ 1 ] = cpMvLXCorner[ 1 ] (8‑617)

cpMvLXConst2[ 2 ] = cpMvLXCorner[ 3 ] + cpMvLXCorner[ 0 ] − cpMvLXCorner[ 1 ] (8‑618)

cpMvLXConst2[ 2 ][ 0 ] = Clip3( −217, 217 − 1, cpMvLXConst2[ 2 ][ 0 ] ) (8‑619)

cpMvLXConst2[ 2 ][ 1 ] = Clip3( −217, 217− 1, cpMvLXConst2[ 2 ][ 1 ] ) (8‑620)

* The bi-prediction weight index bcwIdxConst2 is set equal to bcwIdxCorner[ 0 ].
* The variables availableFlagConst2 and motionModelIdcConst2 are derived as follows:
  + - * If availableFlagL0 or availableFlagL1 is equal to 1, availableFlagConst2 is set equal to TRUE and motionModelIdcConst2 is set equal to 2.
      * Otherwise, availableFlagConst2 is set equal to FALSE and motionModelIdcConst2 is set equal to 0.

1. When availableFlagCorner[ 0 ] is equal to TRUE and availableFlagCorner[ 2 ] is equal to TRUE and availableFlagCorner[ 3 ] is equal to TRUE, the following applies:

* For X being replaced by 0 or 1, the following applies:
  + - * The variable availableFlagLX is derived as follows:
      * If all of following conditions are TRUE, availableFlagLX is set equal to TRUE:
* predFlagLXCorner[ 0 ] is equal to 1
* predFlagLXCorner[ 2 ] is equal to 1
* predFlagLXCorner[ 3 ] is equal to 1
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 2 ]
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 3 ]
  + - * Otherwise, availableFlagLX is set equal to FALSE.
      * When availableFlagLX is equal to TRUE, the following assignments are made:

predFlagLXConst3 = 1 (8‑621)

refIdxLXConst3 = refIdxLXCorner[ 0 ] (8‑622)

cpMvLXConst3[ 0 ] = cpMvLXCorner[ 0 ] (8‑623)

cpMvLXConst3[ 1 ] = cpMvLXCorner[ 3 ] + cpMvLXCorner[ 0 ] − cpMvLXCorner[ 2 ] (8‑624)

cpMvLXConst3[ 1 ][ 0 ] = Clip3( −217, 217 − 1, cpMvLXConst3[ 1 ][ 0 ] ) (8‑625)

cpMvLXConst3[ 1 ][ 1 ] = Clip3( −217, 217 − 1, cpMvLXConst3[ 1 ][ 1 ] ) (8‑626)

cpMvLXConst3[ 2 ] = cpMvLXCorner[ 2 ] (8‑627)

* The bi-prediction weight index bcwIdxConst3 is set equal to bcwIdxCorner[ 0 ].
* The variables availableFlagConst3 and motionModelIdcConst3 are derived as follows:
  + - * If availableFlagL0 or availableFlagL1 is equal to 1, availableFlagConst3 is set equal to TRUE and motionModelIdcConst3 is set equal to 2.
      * Otherwise, availableFlagConst3 is set equal to FALSE and motionModelIdcConst3 is set equal to 0.

1. When availableFlagCorner[ 1 ] is equal to TRUE and availableFlagCorner[ 2 ] is equal to TRUE and availableFlagCorner[ 3 ] is equal to TRUE, the following applies:

* For X being replaced by 0 or 1, the following applies:
  + - * The variable availableFlagLX is derived as follows:
      * If all of following conditions are TRUE, availableFlagLX is set equal to TRUE:
* predFlagLXCorner[ 1 ] is equal to 1
* predFlagLXCorner[ 2 ] is equal to 1
* predFlagLXCorner[ 3 ] is equal to 1
* refIdxLXCorner[ 1 ] is equal to refIdxLXCorner[ 2 ]
* refIdxLXCorner[ 1 ] is equal to refIdxLXCorner[ 3 ]
  + - * Otherwise, availableFlagLX is set equal to FALSE.
      * When availableFlagLX is equal to TRUE, the following assignments are made:

predFlagLXConst4 = 1 (8‑628)

refIdxLXConst4 = refIdxLXCorner[ 1 ] (8‑629)

cpMvLXConst4[ 0 ] = cpMvLXCorner[ 1 ] + cpMvLXCorner[ 2 ] − cpMvLXCorner[ 3 ] (8‑630)

cpMvLXConst4[ 0 ][ 0 ] = Clip3( −217, 217 − 1, cpMvLXConst4[ 0 ][ 0 ] ) (8‑631)

cpMvLXConst4[ 0 ][ 1 ] = Clip3( −217, 217 − 1, cpMvLXConst4[ 0 ][ 1 ] ) (8‑632)

cpMvLXConst4[ 1 ] = cpMvLXCorner[ 1 ] (8‑633)

cpMvLXConst4[ 2 ] = cpMvLXCorner[ 2 ] (8‑634)

* The bi-prediction weight index bcwIdxConst4 set equal to bcwIdxCorner[ 1 ].
* The variables availableFlagConst4 and motionModelIdcConst4 are derived as follows:
  + - * If availableFlagL0 or availableFlagL1 is equal to 1, availableFlagConst4 is set equal to TRUE and motionModelIdcConst4 is set equal to 2.
      * Otherwise, availableFlagConst4 is set equal to FALSE and motionModelIdcConst4 is set equal to 0.

The last two constructed affine control point motion vector merging candidates ConstK with K = 5..6 including the availability flags availableFlagConstK, the reference indices refIdxLXConstK, the prediction list utilization flags predFlagLXConstK, the affine motion model indices motionModelIdcConstK, and the constructed affine control point motion vectors cpMvLXConstK[ cpIdx ] with cpIdx = 0..2 and X being 0 or 1 are derived as follows:

1. When availableFlagCorner[ 0 ] is equal to TRUE and availableFlagCorner[ 1 ] is equal to TRUE, the following applies:

* For X being replaced by 0 or 1, the following applies:
  + - * The variable availableFlagLX is derived as follows:
      * If all of following conditions are TRUE, availableFlagLX is set equal to TRUE:
* predFlagLXCorner[ 0 ] is equal to 1
* predFlagLXCorner[ 1 ] is equal to 1
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 1 ]
  + - * Otherwise, availableFlagLX is set equal to FALSE.
      * When availableFlagLX is equal to TRUE, the following assignments are made:

predFlagLXConst5 = 1 (8‑635)

refIdxLXConst5 = refIdxLXCorner[ 0 ] (8‑636)

cpMvLXConst5[ 0 ] = cpMvLXCorner[ 0 ] (8‑637)

cpMvLXConst5[ 1 ] = cpMvLXCorner[ 1 ] (8‑638)

* The bi-prediction weight index bcwIdxConst5 set equal to bcwIdxCorner[ 0 ].
* The variables availableFlagConst5 and motionModelIdcConst5 are derived as follows:
  + - * If availableFlagL0 or availableFlagL1 is equal to 1, availableFlagConst5 is set equal to TRUE and motionModelIdcConst5 is set equal to 1.
      * Otherwise, availableFlagConst5 is set equal to FALSE and motionModelIdcConst5 is set equal to 0.

1. When availableFlagCorner[ 0 ] is equal to TRUE and availableFlagCorner[ 2 ] is equal to TRUE, the following applies:

* For X being replaced by 0 or 1, the following applies:
  + - * The variable availableFlagLX is derived as follows:
      * If all of following conditions are TRUE, availableFlagLX is set equal to TRUE:
* predFlagLXCorner[ 0 ] is equal to 1
* predFlagLXCorner[ 2 ] is equal to 1
* refIdxLXCorner[ 0 ] is equal to refIdxLXCorner[ 2 ]
  + - * Otherwise, availableFlagLX is set equal to FALSE.
      * When availableFlagLX is equal to TRUE, the following applies:
      * The second control point motion vector cpMvLXCorner[ 1 ] is derived as follows:

cpMvLXCorner[ 1 ][ 0 ] = ( cpMvLXCorner[ 0 ][ 0 ] << 7 ) +    
 ( ( cpMvLXCorner[ 2 ][ 1 ] − cpMvLXCorner[ 0 ][ 1 ] ) (8‑639)  
  << ( 7 + Log2( cbHeight / cbWidth ) ) )

cpMvLXCorner[ 1 ][ 1 ] = ( cpMvLXCorner[ 0 ][ 1 ] << 7 ) +    
 ( ( cpMvLXCorner[ 2 ][ 0 ] − cpMvLXCorner[ 0 ][ 0 ] ) (8‑640)  
  << ( 7 + Log2( cbHeight / cbWidth ) ) )

* + - * The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvLXCorner[ 1 ], rightShift set equal to 7, and leftShift set equal to 0 as inputs and the rounded cpMvLXCorner[ 1 ] as output.
      * The following assignments are made:

predFlagLXConst6 = 1 (8‑641)

refIdxLXConst6 = refIdxLXCorner[ 0 ] (8‑642)

cpMvLXConst6[ 0 ] = cpMvLXCorner[ 0 ] (8‑643)

cpMvLXConst6[ 1 ] = cpMvLXCorner[ 1 ] (8‑644)

cpMvLXConst6[ 0 ][ 0 ] = Clip3( −217, 217 − 1, cpMvLXConst6[ 0 ][ 0 ] ) (8‑645)

cpMvLXConst6[ 0 ][ 1 ] = Clip3( −217, 217 − 1, cpMvLXConst6[ 0 ][ 1 ] ) (8‑646)

cpMvLXConst6[ 1 ][ 0 ] = Clip3( −217, 217 − 1, cpMvLXConst6[ 1 ][ 0 ] ) (8‑647)

cpMvLXConst6[ 1 ][ 1 ] = Clip3( −217, 217 − 1, cpMvLXConst6[ 1 ][ 1 ] ) (8‑648)

* The bi-prediction weight index bcwIdxConst6 is set equal to bcwIdxCorner[ 0 ].
* The variables availableFlagConst6 and motionModelIdcConst6 are derived as follows:
  + - * If availableFlagL0 or availableFlagL1 is equal to 1, availableFlagConst6 is set equal to TRUE and motionModelIdcConst6 is set equal to 1.
      * Otherwise, availableFlagConst6 is set equal to FALSE and motionModelIdcConst6 is set equal to 0.

#### Derivation process for luma affine control point motion vector predictors

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* two variables cbWidth and cbHeight specifying the width and the height of the current luma coding block,
* the reference index of the current coding unit refIdxLX, with X being 0 or 1,
* the number of control point motion vectors numCpMv.

Output of this process are the luma affine control point motion vector predictors mvpCpLX[ cpIdx ] with X being 0 or 1, and cpIdx = 0 .. numCpMv − 1.

For the derivation of the control point motion vectors predictor candidate list, cpMvpListLX with X being 0 or 1, the following ordered steps apply:

1. The number of control point motion vector predictor candidates in the list numCpMvpCandLX is set equal to 0.
2. The variables availableFlagA and availableFlagB are both set equal to FALSE.
3. The sample locations ( xNbA0, yNbA0 ), ( xNbA1, yNbA1 ), ( xNbA2, yNbA2 ), ( xNbB0, yNbB0 ), ( xNbB1, yNbB1 ), and ( xNbB2, yNbB2 ) are derived as follows:

( xA0, yA0 ) = ( xCb − 1, yCb + cbHeight ) (8‑649)

( xA1, yA1 ) = ( xCb − 1, yCb + cbHeight − 1 ) (8‑650)

( xB0, yB0 ) = ( xCb + cbWidth , yCb − 1 ) (8‑651)

( xB1, yB1 ) = ( xCb + cbWidth − 1, yCb − 1 ) (8‑652)

( xB2, yB2 ) = ( xCb − 1, yCb − 1 ) (8‑653)

1. The following applies for ( xNbAk, yNbAk ) from ( xNbA0, yNbA0 ) to ( xNbA1, yNbA1 ):

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbAk, yNbAk ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableAk.
* When availableAk is equal to TRUE and MotionModelIdc[ xNbAk ][ yNbAk ] is greater than 0 and availableFlagA is equal to FALSE, the following applies:
  + - The variable ( xNb, yNb ) is set equal to ( CbPosX[ 0 ][ xNbAk ][ yNbAk ], CbPosY[ 0 ][ xNbAk ][ yNbAk ] ), nbW is set equal to CbWidth[ 0 ][ xNbAk ][ yNbAk ],and nbH is set equal to CbHeight[ 0 ][ xNbAk ][ yNbAk ].
    - If PredFlagLX[ xNbAk ][ yNbAk ] is equal to 1 and DiffPicOrderCnt( RefPicList[ X ][ RefIdxLX[ xNbAk ][ yNbAk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, the following applies:
      * The variable availableFlagA is set equal to TRUE
      * The derivation process for luma affine control point motion vectors from a neighbouring block as specified in clause 8.5.5.5 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width and height (cbWidth, cbHeight), the neighbouring luma coding block location ( xNb, yNb ), the neighbouring luma coding block width and height (nbW, nbH), and the number of control point motion vectors numCpMv as input, the control point motion vector predictor candidates cpMvpLX[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvpLX[ cpIdx ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded cpMvpLX[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The following assignments are made:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = cpMvpLX[ 0 ] (8‑654)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = cpMvpLX[ 1 ] (8‑655)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = cpMvpLX[ 2 ] (8‑656)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑657)

* + - Otherwise, if PredFlagLY[ xNbAk ][ yNbAk ] (with Y = !X) is equal to 1 and DiffPicOrderCnt( RefPicList[ Y ][ RefIdxLY[ xNbAk ][ yNbAk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, the following applies:
      * The variable availableFlagA is set equal to TRUE
      * The derivation process for luma affine control point motion vectors from a neighbouring block as specified in clause 8.5.5.5 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width and height (cbWidth, cbHeight), the neighbouring luma coding block location ( xNb, yNb ), the neighbouring luma coding block width and height (nbW, nbH), and the number of control point motion vectors numCpMv as input, the control point motion vector predictor candidates cpMvpLY[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvpLY[ cpIdx ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded cpMvpLY[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The following assignments are made:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = cpMvpLY[ 0 ] (8‑658)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = cpMvpLY[ 1 ] (8‑659)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = cpMvpLY[ 2 ] (8‑660)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑661)

1. The following applies for ( xNbBk, yNbBk ) from ( xNbB0, yNbB0 ) to ( xNbB2, yNbB2 ):

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbBk, yNbBk ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableBk.
* When availableBk is equal to TRUE and MotionModelIdc[ xNbBk ][ yNbBk ] is greater than 0 and availableFlagB is equal to FALSE, the following applies:
  + - The variable ( xNb, yNb ) is set equal to ( CbPosX[ 0 ][ xNbBk ][ yNbBk ], CbPosY[ 0 ][ xNbBk ][ yNbBk ] ), nbW is set equal to CbWidth[ 0 ][ xNbBk ][ yNbBk ],and nbH is set equal to CbHeight[ 0 ][ xNbBk ][ yNbBk ].
    - If PredFlagLX[ xNbBk ][ yNbBk ] is equal to 1 and DiffPicOrderCnt( RefPicList[ X ][ RefIdxLX[ xNbBk ][ yNbBk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, the following applies:
      * The variable availableFlagB is set equal to TRUE
      * The derivation process for luma affine control point motion vectors from a neighbouring block as specified in clause 8.5.5.5 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width and height (cbWidth, cbHeight), the neighbouring luma coding block location ( xNb, yNb ), the neighbouring luma coding block width and height (nbW, nbH), and the number of control point motion vectors numCpMv as input, the control point motion vector predictor candidates cpMvpLX[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvpLX[ cpIdx ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded cpMvpLX[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The following assignments are made:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = cpMvpLX[ 0 ] (8‑662)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = cpMvpLX[ 1 ] (8‑663)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = cpMvpLX[ 2 ] (8‑664)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑665)

* + - Otherwise, if PredFlagLY[ xNbBk ][ yNbBk ] (with Y = !X) is equal to 1 and DiffPicOrderCnt( RefPicList[ Y ][ RefIdxLY[ xNbBk ][ yNbBk ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, the following applies:
      * The variable availableFlagB is set equal to TRUE
      * The derivation process for luma affine control point motion vectors from a neighbouring block as specified in clause 8.5.5.5 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width and height (cbWidth, cbHeight), the neighbouring luma coding block location ( xNb, yNb ), the neighbouring luma coding block width and height (nbW, nbH), and the number of control point motion vectors numCpMv as input, the control point motion vector predictor candidates cpMvpLY[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvpLY[ cpIdx ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded cpMvpLY[ cpIdx ] with cpIdx = 0 .. numCpMv − 1 as output.
      * The following assignments are made:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = cpMvpLY[ 0 ] (8‑666)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = cpMvpLY[ 1 ] (8‑667)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = cpMvpLY[ 2 ] (8‑668)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑669)

1. When numCpMvpCandLX is less than 2, the following applies

* The derivation process for constructed affine control point motion vector prediction candidate as specified in clause 8.5.5.8 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight, and the reference index of the current coding unit refIdxLX as inputs, and the availability flag availableConsFlagLX, the availability flags availableFlagLX[ cpIdx ] and cpMvpLX[ cpIdx ] with cpIdx = 0..numCpMv − 1 as outputs.
* When availableConsFlagLX is equal to 1, and numCpMvpCandLX is equal to 0, the following assignments are made:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = cpMvpLX[ 0 ] (8‑670)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = cpMvpLX[ 1 ] (8‑671)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = cpMvpLX[ 2 ] (8‑672)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑673)

1. The following applies for cpIdx = 2..0:

* When numCpMvpCandLX is less than 2 and availableFlagLX[ cpIdx ] is equal to 1, the following assignments are made:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = cpMvpLX[ cpIdx ] (8‑674)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = cpMvpLX[ cpIdx ] (8‑675)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = cpMvpLX[ cpIdx ] (8‑676)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑677)

1. When numCpMvpCandLX is less than 2, the following applies:

* The derivation process for temporal luma motion vector prediction as specified in clause 8.5.2.11 is with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight and refIdxLX as inputs, and with the output being the availability flag availableFlagLXCol and the temporal motion vector predictor mvLXCol.
* When availableFlagLXCol is equal to 1, the following applies:
* The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to mvLXCol, rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded mvLXCol as output.
* The following assignments are made:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = mvLXCol (8‑678)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = mvLXCol (8‑679)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = mvLXCol (8‑680)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑681)

1. When numCpMvpCandLX is less than 2, the following is repeated until numCpMvpCandLX is equal to 2, with mvZero[0] and mvZero[1] both being equal to 0:

cpMvpListLX[ numCpMvpCandLX ][ 0 ] = mvZero (8‑682)

cpMvpListLX[ numCpMvpCandLX ][ 1 ] = mvZero (8‑683)

cpMvpListLX[ numCpMvpCandLX ][ 2 ] = mvZero (8‑684)

numCpMvpCandLX = numCpMvpCandLX + 1 (8‑685)

The affine control point motion vector predictor cpMvpLX with X being 0 or 1 is derived as follows:

cpMvpLX = cpMvpListLX[ mvp\_lX\_flag[ xCb ][ yCb ] ] (8‑686)

#### Derivation process for constructed affine control point motion vector prediction candidates

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* two variables cbWidth and cbHeight specifying the width and the height of the current luma coding block,
* the reference index of the current prediction unit partition refIdxLX, with X being 0 or 1,

Output of this process are:

* the availability flag of the constructed affine control point motion vector prediction candidiates availableConsFlagLX with X being 0 or 1,
* the availability flags availableFlagLX[ cpIdx ] with cpIdx = 0..2 and X being 0 or 1,
* the constructed affine control point motion vector prediction candidiates cpMvLX[ cpIdx ] with cpIdx = 0..numCpMv − 1 and X being 0 or 1.

The first (top-left) control point motion vector cpMvLX[ 0 ] and the availability flag availableFlagLX[ 0 ] are derived in the following ordered steps:

1. The sample locations ( xNbB2, yNbB2 ), ( xNbB3, yNbB3 ) and ( xNbA2, yNbA2 ) are set equal to ( xCb − 1, yCb − 1 ), ( xCb , yCb − 1 ) and ( xCb − 1, yCb ), respectively.
2. The availability flag availableFlagLX[ 0 ] is set equal to 0 and both components of cpMvLX[ 0 ] are set equal to 0.
3. The following applies for ( xNbTL, yNbTL ) withTL being replaced by B2, B3, and A2:

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the luma location ( xNbY, yNbY ) set equal to ( xNbTL, yNbTL ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the coding block availability flag availableTL.
* When availableTL is equal to TRUE and availableFlagLX[ 0 ] is equal to 0, the following applies:
* If PredFlagLX[ xNbTL ][ yNbTL ] is equal to 1, and DiffPicOrderCnt( RefPicList[ X ][ RefIdxLX[ xNbTL ][ yNbTL ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLX[ 0 ] is set equal to 1 and the following assignments are made:

cpMvLX[ 0 ] = MvLX[ xNbTL ][ yNbTL ] (8‑687)

* Otherwise, when PredFlagLY[ xNbTL ][ yNbTL ] (with Y = !X) is equal to 1 and DiffPicOrderCnt( RefPicList[ Y ][ RefIdxLY[ xNbTL ][ yNbTL ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLX[ 0 ] is set equal to 1 and the following assignments are made:

cpMvLX[ 0 ] = MvLY[ xNbTL ][ yNbTL ] (8‑688)

* When availableFlagLX[ 0 ] is equal to 1, the rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvLX[ 0 ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded cpMvLX[ 0 ] as output.

The second (top-right) control point motion vector cpMvLX[ 1 ] and the availability flag availableFlagLX[ 1 ] are derived in the following ordered steps:

1. The sample locations ( xNbB1, yNbB1 ) and ( xNbB0, yNbB0 ) are set equal to ( xCb + cbWidth − 1, yCb − 1 ) and ( xCb + cbWidth, yCb − 1 ), respectively.
2. The availability flag availableFlagLX[ 1 ] is set equal to 0 and both components of cpMvLX[ 1 ] are set equal to 0.
3. The following applies for ( xNbTR, yNbTR ) withTR being replaced by B1 and B0:

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the luma location ( xNbY, yNbY ) set equal to ( xNbTR, yNbTR ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the coding block availability flag availableTR.
* When availableTR is equal to TRUE and availableFlagLX[ 1 ] is equal to 0, the following applies:
* If PredFlagLX[ xNbTR ][ yNbTR ] is equal to 1, and DiffPicOrderCnt( RefPicList[ X ][ RefIdxLX[ xNbTR ][ yNbTR ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLX[ 1 ] is set equal to 1 and the following assignments are made:

cpMvLX[ 1 ] = MvLX[ xNbTR ][ yNbTR ] (8‑689)

* Otherwise, when PredFlagLY[ xNbTR ][ yNbTR ] (with Y = !X) is equal to 1 and DiffPicOrderCnt( RefPicList[ Y ][ RefIdxLY[ xNbTR ][ yNbTR ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLX[ 1 ] is set equal to 1 and the following assignments are made:

cpMvLX[ 1 ] = MvLY[ xNbTR ][ yNbTR ] (8‑690)

* When availableFlagLX[ 1 ] is equal to 1, the rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvLX[ 1 ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded cpMvLX[ 1 ] as output.

The third (bottom-left) control point motion vector cpMvLX[ 2 ] and the availability flag availableFlagLX[ 2 ] are derived in the following ordered steps:

1. The sample locations ( xNbA1, yNbA1 ) and ( xNbA0, yNbA0 ) are set equal to ( xCb − 1, yCb + cbHeight − 1 ) and ( xCb − 1, yCb + cbHeight ), respectively.
2. The availability flag availableFlagLX[ 2 ] is set equal to 0 and both components of cpMvLX[ 2 ] are set equal to 0.
3. The following applies for ( xNbBL, yNbBL ) with BL being replaced by A1 and A0:

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the luma location ( xNbY, yNbY ) set equal to ( xNbBL, yNbBL ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the coding block availability flag availableBL.
* When availableBL is equal to TRUE and availableFlagLX[ 2 ] is equal to 0, the following applies:
* If PredFlagLX[ xNbBL ][ yNbBL ] is equal to 1, and DiffPicOrderCnt( RefPicList[ X ][ RefIdxLX[ xNbBL ][ yNbBL ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLX[ 2 ] is set equal to 1 and the following assignments are made:

cpMvLX[ 2 ] = MvLX[ xNbBL ][ yNbBL ] (8‑691)

* Otherwise, when PredFlagLY[ xNbBL ][ yNbBL ] (with Y = !X) is equal to 1 and DiffPicOrderCnt( RefPicList[ Y ][ RefIdxLY[ xNbBL ][ yNbBL ] ], RefPicList[ X ][ refIdxLX ] ) is equal to 0, availableFlagLX[ 2 ] is set equal to 1 and the following assignments are made:

cpMvLX[ 2 ] = MvLY[ xNbBL ][ yNbBL ] (8‑692)

* When availableFlagLX[ 2 ] is equal to 1, the rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to cpMvLX[ 2 ], rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded cpMvLX[ 2 ] as output.

The variable availableConsFlagLX is derived as follows:

* + If availableFlagLX[ 0 ] is equal to 1 and availableFlagLX[ 1 ] is equal to 1 and availableFlagLX[ 2 ] is equal to 1, availableConsFlagLX is set equal to 1
  + Otherwise, if availableFlagLX[ 0 ] is equal to 1, and availableFlagLX[ 1 ] is equal to 1, and MotionModelIdc[ xCb ][ yCb ] is equal to 1, availableConsFlagLX is set equal to 1.
  + Otherwise, availableConsFlagLX is set equal to 0.

#### Derivation process for motion vector arrays from affine control point motion vectors

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* two variables cbWidth and cbHeight specifying the width and the height of the luma coding block,
* the number of control point motion vectors numCpMv,
* the control point motion vectors cpMvLX[ cpIdx ], with cpIdx = 0..numCpMv − 1 and X being 0 or 1,
* the reference index refIdxLX and X being 0 or 1,
* the number of luma coding subblocks in horizontal direction numSbX and in vertical direction numSbY.

Outputs of this process are:

* the luma subblock motion vector array mvLX[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1 and X being 0 or 1,
* the chroma subblock motion vector array mvCLX[ xSbIdx ][ ySbIdx ] with xSbIdx = 0..numSbX − 1, ySbIdx = 0..numSbY − 1 and X being 0 or 1,
* the prediction refinement utilization flag cbProfFlagLX and X being 0 or 1,
* the motion vector difference array diffMvLX[ xIdx ][ yIdx ] with xIdx = 0..cbWidth / numSbX − 1, yIdx = 0..cbHeight / numSbY – 1 and X being 0 or 1.

The following assignments are made for x = xCb..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1:

CpMvLX[ x ][ y ][ 0 ] = cpMvLX[ 0 ] (8‑693)

CpMvLX[ x ][ y ][ 1 ] = cpMvLX[ 1 ] (8‑694)

CpMvLX[ x ][ y ][ 2 ] = cpMvLX[ 2 ] (8‑695)

The variables log2CbW and log2CbH are derived as follows:

log2CbW = Log2( cbWidth ) (8‑696)

log2CbH = Log2( cbHeight ) (8‑697)

The variables mvScaleHor, mvScaleVer, dHorX and dVerX are derived as follows:

mvScaleHor = cpMvLX[ 0 ][ 0 ] << 7 (8‑698)

mvScaleVer = cpMvLX[ 0 ][ 1 ] << 7 (8‑699)

dHorX = ( cpMvLX[ 1 ][ 0 ] − cpMvLX[ 0 ][ 0 ] ) << ( 7 − log2CbW ) (8‑700)

dVerX = ( cpMvLX[ 1 ][ 1 ] − cpMvLX[ 0 ][ 1 ] ) << ( 7 − log2CbW ) (8‑701)

The variables dHorY and dVerY are derived as follows:

* If numCpMv is equal to 3, the following applies:

dHorY = ( cpMvLX[ 2 ][ 0 ] − cpMvLX[ 0 ][ 0 ] ) << ( 7 − log2CbH ) (8‑702)

dVerY = ( cpMvLX[ 2 ][ 1 ] − cpMvLX[ 0 ][ 1 ] ) << ( 7 − log2CbH ) (8‑703)

* Otherwise ( numCpMv is equal to 2), the following applies:

dHorY = − dVerX (8‑704)

dVerY = dHorX (8‑705)

The variable fallbackModeTriggered is set equal to 1 and modified as follows:

* The variables bxWX4, bxHX4, bxWXh, bxHXh, bxWXvand bxHXv are derived as follows:

maxW4 = Max( 0, Max( 4 \* ( 2048 + dHorX ),   
 Max( 4\*dHorY, 4 \* ( 2048 + dHorX ) + 4 \* dHorY ) ) ) (8‑706)

minW4 = Min( 0, Min( 4 \* ( 2048 + dHorX ),   
 Min( 4\*dHorY, 4 \* ( 2048 + dHorX ) + 4 \* dHorY ) ) ) (8‑707)

maxH4 = Max( 0, Max( 4 \* dVerX,   
 Max( 4\* ( 2048 + dVerY ), 4 \* dVerX + 4 \* ( 2048 + dVerY ) ) ) ) (8‑708)

minH4 = Min( 0, Min( 4 \* dVerX,   
 Min( 4\* ( 2048 + dVerY ), 4 \* dVerX + 4 \* ( 2048 + dVerY ) ) ) ) (8‑709)

bxWX4 = ( ( maxW4 − minW4 ) >> 11 ) + 9 (8‑710)

bxHX4 = ( ( maxH4 − minH4 ) >> 11 ) + 9 (8‑711)

bxWXh = ( (Max( 0, 4 \* ( 2048 + dHorX ) ) − Min( 0, 4 \* ( 2048 + dHorX ) ) ) >> 11 ) + 9 (8‑712)

bxHXh = ( ( Max( 0, 4 \* dVerX ) − Min( 0, 4 \* dVerX ) ) >> 11 ) + 9 (8‑713)

bxWXv = ( ( Max( 0, 4 \* dHorY ) − Min( 0, 4 \* dHorY ) ) >> 11 ) + 9 (8‑714)

bxHXv =  ( ( Max( 0, 4 \* ( 2048 + dVerY ) ) − Min( 0, 4 \* ( 2048 + dVerY ) ) ) >> 11 ) + 9 (8‑715)

* If inter\_pred\_idc[ xCb ][ yCb ] is equal to PRED\_BI and bxWX4 \* bxHX4 is less than or equal to 225, fallbackModeTriggered is set equal to 0.
* Otherwise, if both bxWXh \* bxHXh is less than or equal to 165 and bxWXv \* bxHXv is less than or equal to 165, fallbackModeTriggered is set equal to 0.

For xSbIdx = 0..numSbX − 1 and ySbIdx = 0..numSbY − 1, the following applies:

* The variables xPosCb and yPosCb are derived as follows
* If fallbackModeTriggered is equal to 1, the following applies:

xPosCb = ( cbWidth >> 1 ) (8‑716)

yPosCb = ( cbHeight >> 1 ) (8‑717)

* Otherwise (fallbackModeTriggered is equal to 0), the following applies:

xPosCb = 2 + ( xSbIdx << 2 ) (8‑718)

yPosCb = 2 + ( ySbIdx << 2 ) (8‑719)

* The luma motion vector mvLX[ xSbIdx ][ ySbIdx ] is derived as follows :

mvLX[ xSbIdx ][ ySbIdx ][ 0 ] = ( mvScaleHor + dHorX \* xPosCb + dHorY \* yPosCb ) (8‑720)

mvLX[ xSbIdx ][ ySbIdx ][ 1 ] = ( mvScaleVer + dVerX \* xPosCb + dVerY \* yPosCb ) (8‑721)

* The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to mvLX[ xSbIdx ][ ySbIdx ], rightShift set equal to 7, and leftShift set equal to 0 as inputs and the rounded mvLX[ xSbIdx ][ ySbIdx ] as output.
* The motion vectors mvLX[ xSbIdx ][ ySbIdx ] are clipped as follows:

mvLX[ xSbIdx ][ ySbIdx ][ 0 ] = Clip3( −217, 217 − 1, mvLX[ xSbIdx ][ ySbIdx ][ 0 ] ) (8‑722)

mvLX[ xSbIdx ][ ySbIdx ][ 1 ] = Clip3( −217, 217 − 1, mvLX[ xSbIdx ][ ySbIdx ][ 1 ] ) (8‑723)

For xSbIdx = 0..numSbX − 1 and ySbIdx = 0..numSbY − 1, the following applies:

* The average luma motion vector mvAvgLX is derived as follows:
  + If both SubWidthC and SubHeightC are equal to 1, the following applies:

mvAvgLX = mvLX[ xSbIdx ][ ySbIdx ] (8‑724)

* + Otherwise, the following applies:

mvAvgLX = mvLX[ ( xSbIdx >> ( SubWidthC − 1 ) << ( SubWidthC − 1 ) ) ]   
 [ (ySbIdx >> ( SubHeightC − 1 ) << ( SubHeightC − 1 ) ) ] +    
 mvLX[ ( xSbIdx >> (SubWidthC − 1 ) << ( SubWidthC − 1) ) + ( SubWidthC − 1 ) ] (8‑725)  
 [ ( ySbIdx >> ( SubHeightC − 1 ) << ( SubHeightC − 1 ) ) + ( SubHeightC − 1 ) ]

mvAvgLX[ 0 ] = ( mvAvgLX[ 0 ] + 1 − ( mvAvgLX[ 0 ] >= 0 ) ) >> 1 (8‑726)

mvAvgLX[ 1 ] = ( mvAvgLX[ 1 ] + 1 − ( mvAvgLX[ 1 ] >= 0 ) ) >> 1 (8‑727)

* The derivation process for chroma motion vectors in clause 8.5.2.13 is invoked with mvAvgLX and refIdxLX as inputs, and the chroma motion vector mvCLX[ xSbIdx ][ ySbIdx ] as output.

The variable cbProfFlagLX is derived as follows:

* If one or more of the following conditions are true, cbProfFlagLX is set equal to FALSE.
  + sps\_affine\_prof\_enabled\_flag is equal to 0.
  + fallbackModeTriggered is equal to 1.
  + numCpMv is equal to 2 and cpMvLX[ 1 ][ 0 ] is equal to cpMvLX[ 0 ][ 0 ] and cpMvLX[ 1 ][ 1 ] is equal to cpMvLX[ 0 ][ 1 ].
  + numCpMv is equal to 3 and cpMvLX[ 1 ][ 0 ] is equal to cpMvLX[ 0 ][ 0 ] and cpMvLX[ 1 ][ 1 ] is equal to cpMvLX[ 0 ][ 1 ] and cpMvLX[ 2 ][ 0 ] is equal to cpMvLX[ 0 ][ 0 ] and cpMvLX[ 2 ][ 1 ] is equal to cpMvLX[ 0 ][ 1 ].
* Otherwise, cbProfFlagLX set equal to TRUE.

When cbProfFlagLX is 1, the motion vector difference array diffMv is derived as follows:

* The variables sbWidth and sbHeight, dmvLimit, posOffsetX and posOffsetY are derived as follows:

sbWidth  =  cbWidth / numSbX (8‑728)

sbHeight  =  cbHeight / numSbY (8‑729)

dmvLimit  =  1  <<  Max( 6, BitDepthY − 6 ) (8‑730)

posOffsetX  =  6 \* dHorX + 6 \* dVerX (8‑731)

posOffsetY  =  6 \* dHorY + 6 \* dVerY (8‑732)

* For x = 0..sbWidth − 1 and y = 0..sbHeight − 1, the following applies:

diffMv[ x ][ y ][ 0 ] = x \* ( dHorX << 2 ) + y \* ( dVerX << 2 ) – posOffsetX (8‑733)

diffMv[ x ][ y ][ 1 ] = x \* ( dHorY << 2 ) + y \* ( dVerY << 2 ) – posOffsetY (8‑734)

* + For i = 0..1, the following applieis:
    - The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to diffMv[ x ][ y ][ i ], rightShift set equal to 7, and leftShift set equal to 0 as inputs and the rounded diffMv[ x ][ y ][ i ] as output.
    - The value of diffMv[ x ][ y ][ i ] is clipped as follows:

diffMv[ x ][ y ][ i ] = Clip3( −dmvLimit, dmvLimit − 1, diffMv[ x ][ y ][ i ]) (8‑735)

### Decoding process for inter blocks

#### General

This process is invoked when decoding a coding unit coded in inter prediction mode.

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* variables numSbX and numSbY specifying the number of luma coding subblocks in horizontal and vertical direction,
* the motion vectors mvL0[ xSbIdx ][ ySbIdx ] and mvL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0 .. numSbX − 1, and ySbIdx = 0 .. numSbY − 1,
* the refined motion vectors refMvL0[ xSbIdx ][ ySbIdx ] and refMvL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0 .. numSbX − 1, and ySbIdx = 0 .. numSbY − 1,
* the reference indices refIdxL0 and refIdxL1,
* the prediction list utilization flags predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ] with xSbIdx = 0 .. numSbX − 1, and ySbIdx = 0 .. numSbY − 1,
* the half sample interpolation filter index hpelIfIdx,
* the bi-prediction weight index bcwIdx,
* the mimimum sum of absolute difference in decoder side motion vector refimenent process dmvrSAD
* a variable cIdx specifying the colour component index of the current block,
* the prediction refinement utilization flag cbProfFlagL0 and cbProfFlagL1,
* a motion vector difference array diffMvL0[ xIdx ][ yIdx ] and diffMvL1[ xIdx ][ yIdx ] with xIdx = 0..cbWidth / numSbX − 1, and yIdx = 0..cbHeight / numSbY − 1.

Outputs of this process are:

* an array predSamples of prediction samples.

Let predSamplesL0L, predSamplesL1L and predSamplesIntraL be (cbWidth)x(cbHeight) arrays of predicted luma sample values and, predSamplesL0Cb, predSamplesL1Cb, predSamplesL0Cr and predSamplesL1Cr, predSamplesIntraCb, and predSamplesIntraCr be (cbWidth / SubWidthC)x(cbHeight / SubHeightC) arrays of predicted chroma sample values.

* + The variable currPic specifies the current picture and the variable bdofFlag is derived as follows:
    - If all of the following conditions are true, bdofFlag is set equal to TRUE.
      * sps\_bdof\_enabled\_flag is equal to 1 and slice\_disable\_bdof\_dmvr\_flag is equal to 0.
      * predFlagL0[ xSbIdx ][ ySbIdx ] and predFlagL1[ xSbIdx ][ ySbIdx ] are both equal to 1.
      * DiffPicOrderCnt( currPic, RefPicList[ 0 ][ refIdxL0 ] ) \* DiffPicOrderCnt( currPic, RefPicList[ 1 ][ refIdxL1 ] ) is less than 0.
      * MotionModelIdc[ xCb ][ yCb ] is equal to 0.
      * merge\_subblock\_flag[ xCb ][ yCb ] is equal to 0.
      * sym\_mvd\_flag[ xCb ][ yCb ] is equal to 0.
      * ciip\_flag[ xCb ][ yCb ] is equal to 0.
      * BcwIdx[ xCb ][ yCb ] is equal to 0.
      * luma\_weight\_l0\_flag[ refIdxL0 ] and luma\_weight\_l1\_flag[ refIdxL1 ] are both equal to 0.
      * cbWidth is greater than or equal to 8.
      * cbHeight is greater than or equal to 8.
      * cbHeight \* cbWidth is greater than or equal to 128.
      * For X being each of 0 and 1, the pic\_width\_in\_luma\_samples and pic\_height\_in\_luma\_samples of the reference picture refPicLX associated with the refIdxLX are equal to the pic\_width\_in\_luma\_samples and pic\_height\_in\_luma\_samples of the current picture, respectively.
      * cIdx is equal to 0.
    - Otherwise, bdofFlag is set equal to FALSE.
* If numSbY is equal to 1 and numSbX is equal to 1 the following applies:
  + When bdofFlag is equal to TRUE, the variables numSbY, numSbX are modified as follows:

numSbX = ( cbWidth > 16 )  ?  ( cbWidth >> 4 )  :  1 (8‑736)

numSbY = ( cbHeight > 16 )  ?  ( cbHeight >> 4 )  :  1 (8‑737)

* + For X = 0..1, xSbIdx = 0..numSbX − 1 and ySbIdx = 0..numSbY − 1, the following applies:
    - predFlagLX[ xSbIdx ][ ySbIdx ] is set equal to predFlagLX[ 0 ][ 0 ].
    - refMvLX[ xSbIdx ][ ySbIdx ] is set equal to refMvLX[ 0 ][ 0 ].
    - mvLX[ xSbIdx ][ ySbIdx ] is set equal to mvLX[ 0 ][ 0 ].

The width and the height of the current coding sublock sbWidth, sbHeight in luma samples are derived as follows:

sbWidth  =  cbWidth / numSbX (8‑738)

sbHeight  =  cbHeight / numSbY (8‑739)

For each coding subblock at subblock index ( xSbIdx, ySbIdx ) with xSbIdx = 0 .. numSbX − 1, and ySbIdx = 0 .. numSbY − 1, the following applies:

* The luma location ( xSb, ySb ) specifying the top-left sample of the current coding subblock relative to the top‑left luma sample of the current picture is derived as follows:

( xSb, ySb )  =  ( xCb + xSbIdx \* sbWidth, yCb + ySbIdx \* sbHeight ) (8‑740)

* For X being each of 0 and 1, when predFlagLX[ xSbIdx ][ ySbIdx ] is equal to 1, the following applies:
  + The reference picture consisting of an ordered two-dimensional array refPicLXL of luma samples and two ordered two-dimensional arrays refPicLXCb and refPicLXCr of chroma samples is derived by invoking the process specified in clause 8.5.6.2 with X and refIdxLX as inputs.
  + The motion vector offset mvOffset is set equal to refMvLX[ xSbIdx ][ xSbIdx ] − mvLX[ xSbIdx ][ ySbIdx ].
  + If cIdx is equal to 0, the following applies:
    - The array predSamplesLXL is derived by invoking the fractional sample interpolation process specified in clause 8.5.6.3 with the luma location ( xSb, ySb ), the coding subblock width sbWidth, the coding subblock height sbHeight in luma samples, the luma motion vector offset mvOffset, the refined luma motion vector refMvLX[ xSbIdx ][ xSbIdx ], the reference array refPicLXL, bdofFlag, hpelIfIdx, and cIdx as inputs.
    - When cbProfFlagLX is equal to 1, the prediction refinement with optical flow process specified in clause 8.5.6.4 is invoked with sbWidth, sbHeight, predSamplesLXL and the motion vector difference array diffMvLX[ xIdx ][ yIdx ] as inputs and the refined array predSamplesLXL as outputs.
  + Otherwise, if cIdx is equal to 1, the following applies:
    - The array predSamplesLXCb is derived by invoking the fractional sample interpolation process specified in clause 8.5.6.3 with the luma location ( xSb, ySb ), the coding subblock width sbWidth / SubWidthC, the coding subblock height sbHeight / SubHeightC, the chroma motion vector offset mvOffset, the refined chroma motion vector refMvLX[ xSbIdx ][ xSbIdx ], the reference array refPicLXCb, bdofFlag, hpelIfIdx, and cIdx as inputs.
  + Otherwise (cIdx is equal to 2), the following applies:
    - The array predSamplesLXCr is derived by invoking the fractional sample interpolation process specified in clause 8.5.6.3 with the luma location ( xSb, ySb ), the coding subblock width sbWidth / SubWidthC, the coding subblock height sbHeight / SubHeightC, the chroma motion vector offset mvOffset, the refined chroma motion vector refMvLX[ xSbIdx ][ xSbIdx ], the reference array refPicLXCr, bdofFlag, hpelIfIdx, and cIdx as inputs.
* If bdofFlag is equal to TRUE, the following applies:
* The variable shift is set equal to Max( 2, 14 − BitDepthY ).
* The variable bdofBlkDiffThres is set equal to 1 << ( BitDepthY − 4 + shift ).
* For xIdx = 0..(sbWidth >> 2 ) − 1 and yIdx = 0..( sbHeight >> 2 ) − 1, the variables sbBdofFlag and the bi-directional optical flow utilization flag bdofUtilizationFlag[ xIdx ][ yIdx ] are derived as follows:
* If dmvrFlag is equal to 1 and the variable dmvrSAD is less than ( ( ( sbHeight >> 2 ) \* ( sbWidth >> 2 ) \* bdofBlkDiffThres ) >> 5 ), the variable sbBdofFlag is set equal to FALSE and bdofUtilizationFlag[ xIdx ][ yIdx ] is set equal to FALSE
* .Otherwise, the variable sbBdofFlag is set equal to TRUE and bdofUtilizationFlag[ xIdx ][ yIdx ] is set equal to TRUE.
* The array predSamples of prediction samples is derived as follows:
* If cIdx is equal to 0, the prediction samples inside the current luma coding subblock, predSamples[ xL + xSb ][ yL + ySb ] with xL = 0..sbWidth − 1 and yL = 0..sbHeight − 1, are derived as follows:
* If sbBdofFlag is equal to TRUE, the bi-directional optical flow sample prediction process as specified in clause 8.5.6.5 is invoked with nCbW set equal to the luma coding subblock width sbWidth, nCbH set equal to the luma coding subblock height sbHeight and the sample arrays predSamplesL0L and predSamplesL1L, and the variables predFlagL0[ xSbIdx ][ ySbIdx ], predFlagL1[ xSbIdx ][ ySbIdx ], refIdxL0, refIdxL1 and bdofUtilizationFlag[ xIdx ][ yIdx ] with xIdx = 0..( sbWidth >> 2 ) − 1, yIdx = 0..( sbHeight >> 2 ) – 1 as inputs, and predSamples[ xL + xSb ][ yL + ySb ] as outputs.
* Otherwise (sbBdofFlag is equal to FALSE), the weighted sample prediction process as specified in clause 8.5.6.6 is invoked with the luma coding subblock width sbWidth, the luma coding subblock height sbHeight and the sample arrays predSamplesL0L and predSamplesL1L, and the variables predFlagL0[ xSbIdx ][ ySbIdx ], predFlagL1[ xSbIdx ][ ySbIdx ], refIdxL0, refIdxL1, bcwIdx, and cIdx as inputs, and predSamples[ xL + xSb ][ yL + ySb ] as outputs.
* Otherwise, if cIdx is equal to 1, the prediction samples inside the current chroma component Cb coding subblock, predSamples[ xC + xSb / SubWidthC ][ yC + ySb / SubHeightC ] with xC = 0..sbWidth / SubWidthC − 1 and yC = 0..sbHeight / SubHeightC − 1, are derived by invoking the weighted sample prediction process specified in clause 8.5.6.6 with nCbW set equal to sbWidth / SubWidthC, nCbH set equal to sbHeight / SubHeightC, the sample arrays predSamplesL0Cb and predSamplesL1Cb, and the variables predFlagL0[ xSbIdx ][ ySbIdx ], predFlagL1[ xSbIdx ][ ySbIdx ], refIdxL0, refIdxL1, bcwIdx, and cIdx as inputs.
* Otherwise (cIdx is equal to 2), the prediction samples inside the current chroma component Cr coding subblock, predSamples[ xC + xSb / SubWidthC ][ yC + ySb / SubHeightC ] with xC = 0..sbWidth / SubWidthC − 1 and yC = 0..sbHeight / SubHeightC − 1, are derived by invoking the weighted sample prediction process specified in clause 8.5.6.6 with nCbW set equal to sbWidth / SubWidthC, nCbH set equal to sbHeight / SubHeightC, the sample arrays predSamplesL0Cr and predSamplesL1Cr, and the variables predFlagL0[ xSbIdx ][ ySbIdx ], predFlagL1[ xSbIdx ][ ySbIdx ], refIdxL0, refIdxL1, bcwIdx, and cIdx as inputs.
* When cIdx is equal to 0, the following assignments are made for x = 0..sbWidth − 1 and y = 0..sbHeight − 1:

MvL0[ xSb + x ][ ySb + y ] = mvL0[ xSbIdx ][ ySbIdx ] (8‑741)

MvL1[ xSb + x ][ ySb + y ] = mvL1[ xSbIdx ][ ySbIdx ] (8‑742)

MvDmvrL0[ xSb + x ][ ySb + y ] = refMvL0[ xSbIdx ][ ySbIdx ] (8‑743)

MvDmvrL1[ xSb + x ][ ySb + y ] = refMvL1[ xSbIdx ][ ySbIdx ] (8‑744)

RefIdxL0[ xSb + x ][ ySb + y ] = refIdxL0 (8‑745)

RefIdxL1[ xSb + x ][ ySb + y ] = refIdxL1 (8‑746)

PredFlagL0[ xSb + x ][ ySb + y ] = predFlagL0[ xSbIdx ][ ySbIdx ] (8‑747)

PredFlagL1[ xSb + x ][ ySb + y ] = predFlagL1[ xSbIdx ][ ySbIdx ] (8‑748)

HpelIfIdx[ xSb + x ][ ySb + y ] = hpelIfIdx (8‑749)

BcwIdx[ xSb + x ][ ySb + y ] = bcwIdx (8‑750)

When ciip\_flag[ xCb ][ yCb ] is equal to 1, the array predSamples of prediction samples is modified as follows:

* If cIdx is equal to 0, the following applies:
* The general intra sample prediction process as specified in clause 8.4.5.2.5 is invoked with the location ( xTbCmp, yTbCmp ) set equal to ( xCb, yCb ), the intra prediction mode predModeIntra set equal to IntraPredModeY[ xCb ][ yCb ], the transform block width nTbW and height nTbH set equal to cbWidth and cbHeight, the coding block width nCbW and height nCbH set equal to cbWidth and cbHeight, and the variable cIdx as inputs, and the output is assigned to the (cbWidth)x(cbHeight) array predSamplesIntraL.
* The weighted sample prediction process for combined merge and intra prediction as specified in clause 8.5.6.7 is invoked with the location ( xTbCmp, yTbCmp ) set equal to ( xCb, yCb ), the coding block width cbWidth, the coding block height cbHeight, the sample arrays predSamplesInter and predSamplesIntra set equal to predSamples and predSamplesIntraL, respectively, the intra prediction mode predModeIntra set equal to IntraPredModeY[ xCb ][ yCb ], and the colour component index cIdx as inputs, and the output is assigend to the (cbWidth)x(cbHeight) array predSamples.
* Otherwise, if cIdx is equal to 1, the following applies:
* The general intra sample prediction process as specified in clause 8.4.5.2.5 is invoked with the location ( xTbCmp, yTbCmp ) set equal to ( xCb / SubWidthC , yCb / SubHeightC ), the intra prediction mode predModeIntra set equal to IntraPredModeY[ xCb ][ yCb ], the transform block width nTbW and height nTbH set equal to cbWidth / SubWidthC  and cbHeight / SubHeightC, the coding block width nCbW and height nCbH set equal to cbWidth / SubWidthC  and cbHeight / SubHeightC, and the variable cIdx as inputs, and the output is assigned to the (cbWidth / SubWidthC )x(cbHeight / SubHeightC) array predSamplesIntraCb.
* The weighted sample prediction process for combined merge and intra prediction as specified in clause 8.5.6.7 is invoked with the location ( xTbCmp, yTbCmp ) set equal to ( xCb, yCb ), the coding block width cbWidth / SubWidthC , the coding block height cbHeight / SubHeightC, the sample arrays predSamplesInter and predSamplesIntra set equal to predSamplesCb and predSamplesIntraCb, respectively, the intra prediction mode predModeIntra set equal to IntraPredModeY[ xCb ][ yCb ], and the colour component index cIdx as inputs, and the output is assigend to the (cbWidth / SubWidthC )x(cbHeight / SubHeightC) array predSamples.
* Otherwise (cIdx is equal to 2), the following applies:
* The general intra sample prediction process as specified in clause 8.4.5.2.5 is invoked with the location ( xTbCmp, yTbCmp ) set equal to ( xCb / SubWidthC , yCb / SubHeightC ), the intra prediction mode predModeIntra set equal to IntraPredModeY[ xCb ][ yCb ], the transform block width nTbW and height nTbH set equal to cbWidth / SubWidthC  and cbHeight / SubHeightC, the coding block width nCbW and height nCbH set equal to cbWidth / SubWidthC  and cbHeight / SubHeightC, and the variable cIdx as inputs, and the output is assigned to the (cbWidth / SubWidthC )x(cbHeight / SubHeightC) array predSamplesIntraCr.
* The weighted sample prediction process for combined merge and intra prediction as specified in clause 8.5.6.7 is invoked with the location ( xTbCmp, yTbCmp ) set equal to ( xCb, yCb ), the coding block width cbWidth / SubWidthC , the coding block height cbHeight / SubHeightC, the sample arrays predSamplesInter and predSamplesIntra set equal to predSamplesCr and predSamplesIntraCr, respectively, the intra prediction mode predModeIntra set equal to IntraPredModeY[ xCb ][ yCb ], and the colour component index cIdx as inputs, and the output is assigend to the (cbWidth / SubWidthC )x(cbHeight / SubHeightC) array predSamples.

#### Reference picture selection process

Inputs to this process are:

* a value X representing a reference list being equal to either 0 or 1,
* a reference index refIdxLX.

Output of this process is a reference picture consisting of a two-dimensional array of luma samples refPicLXL and two two-dimensional arrays of chroma samples refPicLXCb and refPicLXCr.

The output reference picture RefPicList[ X ][ refIdxLX ], where X is the value of X that this process is invoked for, consists of a pic\_width\_in\_luma\_samples by pic\_height\_in\_luma\_samples array of luma samples refPicLXL and two PicWidthInSamplesC by PicHeightInSamplesC arrays of chroma samples refPicLXCb and refPicLXCr.

The reference picture sample arrays refPicLXL, refPicLXCb and refPicLXCr correspond to decoded sample arrays SL, SCb and SCr derived in clause 8.8 for a previously-decoded picture.

#### Fractional sample interpolation process

##### General

Inputs to this process are:

* a luma location ( xSb, ySb ) specifying the top-left sample of the current coding subblock relative to the top‑left luma sample of the current picture,
* a variable sbWidth specifying the width of the current coding subblock,
* a variable sbHeight specifying the height of the current coding subblock,
* a motion vector offset mvOffset,
* a refined motion vector refMvLX,
* the selected reference picture sample array refPicLX,
* the half sample interpolation filter index hpelIfIdx,
* the bi-directional optical flow flag bdofFlag,
* a variable cIdx specifying the colour component index of the current block.

Outputs of this process are:

* an (sbWidth + brdExtSize)x(sbHeight + brdExtSize) array predSamplesLX of prediction sample values.

The prediction block border extension size brdExtSize is derived as follows:

brdExtSize = ( bdofFlag | | ( inter\_affine\_flag[ xSb ][ ySb ] && sps\_affine\_prof\_enabled\_flag ) ) ? 2 : 0 (8‑751)

The variable fRefWidth is set equal to the PicOutputWidthL of the reference picture in luma samples.

The variable fRefHeight is set equal to PicOutputHeightL of the reference picture in luma samples.

The motion vector mvLX is set equal to ( refMvLX − mvOffset ).

* If cIdx is equal to 0, the following applies:
  + The scaling factors and their fixed-point representations are defined as

hori\_scale\_fp = ( ( fRefWidth  <<  14 ) + ( PicOutputWidthL >>  1 ) ) / PicOutputWidthL (8‑752)

vert\_scale\_fp = ( ( fRefHeight  <<  14 ) + ( PicOutputHeightL >>  1 ) ) / PicOutputHeightL (8‑753)

* + Let ( xIntL, yIntL ) be a luma location given in full-sample units and ( xFracL, yFracL ) be an offset given in 1/16-sample units. These variables are used only in this clause for specifying fractional-sample locations inside the reference sample arrays refPicLX.
  + The top-left coordinate of the bounding block for reference sample padding ( xSbIntL, ySbIntL ) is set equal to ( xSb + ( mvLX[ 0 ]  >>  4 ), ySb + ( mvLX[ 1 ]  >>  4 ) ).
  + For each luma sample location ( xL = 0..sbWidth − 1 + brdExtSize, yL = 0..sbHeight − 1 + brdExtSize ) inside the prediction luma sample array predSamplesLX, the corresponding prediction luma sample value predSamplesLX[ xL ][ yL ] is derived as follows:
* Let ( refxSbL, refySbL ) and ( refxL, refyL ) be luma locations pointed to by a motion vector ( refMvLX[0], refMvLX[1] ) given in 1/16-sample units. The variables refxSbL, refxL, refySbL, and refyL are derived as follows:

refxSbL = ( ( xSb  <<  4 ) + refMvLX[ 0 ] ) \* hori\_scale\_fp (8‑754)

refxL = ( ( Sign( refxSb ) \* ( ( Abs( refxSb ) + 128 ) >> 8 )  
 + xL \* ( ( hori\_scale\_fp + 8 ) >> 4 ) ) + 32 ) >> 6 (8‑755)

refySbL = ( ( ySb << 4 ) + refMvLX[ 1 ] ) \* vert\_scale\_fp (8‑756)

refyL = ( ( Sign( refySb ) \* ( ( Abs( refySb ) + 128 ) >> 8 ) + yL \*  
 ( ( vert\_scale\_fp + 8 ) >> 4 ) ) + 32 ) >> 6 (8‑757)

* The variables xIntL, yIntL, xFracL and yFracL are derived as follows:

xIntL = refxL  >>  4 (8‑758)

yIntL = refyL  >>  4 (8‑759)

xFracL = refxL & 15 (8‑760)

yFracL = refyL & 15 (8‑761)

* + If bdofFlag is equal to TRUE or ( sps\_affine\_prof\_enabled\_flag is equal to TRUE and inter\_affine\_flag[ xSb ][ ySb ] is equal to TRUE ), and one or more of the following conditions are true, the prediction luma sample value predSamplesLX[ xL ][ yL ] is derived by invoking the luma integer sample fetching process as specified in clause 8.5.6.3.3 with ( xIntL + ( xFracL >> 3) − 1), yIntL + ( yFracL >> 3 ) − 1 ) and refPicLX as inputs.
    - xL is equal to 0.
    - xL is equal to sbWidth + 1.
    - yL is equal to 0.
    - yL is equal to sbHeight + 1.
  + Otherwise, the prediction luma sample value predSamplesLX[ xL ][ yL ] is derived by invoking the luma sample 8-tap interpolation filtering process as specified in clause 8.5.6.3.2 with ( xIntL − ( brdExtSize > 0 ? 1 : 0 ), yIntL − ( brdExtSize > 0 ? 1 : 0 ) ), ( xFracL, yFracL ), ( xSbIntL, ySbIntL ), refPicLX, hpelIfIdx, sbWidth, sbHeight and ( xSb, ySb ) as inputs.
* Otherwise (cIdx is not equal to 0), the following applies:
  + Let ( xIntC, yIntC ) be a chroma location given in full-sample units and ( xFracC, yFracC ) be an offset given in 1/32 sample units. These variables are used only in this clause for specifying general fractional-sample locations inside the reference sample arrays refPicLX.
  + The top-left coordinate of the bounding block for reference sample padding ( xSbIntC, ySbIntC ) is set equal to ( (xSb / SubWidthC ) + ( mvLX[ 0 ]  >>  5), ( ySb / SubHeightC ) + ( mvLX[ 1 ]  >>  5 ) ).
  + For each chroma sample location ( xC = 0..sbWidth − 1, yC = 0.. sbHeight − 1 ) inside the prediction chroma sample arrays predSamplesLX, the corresponding prediction chroma sample value predSamplesLX[ xC ][ yC ] is derived as follows:
* Let (refxSbC, refySbC) and ( refxC, refyC ) be chroma locations pointed to by a motion vector (mvLX[ 0 ], mvLX[ 1 ]) given in 1/32-sample units. The variables refxSbC, refySbC, refxC and refyC are derived as follows:

refxSbC =  ( ( xSb / SubWidthC << 5 ) + mvLX[ 0 ] ) \* hori\_scale\_fp (8‑762)

refxC = ( ( Sign( refxSbC ) \* ( ( Abs( refxSbC ) + 256 ) >> 9 )  
 + xC \* ( ( hori\_scale\_fp + 8 ) >> 4 ) ) + 16 ) >> 5 (8‑763)

refySbC =  ( ( ySb / SubHeightC  <<  5 )  + mvLX[ 1 ] ) \* vert\_scale\_fp (8‑764)

refyC = ( ( Sign( refySbC ) \* ( ( Abs( refySbC ) + 256 ) >> 9 )  
 + yC\* ( ( vert\_scale\_fp + 8 ) >> 4 ) ) + 16 ) >> 5 (8‑765)

* The variables xIntC, yIntC, xFracC and yFracC are derived as follows:

xIntC = refxC  >>  5 (8‑766)

yIntC = refyC  >>  5 (8‑767)

xFracC = refyC & 31 (8‑768)

yFracC = refyC & 31 (8‑769)

* + The prediction sample value predSamplesLX[ xC ][ yC ] is derived by invoking the process specified in clause 8.5.6.3.4 with ( xIntC, yIntC ), ( xFracC, yFracC ), ( xSbIntC, ySbIntC ), sbWidth, sbHeight and refPicLX as inputs.

##### Luma sample interpolation filtering process

Inputs to this process are:

* a luma location in full-sample units ( xIntL, yIntL ),
* a luma location in fractional-sample units ( xFracL, yFracL ),
* a luma location in full-sample units ( xSbIntL, ySbIntL ) specifying the top-left sample of the bounding block for reference sample padding relative to the top‑left luma sample of the reference picture,
* the luma reference sample array refPicLXL,
* the half sample interpolation filter index hpelIfIdx,
* a variable sbWidth specifying the width of the current subblock,
* a variable sbHeight specifying the height of the current subblock,
* a luma location ( xSb, ySb ) specifying the top-left sample of the current subblock relative to the top‑left luma sample of the current picture,

Output of this process is a predicted luma sample value predSampleLXL

The variables shift1, shift2 and shift3 are derived as follows:

* The variable shift1 is set equal to Min( 4, BitDepthY − 8 ), the variable shift2 is set equal to 6 and the variable shift3 is set equal to Max( 2, 14 − BitDepthY ).
* The variable picW is set equal to pic\_width\_in\_luma\_samples and the variable picH is set equal to pic\_height\_in\_luma\_samples.

The luma interpolation filter coefficients fL[ p ] for each 1/16 fractional sample position p equal to xFracL or  yFracL are derived as follows:

* If MotionModelIdc[ xSb ][ ySb ] is greater than 0, and sbWidth and sbHeight are both equal to 4, the luma interpolation filter coefficients fL[ p ] are specified in Table 8‑12.
* Otherwise, the luma interpolation filter coefficients fL[ p ] are specified in Table 8‑11 depending on hpelIfIdx.

The luma locations in full-sample units ( xInti, yInti ) are derived as follows for i = 0..7:

– If subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 1, the following applies:

xInti = Clip3( SubPicLeftBoundaryPos, SubPicRightBoundaryPos, xIntL + i − 3 ) (8‑770)

yInti = Clip3( SubPicTopBoundaryPos, SubPicBotBoundaryPos, yIntL + i − 3 ) (8‑771)

– Otherwise (subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 0), the following applies:

xInti = Clip3( 0, picW − 1, sps\_ref\_wraparound\_enabled\_flag ?  
 ClipH( ( sps\_ref\_wraparound\_offset\_minus1 + 1 ) \* MinCbSizeY, picW, xIntL + i − 3 ) : (8‑772)   
 xIntL + i − 3 )

yInti = Clip3( 0, picH − 1, yIntL + i − 3 ) (8‑773)

The luma locations in full-sample units are further modified as follows for i = 0..7:

xInti = Clip3( xSbIntL − 3, xSbIntL + sbWidth + 4, xInti ) (8‑774)

yInti = Clip3( ySbIntL − 3, ySbIntL + sbHeight + 4, yInti ) (8‑775)

The predicted luma sample value predSampleLXL is derived as follows:

* If both xFracLand yFracL are equal to 0, the value of predSampleLXL is derived as follows:

predSampleLXL = refPicLXL[ xInt3 ][ yInt3 ] << shift3 (8‑776)

* Otherwise, if xFracL is not equal to 0 and yFracL is equal to 0, the value of predSampleLXL is derived as follows:

predSampleLXL =   >>  shift1 (8‑777)

* Otherwise, if xFracL is equal to 0 and yFracL is not equal to 0, the value of predSampleLXL is derived as follows:

predSampleLXL =   >>  shift1 (8‑778)

* Otherwise, if xFracL is not equal to 0 and yFracL is not equal to 0, the value of predSampleLXL is derived as follows:
* The sample array temp[ n ] with n = 0..7, is derived as follows:

temp[ n ] =   >>  shift1 (8‑779)

* The predicted luma sample value predSampleLXL is derived as follows:

predSampleLXL =   >>  shift2 (8‑780)

Table 8‑11 – Specification of the luma interpolation filter coefficients fL[ p ] for each 1/16 fractional sample position p.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Fractional sample position p** | **interpolation filter coefficients** | | | | | | | |
| **fL[ p ][ 0 ]** | **fL[ p ][ 1 ]** | **fL[ p ][ 2 ]** | **fL[ p ][ 3 ]** | **fL[ p ][ 4 ]** | **fL[ p ][ 5 ]** | **fL[ p ][ 6 ]** | **fL[ p ][ 7 ]** |
| 1 | 0 | 1 | −3 | 63 | 4 | −2 | 1 | 0 |
| 2 | −1 | 2 | −5 | 62 | 8 | −3 | 1 | 0 |
| 3 | −1 | 3 | −8 | 60 | 13 | −4 | 1 | 0 |
| 4 | −1 | 4 | −10 | 58 | 17 | −5 | 1 | 0 |
| 5 | −1 | 4 | −11 | 52 | 26 | −8 | 3 | −1 |
| 6 | −1 | 3 | −9 | 47 | 31 | −10 | 4 | −1 |
| 7 | −1 | 4 | −11 | 45 | 34 | −10 | 4 | −1 |
| 8 (hpelIfIdx = = 0) | −1 | 4 | −11 | 40 | 40 | −11 | 4 | −1 |
| 8 (hpelIfIdx = = 1) | 0 | 3 | 9 | 20 | 20 | 9 | 3 | 0 |
| 9 | −1 | 4 | −10 | 34 | 45 | −11 | 4 | −1 |
| 10 | −1 | 4 | −10 | 31 | 47 | −9 | 3 | −1 |
| 11 | −1 | 3 | −8 | 26 | 52 | −11 | 4 | −1 |
| 12 | 0 | 1 | −5 | 17 | 58 | −10 | 4 | −1 |
| 13 | 0 | 1 | −4 | 13 | 60 | −8 | 3 | −1 |
| 14 | 0 | 1 | −3 | 8 | 62 | −5 | 2 | −1 |
| 15 | 0 | 1 | −2 | 4 | 63 | −3 | 1 | 0 |

Table 8‑12 – Specification of the luma interpolation filter coefficients fL[ p ] for each 1/16 fractional sample position p for affine motion mode.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Fractional sample position p** | **interpolation filter coefficients** | | | | | | | |
| **fL[ p ][ 0 ]** | **fL[ p ][ 1 ]** | **fL[ p ][ 2 ]** | **fL[ p ][ 3 ]** | **fL[ p ][ 4 ]** | **fL[ p ][ 5 ]** | **fL[ p ][ 6 ]** | **fL[ p ][ 7 ]** |
| 1 | 0 | 1 | −3 | 63 | 4 | −2 | 1 | 0 |
| 2 | 0 | 1 | −5 | 62 | 8 | −3 | 1 | 0 |
| 3 | 0 | 2 | −8 | 60 | 13 | −4 | 1 | 0 |
| 4 | 0 | 3 | −10 | 58 | 17 | −5 | 1 | 0 |
| 5 | 0 | 3 | −11 | 52 | 26 | −8 | 2 | 0 |
| 6 | 0 | 2 | −9 | 47 | 31 | −10 | 3 | 0 |
| 7 | 0 | 3 | −11 | 45 | 34 | −10 | 3 | 0 |
| 8 | 0 | 3 | −11 | 40 | 40 | −11 | 3 | 0 |
| 9 | 0 | 3 | −10 | 34 | 45 | −11 | 3 | 0 |
| 10 | 0 | 3 | −10 | 31 | 47 | −9 | 2 | 0 |
| 11 | 0 | 2 | −8 | 26 | 52 | −11 | 3 | 0 |
| 12 | 0 | 1 | −5 | 17 | 58 | −10 | 3 | 0 |
| 13 | 0 | 1 | −4 | 13 | 60 | −8 | 2 | 0 |
| 14 | 0 | 1 | −3 | 8 | 62 | −5 | 1 | 0 |
| 15 | 0 | 1 | −2 | 4 | 63 | −3 | 1 | 0 |

##### Luma integer sample fetching process

Inputs to this process are:

* a luma location in full-sample units ( xIntL, yIntL ),
* the luma reference sample array refPicLXL,

Output of this process is a predicted luma sample value predSampleLXL

The variable shift is set equal to Max( 2, 14 − BitDepthY ).

The variable picW is set equal to pic\_width\_in\_luma\_samples and the variable picH is set equal to pic\_height\_in\_luma\_samples.

The luma locations in full-sample units ( xInt, yInt ) are derived as follows:

xInt = Clip3( 0, picW − 1, sps\_ref\_wraparound\_enabled\_flag ? (8‑781)  
 ClipH( ( sps\_ref\_wraparound\_offset\_minus1 + 1 ) \* MinCbSizeY, picW, xIntL ) : xIntL )

yInt = Clip3( 0, picH − 1, yIntL ) (8‑782)

The predicted luma sample value predSampleLXL is derived as follows:

predSampleLXL = refPicLXL[ xInt ][ yInt ] << shift3 (8‑783)

##### Chroma sample interpolation process

Inputs to this process are:

– a chroma location in full-sample units ( xIntC, yIntC ),

– a chroma location in 1/32 fractional-sample units ( xFracC, yFracC ),

– a chroma location in full-sample units ( xSbIntC, ySbIntC ) specifying the top-left sample of the bounding block for reference sample padding relative to the top‑left chroma sample of the reference picture,

* a variable sbWidth specifying the width of the current subblock,
* a variable sbHeight specifying the height of the current subblock,

– the chroma reference sample array refPicLXC.

Output of this process is a predicted chroma sample value predSampleLXC

The variables shift1, shift2 and shift3 are derived as follows:

– The variable shift1 is set equal to Min( 4, BitDepthC − 8 ), the variable shift2 is set equal to 6 and the variable shift3 is set equal to Max( 2, 14 − BitDepthC ).

– The variable picWC is set equal to pic\_width\_in\_luma\_samples / SubWidthC and the variable picHC is set equal to pic\_height\_in\_luma\_samples / SubHeightC.

The chroma interpolation filter coefficients fC[ p ] for each 1/32 fractional sample position p equal to xFracC or  yFracC are specified in Table 8‑13.

The variable xOffset is set equal to ( sps\_ref\_wraparound\_offset\_minus1 + 1 ) \* MinCbSizeY ) / SubWidthC.

The chroma locations in full-sample units ( xInti, yInti ) are derived as follows for i = 0..3:

– If subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 1, the following applies:

xInti = Clip3( SubPicLeftBoundaryPos / SubWidthC, SubPicRightBoundaryPos / SubWidthC, xIntL + i ) (8‑784)

yInti = Clip3( SubPicTopBoundaryPos / SubHeightC, SubPicBotBoundaryPos / SubHeightC, yIntL + i ) (8‑785)

– Otherwise (subpic\_treated\_as\_pic\_flag[ SubPicIdx ] is equal to 0), the following applies:

xInti = Clip3( 0, picWC − 1, sps\_ref\_wraparound\_enabled\_flag ? ClipH( xOffset, picWC, xIntC + i − 1 ) : (8‑786)  
 xIntC + i − 1 )

yInti = Clip3( 0, picHC − 1, yIntC + i − 1 ) (8‑787)

The chroma locations in full-sample units ( xInti, yInti ) are further modified as follows for i = 0..3:

xInti = Clip3( xSbIntC − 1, xSbIntC + sbWidth + 2, xInti ) (8‑788)

yInti = Clip3( ySbIntC − 1, ySbIntC + sbHeight + 2, yInti ) (8‑789)

The predicted chroma sample value predSampleLXC is derived as follows:

– If both xFracC and yFracC are equal to 0, the value of predSampleLXC is derived as follows:

predSampleLXC = refPicLXC[ xInt1 ][ yInt1 ] << shift3 (8‑790)

– Otherwise, if xFracC is not equal to 0 and yFracC is equal to 0, the value of predSampleLXC is derived as follows:

predSampleLXC =   >>  shift1 (8‑791)

– Otherwise, if xFracC is equal to 0 and yFracC is not equal to 0, the value of predSampleLXC is derived as follows:

predSampleLXC =   >>  shift1 (8‑792)

– Otherwise, if xFracC is not equal to 0 and yFracC is not equal to 0, the value of predSampleLXC is derived as follows:

* The sample array temp[ n ] with n = 0..3, is derived as follows:

temp[ n ] =   >>  shift1 (8‑793)

* The predicted chroma sample value predSampleLXC is derived as follows:

predSampleLXC =( fC[ ][ 0 ] \* temp[ 0 ] +  
  fC[  ][ 1 ] \* temp[ 1 ] +  
  fC[  ][ 2 ] \* temp[ 2 ] + (8‑794)  
  fC[  ][ 3 ] \* temp[ 3 ] ) >> shift2

Table 8‑13 – Specification of the chroma interpolation filter coefficients fC[ p ] for each 1/32 fractional sample position p.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Fractional sample position p** | **interpolation filter coefficients** | | | |
| **fC[ p ][ 0 ]** | **fC[ p ][ 1 ]** | **fC[ p ][ 2 ]** | **fC[ p ][ 3 ]** |
| 1 | −1 | 63 | 2 | 0 |
| 2 | −2 | 62 | 4 | 0 |
| 3 | -2 | 60 | 7 | −1 |
| 4 | −2 | 58 | 10 | −2 |
| 5 | −3 | 57 | 12 | −2 |
| 6 | −4 | 56 | 14 | −2 |
| 7 | −4 | 55 | 15 | −2 |
| 8 | −4 | 54 | 16 | −2 |
| 9 | −5 | 53 | 18 | −2 |
| 10 | −6 | 52 | 20 | −2 |
| 11 | −6 | 49 | 24 | −3 |
| 12 | −6 | 46 | 28 | −4 |
| 13 | −5 | 44 | 29 | −4 |
| 14 | −4 | 42 | 30 | −4 |
| 15 | −4 | 39 | 33 | −4 |
| 16 | −4 | 36 | 36 | −4 |
| 17 | −4 | 33 | 39 | −4 |
| 18 | −4 | 30 | 42 | −4 |
| 19 | −4 | 29 | 44 | −5 |
| 20 | −4 | 28 | 46 | −6 |
| 21 | −3 | 24 | 49 | −6 |
| 22 | −2 | 20 | 52 | −6 |
| 23 | −2 | 18 | 53 | −5 |
| 24 | −2 | 16 | 54 | −4 |
| 25 | −2 | 15 | 55 | −4 |
| 26 | −2 | 14 | 56 | −4 |
| 27 | −2 | 12 | 57 | −3 |
| 28 | −2 | 10 | 58 | −2 |
| 29 | −1 | 7 | 60 | −2 |
| 30 | 0 | 4 | 62 | −2 |
| 31 | 0 | 2 | 63 | −1 |

#### Prediction refinement with optical flow process

Inputs to this process are:

* two variables sbWidth and sbHeight specifying the width and the height of the current subblock,
* one (sbWidth + borderExtension) \* (sbHeight + borderExtension) prediction sample array predSamples,
* one (sbWidth \* sbHeight) motion vector difference array diffMv.

Output of this process is the (sbWidth)x(sbHeight) array pbSamples of prediction sample values.

Variable shift1 is set equal to Max( 6, BitDepthY − 6 ).

For x =0..sbWidth − 1, y =0..sbHeight − 1, the following ordered steps apply:

* The variables gradientH[ x ][ y ] and gradientV[ x ][ y ] are derived as follows:

gradientH[ x ][ y ]  =  ( predSamples[ x + 2 ][ y ] >> shift1 ) − ( predSamples[ x ][ y ] >> shift1 ) (8‑795)

gradientV[ x ][ y ]  =  ( predSamples[ x ][ y + 2 ] >> shift1 ) − ( predSamples[ x ][ y ] >> shift1 ) (8‑796)

* The variable dI is derived as follows:

dI = gradientH[ x ][ y ] \* diffMv[ x ][ y ][ 0 ] + gradientV[ x ][ y ] \* diffMv[ x ][ y ][ 1 ] (8‑797)

* Prediction sample value at location ( x, y ) in the subblock is derived as follows:

pbSamples[ x ][ y ] = predSamples[ x + 1 ][ y + 1 ] + ( ( dI + 1 ) >> 1 ) (8‑798)

#### Bi-directional optical flow prediction process

Inputs to this process are:

* two variables nCbW and nCbH specifying the width and the height of the current coding block,
* two (nCbW + 2)x(nCbH + 2) luma prediction sample arrays predSamplesL0 and predSamplesL1,
* the prediction list utilization flags predFlagL0 and predFlagL1,
* the reference indices refIdxL0 and refIdxL1,
* the bi-directional optical flow utilization flags bdofUtilizationFlag[ xIdx ][ yIdx ] with xIdx = 0..( nCbW >> 2 ) − 1, yIdx = 0..( nCbH >> 2 ) − 1.

Output of this process is the (nCbW)x(nCbH) array pbSamples of luma prediction sample values.

Variables bitDepth, shift1, shift2, shift3, shift4, offset4, and mvRefineThres are derived as follows:

* The variable bitDepth is set equal to BitDepthY.
* The variable shift1 is set to equal to Max( 6, bitDepth − 6 ).
* The variable shift2 is set to equal to Max( 4, bitDepth − 8 ).
* The variable shift3 is set to equal to Max( 1, bitDepth − 11 ).
* The variable shift4 is set equal to Max( 3, 15 − bitDepth ) and the variable offset4 is set equal to 1  <<  ( shift4 − 1 ).
* The variable mvRefineThres is set equal to 1 << Max( 5, bitDepth − 7 ).

For xIdx = 0..( nCbW >> 2 ) − 1 and yIdx = 0..( nCbH >> 2 ) − 1, the following applies:

* The variable xSb is set equal to ( xIdx << 2) + 1 and ySb is set equal to ( yIdx << 2 ) + 1.
* If bdofUtilizationFlag[ xIdx ][ yIdx ] is equal to FALSE, for x = xSb − 1..xSb + 2, y = ySb − 1.. ySb + 2, the prediction sample values of the current subblock are derived as follows:

pbSamples[ x ][ y ] = Clip3( 0, ( 2bitDepth ) − 1, ( predSamplesL0[ x + 1 ][ y + 1 ] + offset4 + (8‑799)  
 predSamplesL1[ x + 1 ][ y + 1 ] )  >>  shift4 )

* Otherwise (bdofUtilizationFlag[ xIdx ][ yIdx ] is equal to TRUE), the prediction sample values of the current subblock are derived as follows:
  + For x =xSb − 1..xSb + 4, y = ySb − 1..ySb + 4, the following ordered steps apply:

1. The locations ( hx, vy ) for each of the corresponding sample locations ( x, y ) inside the prediction sample arrays are derived as follows:

hx = Clip3( 1, nCbW, x ) (8‑800)

vy = Clip3( 1, nCbH, y ) (8‑801)

1. The variables gradientHL0[ x ][ y ], gradientVL0[ x ][ y ], gradientHL1[ x ][ y ] and gradientVL1[ x ][ y ] are derived as follows:

gradientHL0[ x ][ y ]  =  ( predSamplesL0[ hx + 1 ][vy] >> shift1 ) − (8‑802)  
 ( predSampleL0[ hx − 1 ][ vy] ) >> shift1 )

gradientVL0[ x ][ y ]  =  ( predSampleL0[ hx ][ vy + 1 ] >> shift1 ) − (8‑803)  
 ( predSampleL0[ hx][vy − 1 ] ) >> shift1 )

gradientHL1[ x ][ y ]  =  ( predSamplesL1[ hx + 1 ][vy] >> shift1 ) − (8‑804)  
 ( predSampleL1[ hx − 1 ][ vy] ) >> shift1 )

gradientVL1[ x ][ y ]  =   ( predSampleL1[ hx ][ vy + 1 ] >> shift1 ) − (8‑805)  
 ( predSampleL1[ hx][vy − 1 ] ) >> shift1 )

1. The variables diff[ x ][ y ], tempH[ x ][ y ] and tempV[ x ][ y ] are derived as follows:

diff[ x ][ y ] = (predSamplesL0[ hx ][ vy ] >> shift2 ) − ( predSamplesL1[ hx ][ vy ] >> shift2 ) (8‑806)

tempH[ x ][ y ] = (gradientHL0[ x ][ y ] + gradientHL1[ x ][ y ] ) >> shift3 (8‑807)

tempV[ x ][ y ] = (gradientVL0[ x ][ y ] + gradientVL1[ x ][ y ] ) >> shift3 (8‑808)

* + The variables sGx2, sGy2, sGxGy, sGxdI and sGydI are derived as follows:

sGx2 = ΣiΣj Abs( tempH[ xSb + i ][ ySb + j ] ) with i, j = −1..4 (8‑809)

sGy2 = ΣiΣj Abs( tempV[ xSb + i ][ ySb + j ] ) with i, j = −1..4 (8‑810)

sGxGy = ΣiΣj( Sign( tempV[ xSb + i ][ ySb + j ] ) \* tempH[ xSb + i ][ ySb + j ] ) with i, j = −1..4 (8‑811)

sGxGym = sGxGy >> 12 (8‑812)

sGxGys =  sGxGy & ( ( 1 << 12 ) − 1 ) (8‑813)

sGxdI = ΣiΣj( − Sign( tempH[ xSb + i ][ ySb + j ] ) \* diff[ xSb + i ][ ySb + j ] ) with i, j = −1..4 (8‑814)

sGydI = ΣiΣj( − Sign( tempV[ xSb + i ][ ySb + j ] ) \* diff[ xSb + i ][ ySb + j ] ) with i, j = −1..4 (8‑815)

* + The horizontal and vertical motion offset of the current subblock are derived as:

vx = sGx2 > 0  ?  Clip3( −mvRefineThres, mvRefineThres, (8‑816)  
 −( sGxdI << 3 ) >> Floor( Log2( sGx2 ) ) )  :  0

vy = sGy2 > 0  ?  Clip3( −mvRefineThres, mvRefineThres, ( ( sGydI << 3 ) −  (8‑817)  
 ( ( vx \* sGxGym ) << 12 + vx \* sGxGys ) >> 1 ) >> Floor( Log2( sGy2 ) ) )  :  0

* + For x =xSb − 1..xSb + 2, y = ySb − 1..ySb + 2, the prediction sample values of the current sub-block are derived as follows:

bdofOffset = ( vx \* ( gradientHL0[ x + 1 ][ y + 1 ] − gradientHL1[ x + 1 ][ y + 1 ] ) ) >> 1 (8‑818)  
 + ( vy \* (gradientVL0[ x + 1 ][ y + 1 ] − gradientVL1[ x + 1 ][ y + 1 ] ) ) >> 1

pbSamples[ x ][ y ] = Clip3( 0, ( 2bitDepth ) − 1, ( predSamplesL0[ x + 1 ][ y + 1 ]  + offset4 + (8‑819)  
 predSamplesL1[ x + 1 ][ y + 1 ] + bdofOffset )  >>  shift4 )

#### Weighted sample prediction process

##### General

Inputs to this process are:

* two variables nCbW and nCbH specifying the width and the height of the current coding block,
* two (nCbW)x(nCbH) arrays predSamplesL0 and predSamplesL1,
* the prediction list utilization flags, predFlagL0 and predFlagL1,
* the reference indices refIdxL0 and refIdxL1,
* the bi-prediction weight index bcwIdx,
* the variable cIdx specifying the colour component index.

Output of this process is the (nCbW)x(nCbH) array pbSamples of prediction sample values.

The variable bitDepth is derived as follows:

* If cIdx is equal to 0, bitDepth is set equal to BitDepthY.
* Otherwise, bitDepth is set equal to BitDepthC.

The variable weightedPredFlag is derived as follows:

* If slice\_type is equal to P, weightedPredFlag is set equal to pps\_weighted\_pred\_flag.
* Otherwise (slice\_type is equal to B), weightedPredFlag is set equal to pps\_weighted\_bipred\_flag.

The following applies:

* If weightedPredFlag is equal to 0, the array pbSamples of the prediction samples is derived by invoking the default weighted sample prediction process as specified in clause 8.5.6.6.2 with the coding block width nCbW, the coding block height nCbH, two (nCbW)x(nCbH) arrays predSamplesL0 and predSamplesL1, the prediction list utilization flags predFlagL0 and predFlagL1, the bi-prediction weight index bcwIdx and the bit depth bitDepth as inputs.
* Otherwise (weightedPredFlag is equal to 1), the array pbSamples of the prediction samples is derived by invoking the weighted sample prediction process as specified in clause 8.5.6.6.3 with the coding block width nCbW, the coding block height nCbH, two (nCbW)x(nCbH) arrays predSamplesL0 and predSamplesL1, the prediction list utilization flags predFlagL0 and predFlagL1, the reference indices refIdxL0 and refIdxL1, the colour component index cIdx and the bit depth bitDepth as inputs.

##### Default weighted sample prediction process

Inputs to this process are:

* two variables nCbW and nCbH specifying the width and the height of the current coding block,
* two (nCbW)x(nCbH) arrays predSamplesL0 and predSamplesL1,
* the prediction list utilization flags predFlagL0 and predFlagL1,
* the reference indices refIdxL0 and refIdxL1,
* the bi-prediction weight index bcwIdx.
* the sample bit depth, bitDepth.

Output of this process is the (nCbW)x(nCbH) array pbSamples of prediction sample values.

Variables shift1, shift2, offset1, offset2, and offset3 are derived as follows:

* The variable shift1 is set equal to Max( 2, 14 − bitDepth ) and the variable shift2 is set equal to Max( 3, 15 − bitDepth ).
* The variable offset1 is set equal to 1  <<  ( shift1 − 1 ).
* The variable offset2 is set equal to 1  <<  ( shift2 − 1 ).
* The variable offset3 is set equal to 1  <<  ( shift2 + 2 ).

Depending on the values of predFlagL0 and predFlagL1, the prediction samples pbSamples[ x ][ y ] with x = 0..nCbW − 1 and y = 0..nCbH − 1 are derived as follows:

* If predFlagL0 is equal to 1 and predFlagL1 is equal to 0, the prediction sample values are derived as follows:

pbSamples[ x ][ y ] = Clip3( 0, ( 1  <<  bitDepth ) − 1, ( predSamplesL0[ x ][ y ] + offset1 )  >>  shift1 ) (8‑820)

* Otherwise, if predFlagL0 is equal to 0 and predFlagL1 is equal to 1, the prediction sample values are derived as follows:

pbSamples[ x ][ y ] = Clip3( 0, ( 1  <<  bitDepth ) − 1, ( predSamplesL1[ x ][ y ] + offset1 )  >>  shift1 ) (8‑821)

* Otherwise (predFlagL0 is equal to 1 and predFlagL1 is equal to 1), the following applies:
* If bcwIdx is equal to 0 or ciip\_flag[ xCb ][ yCb ] is equal to 1, the prediction sample values are derived as follows:

pbSamples[ x ][ y ] = Clip3( 0, ( 1  <<  bitDepth ) − 1, (8‑822)  
 ( predSamplesL0[ x ][ y ] + predSamplesL1[ x ][ y ] + offset2 )  >>  shift2 )

* Otherwise (bcwIdx is not equal to 0 and ciip\_flag[ xCb ][ yCb ] is equal to 1), the following applies:
* The variable w1 is set equal to bcwWLut[ bcwIdx ] with bcwWLut[ k ] = { 4, 5, 3, 10, −2 }.
* The variable w0 is set equal to ( 8 − w1 ).
* The prediction sample values are derived as follows.

pbSamples[ x ][ y ] = Clip3( 0, ( 1  <<  bitDepth ) − 1, (8‑823)  
 ( w0\*predSamplesL0[ x ][ y ] + w1\*predSamplesL1[ x ][ y ] + offset3 )  >>  (shift2+3) )

##### Explicit weighted sample prediction process

Inputs to this process are:

* two variables nCbW and nCbH specifying the width and the height of the current coding block,
* two (nCbW)x(nCbH) arrays predSamplesL0 and predSamplesL1,
* the prediction list utilization flags, predFlagL0 and predFlagL1,
* the reference indices, refIdxL0 and refIdxL1,
* the variable cIdx specifying the colour component index,
* the sample bit depth, bitDepth.

Output of this process is the (nCbW)x(nCbH) array pbSamples of prediction sample values.

The variable shift1 is set equal to Max( 2, 14 − bitDepth ).

The variables log2Wd, o0, o1, w0 and w1 are derived as follows:

* If cIdx is equal to 0 for luma samples, the following applies:

log2Wd = luma\_log2\_weight\_denom + shift1 (8‑824)

w0 = LumaWeightL0[ refIdxL0 ] (8‑825)

w1 = LumaWeightL1[ refIdxL1 ] (8‑826)

o0 = luma\_offset\_l0[ refIdxL0 ] << ( BitDepthY − 8 ) (8‑827)

o1 = luma\_offset\_l1[ refIdxL1 ] << ( BitDepthY − 8 ) (8‑828)

* Otherwise (cIdx is not equal to 0 for chroma samples), the following applies:

log2Wd = ChromaLog2WeightDenom + shift1 (8‑829)

w0 = ChromaWeightL0[ refIdxL0 ][ cIdx − 1 ] (8‑830)

w1 = ChromaWeightL1[ refIdxL1 ][ cIdx − 1 ] (8‑831)

o0 = ChromaOffsetL0[ refIdxL0 ][ cIdx − 1 ] << ( BitDepthC − 8 ) (8‑832)

o1 = ChromaOffsetL1[ refIdxL1 ][ cIdx − 1 ] << ( BitDepthC − 8 ) (8‑833)

The prediction sample pbSamples[ x ][ y ] with x = 0..nCbW − 1 and y = 0..nCbH − 1 are derived as follows:

* If predFlagL0 is equal to 1 and predFlagL1 is equal to 0, the prediction sample values are derived as follows:

if( log2Wd >= 1 )  
 pbSamples[ x ][ y ] = Clip3( 0, ( 1 << bitDepth ) − 1,  
 ( ( predSamplesL0[ x ][ y ] \* w0 + 2log2Wd − 1 ) >> log2Wd ) + o0 ) (8‑834)  
else  
 pbSamples[ x ][ y ] = Clip3( 0, ( 1 << bitDepth ) − 1, predSamplesL0[ x ][ y ] \* w0 + o0 )

* Otherwise, if predFlagL0 is equal to 0 and predFlagL1 is equal to 1, the prediction sample values are derived as follows:

if( log2Wd >= 1 )  
 pbSamples[ x ][ y ] = Clip3( 0, ( 1 << bitDepth ) − 1,  
 ( ( predSamplesL1[ x ][ y ] \* w1 + 2log2Wd − 1 ) >> log2Wd ) + o1 ) (8‑835)  
else  
 pbSamples[ x ][ y ] = Clip3( 0, ( 1 << bitDepth ) − 1, predSamplesL1[ x ][ y ] \* w1 + o1 )

* Otherwise (predFlagL0 is equal to 1 and predFlagL1 is equal to 1), the prediction sample values are derived as follows:

pbSamples[ x ][ y ] = Clip3( 0, ( 1  <<  bitDepth ) − 1,  
 ( predSamplesL0[ x ][ y ] \* w0 + predSamplesL1[ x ][ y ] \* w1 +  
 ( ( o0 + o1 + 1 )  <<  log2Wd ) )  >>  ( log2Wd + 1 ) ) (8‑836)

#### Weighted sample prediction process for combined merge and intra prediction

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current luma coding block relative to the top left luma sample of the current picture,
* the width of the current coding block cbWidth,
* the height of the current coding block cbHeight,
* two (cbWidth)x(cbHeight) arrays predSamplesInter and predSamplesIntra,
* a variable cIdx specifying the colour component index.

Output of this process is the (cbWidth)x(cbHeight) array predSamplesComb of prediction sample values.

The variable bitDepth is derived as follows:

* If cIdx is equal to 0, bitDepth is set equal to BitDepthY.
* Otherwise, bitDepth is set equal to BitDepthC.

The variable scallFact is derived as follows:

scallFact = ( cIdx = = 0 ) ? 0 : 1. (8‑837)

The neighbouring luma locations ( xNbA, yNbA ) and ( xNbB, yNbB ) are set equal to   
( xCb − 1, yCb − 1 + ( cbHeight << scallFact ) ) and ( xCb − 1  + (cbWidth << scallFact ), yCb − 1 ), respectively.

For X being replaced by either A or B, the variables availableX and isIntraCodedNeighbourX are derived as follows:

* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring location ( xNbY, yNbY ) set equal to ( xNbX, yNbX ) , checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to availableX.
* The variable isIntraCodedNeighbourX is derived as follows:
* If availableX is equal to TRUE and CuPredMode[ 0 ][ xNbX ][ yNbX ] is equal to MODE\_INTRA, isIntraCodedNeighbourX is set equal to TRUE.
* Otherwise, isIntraCodedNeighbourX is set equal to FALSE.

The weight w is derived as follows:

* If isIntraCodedNeighbourA and isIntraCodedNeighbourB are both equal to TRUE, w is set equal to 3.
* Otherwise, if isIntraCodedNeighbourA and isIntraCodedNeighbourB are both equal to to FALSE, w is set equal to 1.
* Otherwise, w is set equal to 2.

When cIdx is equal to 0 and slice\_lmcs\_enabled\_flag is equal to 1, predSamplesInter[ x ][ y ] with x = 0..cbWidth − 1 and y = 0..cbHeight − 1 are modified as follows:

idxY = predSamplesInter[ x ][ y ] >> Log2( OrgCW )   
predSamplesInter [ x ][ y ] = Clip1Y( LmcsPivot[ idxY ] +  (8‑838)  
 ( ScaleCoeff[ idxY ] \* ( predSamplesInter[ x ][ y ] − InputPivot[ idxY ] ) +   
 ( 1 << 10 ) ) >> 11 )

The prediction samples predSamplesComb[ x ][ y ] with x = 0..cbWidth − 1 and y = 0..cbHeight − 1 are derived as follows:

predSamplesComb[ x ][ y ] = ( w \* predSamplesIntra[ x ][ y ] +  (8‑839)  
 ( 4 − w ) \* predSamplesInter[ x ][ y ] + 2) >> 2

### Decoding process for triangle inter blocks

#### General

This process is invoked when decoding a coding unit with MergeTriangleFlag[ xCb ][ yCb ] equal to 1.

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* the luma motion vectors in 1/16 fractional-sample accuracy mvA and mvB,
* the chroma motion vectors mvCA and mvCB,
* the reference indices refIdxA and refIdxB,
* the prediction list flags predListFlagA and predListFlagB.

Outputs of this process are:

* an (cbWidth)x(cbHeight) array predSamplesL of luma prediction samples,
* an (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamplesCb of chroma prediction samples for the component Cb,
* an (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamplesCr of chroma prediction samples for the component Cr.

Let predSamplesLAL and predSamplesLBL be (cbWidth)x(cbHeight) arrays of predicted luma sample values and, predSamplesLACb, predSamplesLBCb, predSamplesLACr and predSamplesLBCr be (cbWidth / SubWidthC)x(cbHeight / SubHeightC) arrays of predicted chroma sample values.

The predSamplesL, predSamplesCb and predSamplesCr are derived by the following ordered steps:

1. For N being each of A and B, the following applies:

* The reference picture consisting of an ordered two-dimensional array refPicLNL of luma samples and two ordered two-dimensional arrays refPicLNCb and refPicLNCr of chroma samples is derived by invoking the process specified in clause 8.5.6.2 with X set equal to predListFlagN and refIdxX set equal to refIdxN as input.
* The array predSamplesLNL is derived by invoking the fractional sample interpolation process specified in clause 8.5.6.3 with the luma location ( xCb, yCb ), the luma coding block width sbWidth set equal to cbWidth, the luma coding block height sbHeight set equal to cbHeight, the motion vector offset mvOffset set equal to ( 0, 0 ), the motion vector mvLX set equal to mvN and the reference array refPicLXL set equal to refPicLNL, the variable bdofFlag set euqal to FALSE, and the variable cIdx is set equal to 0 as inputs.
* The array predSamplesLNCb is derived by invoking the fractional sample interpolation process specified in clause 8.5.6.3 with the luma location ( xCb, yCb ), the coding block width sbWidth set equal to cbWidth / SubWidthC, the coding block height sbHeight set equal to cbHeight / SubHeightC, the motion vector offset mvOffset set equal to ( 0, 0 ), the motion vector mvLX set equal to mvCN, and the reference array refPicLXCb set equal to refPicLNCb, the variable bdofFlag set euqal to FALSE, and the variable cIdx is set equal to 1 as inputs.
* The array predSamplesLNCr is derived by invoking the fractional sample interpolation process specified in clause 8.5.6.3 with the luma location ( xCb, yCb ), the coding block width sbWidth set equal to cbWidth / SubWidthC, the coding block height sbHeight set equal to cbHeight / SubHeightC, the motion vector offset mvOffset set equal to ( 0, 0 ), the motion vector mvLX set equal to mvCN, and the reference array refPicLXCr set equal to refPicLNCr, the variable bdofFlag set euqal to FALSE, and the variable cIdx is set equal to 2 as inputs.

1. The partition direction of merge triangle mode variable triangleDir is set equal to merge\_triangle\_split\_dir[ xCb ][ yCb ].
2. The prediction samples inside the current luma coding block, predSamplesL[ xL ][ yL ] with xL = 0..cbWidth − 1 and yL = 0..cbHeight − 1, are derived by invoking the weighted sample prediction process for triangle merge mode specified in clause 8.5.7.2 with the coding block width nCbW set equal to cbWidth, the coding block height nCbH set equal to cbHeight, the sample arrays predSamplesLAL and predSamplesLBL, and the variables triangleDir, and cIdx equal to 0 as inputs.
3. The prediction samples inside the current chroma component Cb coding block, predSamplesCb[ xC ][ yC ] with xC = 0..cbWidth / SubWidthC − 1 and yC = 0..cbHeight / SubHeightC − 1, are derived by invoking the weighted sample prediction process for triangle merge mode specified in clause 8.5.7.2 with the coding block width nCbW set equal to cbWidth / SubWidthC, the coding block height nCbH set equal to cbHeight / SubHeightC, the sample arrays predSamplesLACb and predSamplesLBCb, and the variables triangleDir, and cIdx equal to 1 as inputs.
4. The prediction samples inside the current chroma component Cr coding block, predSamplesCr[ xC ][ yC ] with xC = 0..cbWidth / SubWidthC − 1 and yC = 0..cbHeight / SubHeightC − 1, are derived by invoking the weighted sample prediction process for triangle merge mode specified in clause 8.5.7.2 with the coding block width nCbW set equal to cbWidth / SubWidthC, the coding block height nCbH set equal to cbHeight / SubHeightC, the sample arrays predSamplesLACr and predSamplesLBCr, and the variables triangleDir, and cIdx equal to 2 as inputs.
5. The motion vector storing process for merge triangle mode specified in clause 8.5.7.3 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth, the luma coding block height cbHeight, the partition direction triangleDir, the luma motion vectors mvA and mvB, the reference indices refIdxA and refIdxB, and the prediction list flags predListFlagA and predListFlagB as inputs.

#### Weighted sample prediction process for triangle merge mode

Inputs to this process are:

* two variables nCbW and nCbH specifying the width and the height of the current coding block,
* two (nCbW)x(nCbH) arrays predSamplesLA and predSamplesLB,
* a variable triangleDir specifying the partition direction,
* a variable cIdx specifying colour component index.

Output of this process is the (nCbW)x(nCbH) array pbSamples of prediction sample values.

The variable nCbR is derived as follows:

nCbR = ( nCbW > nCbH ) ? ( nCbW / nCbH ) : ( nCbH / nCbW ) (8‑840)

The variable bitDepth is derived as follows:

– If cIdx is equal to 0, bitDepth is set equal to BitDepthY.

– Otherwise, bitDepth is set equal to BitDepthC.

Variables shift1 and offset1 are derived as follows:

– The variable shift1 is set equal to Max( 5, 17 − bitDepth).

– The variable offset1 is set equal to 1  <<  ( shift1 − 1 ).

Depending on the values of triangleDir, wS and cIdx, the prediction samples pbSamples[ x ][ y ] with x = 0..nCbW − 1 and y = 0..nCbH − 1 are derived as follows:

– The variable wIdx is derived as follows:

* If cIdx is equal to 0 and triangleDir is equal to 0, the following applies:

wIdx = ( nCbW > nCbH ) ? ( Clip3( 0, 8, ( x / nCbR − y ) + 4 ) ) (8‑841)  
 : ( Clip3( 0, 8, ( x − y / nCbR ) + 4 ) )

* Otherwise, if cIdx is equal to 0 and triangleDir is equal to 1, the following applies:

wIdx = ( nCbW > nCbH ) ? ( Clip3( 0, 8, ( nCbH − 1 − x / nCbR − y ) + 4 ) ) (8‑842)  
 ( Clip3( 0, 8, ( nCbW − 1 − x − y / nCbR ) + 4 ) )

* Otherwise, if cIdx is greater than 0 and triangleDir is equal to 0, the following applies:

wIdx = ( nCbW > nCbH ) ? ( Clip3( 0, 4, ( x / nCbR − y ) + 2 ) ) (8‑843)  
 : ( Clip3( 0, 4, ( x − y / nCbR ) + 2 ) )

* Otherwise (if cIdx is greater than 0 and triangleDir is equal to 1), the following applies:

wIdx = ( nCbW > nCbH ) ? ( Clip3( 0, 4, ( nCbH − 1 − x / nCbR − y ) + 2 ) ) (8‑844)  
 ( Clip3( 0, 4, ( nCbW − 1 − x − y / nCbR ) + 2 ) )

– The variable wValue specifying the weight of the prediction sample is derived using wIdx and cIdx as follows:

wValue = ( cIdx = = 0 ) ? Clip3( 0, 8, wIdx ) : Clip3( 0, 8, wIdx \* 2 ) (8‑845)

– The prediction sample values are derived as follows:

pbSamples[ x ][ y ] = Clip3( 0, ( 1  <<  bitDepth ) − 1, ( predSamplesLA[ x ][ y ] \* wValue +  (8‑846)  
 predSamplesLB[ x ][ y ] \* ( 8 − wValue ) + offset1 ) >> shift1 )

#### Motion vector storing process for triangle merge mode

This process is invoked when decoding a coding unit with MergeTriangleFlag[ xCb ][ yCb ] equal to 1.

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* a variable triangleDir specifying the partition direction,
* the luma motion vectors in 1/16 fractional-sample accuracy mvA and mvB,
* the reference indices refIdxA and refIdxB,
* the prediction list flags predListFlagA and predListFlagB.

The variables numSbX and numSbY specifying the number of 4x4 blocks in the current coding block in horizontal and vertical direction are set equal to numSbX = cbWidth >> 2 and numSbY = cbHeight >> 2.

The variable minSb is set equal to Min( numSbX, numSbY ) − 1.

The variable cbRatio is derived as follows:

cbRatio = ( cbWidth > cbHeight ) ? ( cbWidth / cbHeight ) : ( cbHeight / cbWidth ) (8‑847)

For each 4x4 subblock at subblock index ( xSbIdx, ySbIdx ) with xSbIdx = 0..numSbX − 1, and ySbIdx = 0..numSbY − 1, the following applies:

* The variables xIdx and yIdx are derived as follows:

xIdx = ( cbWidth > cbHeight ) ? ( xSbIdx / cbRatio ) : xSbIdx (8‑848)

yIdx = ( cbWidth > cbHeight ) ? ySbIdx : ( ySbIdx / cbRatio ) (8‑849)

* The variable sType is derived as follows:
* If triangleDir is equal to 0, the following applies:

sType = ( xIdx = = yIdx ) ? 2 : ( ( xIdx > yIdx ) ? 0 : 1 ) (8‑850)

* Otherwise (triangleDir is equal to 1), the following applies:

sType = ( xIdx + yIdx = = minSb ) ? 2 : ( ( xIdx + yIdx < minSb ) ? 0 : 1 ) (8‑851)

* Depending on the value of sType, the following assignments are made:
* If sType is equal to 0, the following applies:

predFlagL0 = ( predListFlagA = = 0 ) ? 1 : 0 (8‑852)

predFlagL1 = ( predListFlagA = = 0 ) ? 0 : 1 (8‑853)

refIdxL0 = ( predListFlagA = = 0 ) ? refIdxA : −1 (8‑854)

refIdxL1 = ( predListFlagA = = 0 ) ? −1 : refIdxA (8‑855)

mvL0[ 0 ] = ( predListFlagA = = 0 ) ? mvA[ 0 ] : 0 (8‑856)

mvL0[ 1 ] = ( predListFlagA = = 0 ) ? mvA[ 1 ] : 0 (8‑857)

mvL1[ 0 ] = ( predListFlagA = = 0 ) ? 0 : mvA[ 0 ] (8‑858)

mvL1[ 1 ] = ( predListFlagA = = 0 ) ? 0 : mvA[ 1 ] (8‑859)

* Otherwise, if sType is equal to 1 or ( sType is equal to 2 and predListFlagA + predListFlagB is not equal to 1 ), the following applies:

predFlagL0 = ( predListFlagB = = 0 ) ? 1 : 0 (8‑860)

predFlagL1 = ( predListFlagB = = 0 ) ? 0 : 1 (8‑861)

refIdxL0 = ( predListFlagB = = 0 ) ? refIdxB : −1 (8‑862)

refIdxL1 = ( predListFlagB = = 0 ) ? −1 : refIdxB (8‑863)

mvL0[ 0 ] = ( predListFlagB = = 0 ) ? mvB[ 0 ] : 0 (8‑864)

mvL0[ 1 ] = ( predListFlagB = = 0 ) ? mvB[ 1 ] : 0 (8‑865)

mvL1[ 0 ] = ( predListFlagB = = 0 ) ? 0 : mvB[ 0 ] (8‑866)

mvL1[ 1 ] = ( predListFlagB = = 0 ) ? 0 : mvB[ 1 ] (8‑867)

* Otherwise (sType is equal to 2 and predListFlagA + predListFlagB is equal to 1), the following applies:

predFlagL0 = 1 (8‑868)

predFlagL1 = 1 (8‑869)

refIdxL0 = ( predListFlagA = = 0 ) ? refIdxA : refIdxB (8‑870)

refIdxL1 = ( predListFlagA = = 0 ) ? refIdxB : refIdxA (8‑871)

mvL0[ 0 ] = ( predListFlagA = = 0 ) ? mvA[ 0 ] : mvB[ 0 ] (8‑872)

mvL0[ 1 ] = ( predListFlagA = = 0 ) ? mvA[ 1 ] : mvB[ 1 ] (8‑873)

mvL1[ 0 ] = ( predListFlagA = = 0 ) ? mvB[ 0 ] : mvA[ 0 ] (8‑874)

mvL1[ 1 ] = ( predListFlagA = = 0 ) ? mvB[ 1 ] : mvA[ 1 ] (8‑875)

* The following assignments are made for x = 0..3 and y = 0..3:

MvL0[ ( xSbIdx << 2 ) + x ][ ( ySbIdx << 2 ) + y] = mvL0 (8‑876)

MvL1[ ( xSbIdx << 2 ) + x ][ ( ySbIdx << 2 ) + y] = mvL1 (8‑877)

RefIdxL0[ ( xSbIdx << 2 ) + x ][ ( ySbIdx << 2 ) + y] = refIdxL0 (8‑878)

RedIdxL1[ ( xSbIdx << 2 ) + x ][ ( ySbIdx << 2 ) + y] = refIdxL1 (8‑879)

PredFlagL0[ ( xSbIdx << 2 ) + x ][ ( ySbIdx << 2 ) + y] = predFlagL0 (8‑880)

PredFlagL1[ ( xSbIdx << 2 ) + x ][ ( ySbIdx << 2 ) + y] = predFlagL1 (8‑881)

### Decoding process for the residual signal of coding blocks coded in inter prediction mode

Inputs to this process are:

* a sample location ( xTb0, yTb0 ) specifying the top-left sample of the current transform block relative to the top‑left sample of the current picture,
* a variable nTbW specifying the width of the current transform block,
* a variable nTbH specifying the height of the current transform block,
* a variable cIdx specifying the colour component of the current block.

Output of this process is an (nTbW)x(nTbH) array resSamples.

The maximum transform block width maxTbWidth and height maxTbHeight are derived as follows:

maxTbWidth = ( cIdx  = =  0 ) ? MaxTbSizeY : MaxTbSizeY / SubWidthC (8‑882)

maxTbHeight = ( cIdx  = =  0 ) ? MaxTbSizeY : MaxTbSizeY / SubHeightC (8‑883)

The luma sample location is derived as follows:

( xTbY, yTbY ) = ( cIdx  = =  0 ) ? ( xTb0, yTb0 ) : ( xTb0 \* SubWidthC, yTb0 \* SubHeightC ) (8‑884)

Depending on maxTbSize, the following applies:

* If nTbW is greater than maxTbWidth or nTbH is greater than maxTbHeight, the following ordered steps apply.

1. The variables newTbW and newTbH are derived as follows:

newTbW = ( nTbW  >  maxTbWidth ) ? ( nTbW / 2 ) : nTbW (8‑885)

newTbH = ( nTbH   >  maxTbHeight ) ? ( nTbH / 2 ) :  nTbH (8‑886)

1. The decoding process process for the residual signal of coding units coded in inter prediction mode as specified in this clause is invoked with the location ( xTb0, yTb0 ), the transform block width nTbW set equal to newTbW and the height nTbH set equal to newTbH, and the variable cIdx as inputs, and the output is a modified reconstructed picture before in-loop filtering.
2. When nTbW is greater than maxTbWidth, the decoding process process for the residual signal of coding units coded in inter prediction mode as specified in this clause is invoked with the location ( xTb0, yTb0 ) set equal to ( xTb0 + newTbW, yTb0 ), the transform block width nTbW set equal to newTbW and the height nTbH set equal to newTbH, and the variable cIdx as inputs, and the output is a modified reconstructed picture .
3. When nTbH is greater than maxTbHeight, the decoding process process for the residual signal of coding units coded in inter prediction mode as specified in this clause is invoked with the location ( xTb0, yTb0 ) set equal to ( xTb0, yTb0 + newTbH ), the transform block width nTbW set equal to newTbW and the height nTbH set equal to newTbH, and the variable cIdx as inputs, and the output is a modified reconstructed picture before in-loop filtering.
4. Wwhen nTbW is greater than maxTbWidth and nTbH is greater than maxTbHeight, the decoding process process for the residual signal of coding units coded in inter prediction mode as specified in this clause is invoked with the location ( xTb0, yTb0 ) set equal to ( xTb0 + newTbW, yTb0 + newTbH ), the transform block width nTbW set equal to newTbW and height nTbH set equal to newTbH, and the variable cIdx as inputs, and the output is a modified reconstructed picture before in-loop filtering.

* Otherwise, if cu\_sbt\_flag is equal to 1, the following applies:
* The variables sbtMinNumFourths, wPartIdx and hPartIdx are derived as follows:

sbtMinNumFourths = cu\_sbt\_quad\_flag  ?  1  :  2 (8‑887)

wPartIdx = cu\_sbt\_horizontal\_flag ? 4 : sbtMinNumFourths (8‑888)

hPartIdx = !cu\_sbt\_horizontal\_flag ? 4 : sbtMinNumFourths (8‑889)

* The variables xPartIdx and yPartIdx are derived as follows:
* If cu\_sbt\_pos\_flag is equal to 0, xPartIdx and yPartIdx are set equal to 0.
* Otherwise (cu\_sbt\_pos\_flag is equal to 1), the variables xPartIdx and yPartIdx are derived as follows:

xPartIdx = cu\_sbt\_horizontal\_flag ? 0 : ( 4 − sbtMinNumFourths ) (8‑890)

yPartIdx = !cu\_sbt\_horizontal\_flag ? 0 : ( 4 − sbtMinNumFourths ) (8‑891)

* The variables xTbYSub, yTbYSub, xTb0Sub, yTb0Sub, nTbWSub and nTbHSub are derived as follows:

xTbYSub = xTbY + ( ( nTbW \* ( ( cIdx  = =  0 ) ? 1: SubWidthC ) \* xPartIdx / 4 ) (8‑892)

yTbYSub = yTbY + ( ( nTbH \* ( ( cIdx  = =  0 ) ? 1: SubHeightC ) \* yPartIdx / 4 ) (8‑893)

xTb0Sub = xTb0 + ( nTbW \* xPartIdx / 4 ) (8‑894)

yTb0Sub = yTb0 + ( nTbH \* yPartIdx / 4 ) (8‑895)

nTbWSub = nTbW \* wPartIdx / 4 (8‑896)

nTbHSub = nTbH \* hPartIdx / 4 (8‑897)

* The scaling and transformation process as specified in clause 8.7.2 is invoked with the luma location ( xTbYSub , yTbYSub ), the variable cIdx, nTbWSub and nTbHSub as inputs, and the output is an ( nTbWSub )x( nTbHSub ) array resSamplesTb.
* The residual samples resSamples[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1 are set equal to 0.
* The residual samples resSamples[ x ][ y ] with x = xTb0Sub..xTb0Sub + nTbWSub – 1, y = yTb0Sub..yTb0Sub + nTbHSub – 1 are derived as follows:

resSamples[ x ][ y ] = resSamplesTb[ x – xTb0Sub ][ y – yTb0Sub ] (8‑898)

* Otherwise, the scaling and transformation process as specified in clause 8.7.2 is invoked with the luma location ( xTbY, yTbY ), the variable cIdx, the transform width nTbW and the transform height nTbH as inputs, and the output is an (nTbW)x(nTbH) array resSamples.

## Decoding process for coding units coded in IBC prediction mode

### General decoding process for coding units coded in IBC prediction mode

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* a variable treeType specifying whether a single or a dual tree is used and if a dual tree is used, it specifies whether the current tree corresponds to the luma or chroma components.

Output of this process is a modified reconstructed picture before in-loop filtering.

The derivation process for quantization parameters as specified in clause 8.7.1 is invoked with the luma location ( xCb, yCb ), the width of the current coding block in luma samples cbWidth and the height of the current coding block in luma samples cbHeight, and the variable treeType as inputs.

The decoding process for coding units coded in IBC prediction mode consists of the following ordered steps:

1. The block vector components of the current coding unit are derived as follows:

* The derivation process for block vector components as specified in clause 8.6.2.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight as inputs, and the luma block vector bvL as output.
* When treeType is equal to SINGLE\_TREE, the derivation process for chroma block vectors in clause 8.6.2.5 is invoked with luma block vector bvL as input, and chroma block vector bvC as output.

1. The prediction samples of the current coding unit are derived as follows:

* The decoding process for IBC blocks as specified in clause 8.6.3.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight, the luma block vector bvL, the variable cIdx set equal to 0 as inputs, and the IBC prediction samples (predSamples) that are an (cbWidth)x(cbHeight) array predSamplesL of prediction luma samples as outputs.
* When treeType is equal to SINGLE\_TREE, the prediction samples of the current coding unit are derived as follows:
  + - * The decoding process for IBC blocks as specified in clause 8.6.3.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight, the chroma block vector bvC and the variable cIdx set equal to 1 as inputs, and the IBC prediction samples (predSamples) that are an (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamplesCb of prediction chroma samples for the chroma components Cb as outputs.
      * The decoding process for IBC blocks as specified in clause 8.6.3.1 is invoked with the luma coding block location ( xCb, yCb ), the luma coding block width cbWidth and the luma coding block height cbHeight, the chroma block vector bvC and the variable cIdx set equal to 2 as inputs, and the IBC prediction samples (predSamples) that are an (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamplesCr of prediction chroma samples for the chroma components Cr as outputs.

1. The residual samples of the current coding unit are derived as follows:

* The decoding process for the residual signal of coding blocks coded in inter prediction mode as specified in clause 8.5.8 is invoked with the location ( xTb0, yTb0 ) set equal to the luma location ( xCb, yCb ), the width nTbW set equal to the luma coding block width cbWidth, the height nTbH set equal to the luma coding block height cbHeight and the variable cIdx set equal to 0 as inputs, and the array resSamplesL as output.
* When treeType is equal to SINGLE\_TREE, the decoding process for the residual signal of coding blocks coded in inter prediction mode as specified in clause 8.5.8 is invoked with the location ( xTb0, yTb0 ) set equal to the chroma location ( xCb / SubWidthC, yCb / SubHeightC ), the width nTbW set equal to the chroma coding block width cbWidth / SubWidthC, the height nTbH set equal to the chroma coding block height cbHeight / SubHeightC and the variable cIdx set equal to 1 as inputs, and the array resSamplesCb as output.
* When treeType is equal to SINGLE\_TREE, the decoding process for the residual signal of coding blocks coded in inter prediction mode as specified in clause 8.5.8 is invoked with the location ( xTb0, yTb0 ) set equal to the chroma location ( xCb / SubWidthC, yCb / SubHeightC ), the width nTbW set equal to the chroma coding block width cbWidth / SubWidthC, the height nTbH set equal to the chroma coding block height cbHeight / SubHeightC and the variable cIdxset equal to 2 as inputs, and the array resSamplesCr as output.

1. The reconstructed samples of the current coding unit are derived as follows:

* The picture reconstruction process for a colour component as specified in clause 8.7.5 is invoked with the block location ( xB, yB ) set equal to ( xCb, yCb ), the block width bWidth set equal to cbWidth, the block height bHeight set equal to cbHeight, the variable treeType, the variable cIdx set equal to 0, the (cbWidth)x(cbHeight) array predSamples set equal to predSamplesL and the (cbWidth)x(cbHeight) array resSamples set equal to resSamplesL as inputs, and the output is a modified reconstructed picture before in-loop filtering.
* When treeType is equal to SINGLE\_TREE, the picture reconstruction process for a colour component as specified in clause 8.7.5 is invoked with the block location ( xB, yB ) set equal to ( xCb / SubWidthC, yCb / SubHeightC ), the block width bWidth set equal to cbWidth / SubWidthC, the block height bHeight set equal to cbHeight / SubHeightC, the variable treeType, the variable cIdx set equal to 1, the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamples set equal to predSamplesCb and the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array resSamples set equal to resSamplesCb as inputs, and the output is a modified reconstructed picture before in-loop filtering.
* When treeType is equal to SINGLE\_TREE, the picture reconstruction process for a colour component as specified in clause 8.7.5 is invoked with the block location ( xB, yB ) set equal to ( xCb / SubWidthC, yCb / SubHeightC ), the block width bWidth set equal to cbWidth / SubWidthC, the block height bHeight set equal to cbHeight / SubHeightC, the variable treeType, the variable cIdx set equal to 2, the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array predSamples set equal to predSamplesCr and the (cbWidth / SubWidthC)x(cbHeight / SubHeightC) array resSamples set equal to resSamplesCr as inputs, and the output is a modified reconstructed picture before in-loop filtering.

### Derivation process for block vector components for IBC blocks

#### General

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are:

* the luma block vector in 1/16 fractional-sample accuracy bvL.

The luma block vector mvL is derived as follows:

* The derivation process for IBC luma block vector prediction as specified in clause 8.6.2.2 is invoked with the luma location ( xCb, yCb ), the variables cbWidth and cbHeight inputs, and the output being the luma block vector bvL.
* When general\_merge\_flag[ xCb ][ yCb ] is equal to 0, the following applies:

1. The variable bvd is derived as follows:

bvd[ 0 ] = MvdL0[ xCb ][ yCb ][ 0 ] (8‑899)

bvd[ 1 ] = MvdL0[ xCb ][ yCb ][ 1 ] (8‑900)

1. The rounding process for motion vectors as specified in clause 8.5.2.14 is invoked with mvX set equal to bvL, rightShift set equal to AmvrShift, and leftShift set equal to AmvrShift as inputs and the rounded bvL as output.
2. The luma block vector bvL is modified as follows:

u[ 0 ] = ( bvL[ 0 ] + bvd[ 0 ] + 218 ) % 218 (8‑901)

bvL[ 0 ] = ( u[ 0 ] >= 217 ) ? ( u[ 0 ] − 218 ) : u[ 0 ] (8‑902)

u[ 1 ] = ( bvL[ 1 ] + bvd[ 1 ] + 218 ) % 218  (8‑903)

bvL[ 1 ] = ( u[ 1 ] >= 217 ) ? ( u[ 1 ] − 218 ) : u[ 1 ] (8‑904)

NOTE 1– The resulting values of bvL[ 0 ] and bvL[ 1 ] as specified above will always be in the range of −217 to 217 − 1, inclusive.

When IsInSmr[ xCb ][ yCb ] is equal to false, the updating process for the history-based block vector predictor list as specified in clause 8.6.2.6 is invoked with luma block vector bvL.

It is a requirement of bitstream conformance that the luma block vector bvL shall obey the following constraints:

* CtbSizeY is greater than or equal to ( ( yCb + ( bvL[ 1 ] >> 4 ) ) & ( CtbSizeY − 1 ) ) + cbHeight.
* IbcVirBuf[ 0 ][ ( x + (bvL[ 0 ] >> 4 ) ) & ( IbcVirBufWidth − 1 ) ][ ( y + (bvL[1] >> 4 ) ) & ( CtbSizeY − 1) ] shall not be equal to −1 for x = xCb..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1.

#### Derivation process for IBC luma block vector prediction

This process is only invoked when CuPredMode[ 0 ][ xCb ][ yCb ] is equal to MODE\_IBC, where ( xCb, yCb ) specify the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture.

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are:

* the luma block vector in 1/16 fractional-sample accuracy bvL.

The variables xSmr, ySmr, smrWidth, and smrHeight are derived as follows:

xSmr = IsInSmr[ xCb ][ yCb ]  ?  SmrX[ xCb ][ yCb ]  :  xCb (8‑905)

ySmr = IsInSmr[ xCb ][ yCb ]  ?  SmrY[ xCb ][ yCb ]  :  yCb (8‑906)

smrWidth = IsInSmr[ xCb ][ yCb ]  ?  SmrW[ xCb ][ yCb ]  :  cbWidth (8‑907)

smrHeight = IsInSmr[ xCb ][ yCb ]  ?  SmrH[ xCb ][ yCb ]  :  cbHeight (8‑908)

The luma block vector bvL is derived by the following ordered steps:

1. The derivation process for spatial block vector candidates from neighbouring coding units as specified in clause 8.6.2.3 is invoked with the luma coding block location ( xCb, yCb ) set equal to ( xSmr, ySmr ), the luma coding block width cbWidth, and the luma coding block height cbHeight set equal to smrWidth and smrHeight as inputs, and the outputs being the availability flags availableFlagA1, availableFlagB1 and the block vectors bvA1 and bvB1.
2. The block vector candidate list, bvCandList, is constructed as follows:

i = 0  
if( availableFlagA1 )  
 bvCandList [ i++ ] = bvA1 (8‑909)  
if( availableFlagB1 )  
 bvCandList [ i++ ] = bvB1

1. The variable numCurrCand is set equal to the number of merging candidates in the bvCandList.
2. When numCurrCand is less than MaxNumIbcMergeCand and NumHmvpIbcCand is greater than 0, the derivation process of IBC history-based block vector candidates as specified in 8.6.2.4 is invoked with bvCandList, and numCurrCand as inputs, and modified bvCandList and numCurrCand as outputs.
3. When numCurrCand is less than MaxNumIbcMergeCand, the following applies until numCurrCand is equal to MaxNumIbcMergeCand:
   * + bvCandList[ numCurrCand ][ 0 ] is set equal to 0.
     + bvCandList[ numCurrCand ][ 1 ] is set equal to 0.
     + numCurrCand is increased by 1.
4. The variable bvIdx is derived as follows:

bvIdx = general\_merge\_flag[ xCb ][ yCb ] ? merge\_idx[ xCb ][ yCb ] : mvp\_l0\_flag[ xCb ][ yCb ] (8‑910)

1. The following assignments are made:

bvL[ 0 ] = bvCandList[ mvIdx ][ 0 ] (8‑911)

bvL[ 1 ] = bvCandList[ mvIdx ][ 1 ] (8‑912)

#### Derivation process for IBC spatial block vector candidates

Inputs to this process are:

* a luma location ( xCb, yCb ) of the top-left sample of the current luma coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples.

Outputs of this process are as follows:

* the availability flags availableFlagA1 and availableFlagB1 of the neighbouring coding units,
* the block vectors in 1/16 fractional-sample accuracy bvA1, and bvB1 of the neighbouring coding units,

For the derivation of availableFlagA1 and mvA1 the following applies:

* The luma location ( xNbA1, yNbA1 ) inside the neighbouring luma coding block is set equal to ( xCb − 1,  yCb + cbHeight − 1 ).
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbA1, yNbA1 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableA1.
* The variables availableFlagA1 and bvA1 are derived as follows:
* If availableA1 is equal to FALSE, availableFlagA1 is set equal to 0 and both components of bvA1 are set equal to 0.
* Otherwise, availableFlagA1 is set equal to 1 and the following assignments are made:

bvA1 = MvL0[ xNbA1 ][ yNbA1 ] (8‑913)

For the derivation of availableFlagB1 and bvB1 the following applies:

* The luma location ( xNbB1, yNbB1 ) inside the neighbouring luma coding block is set equal to ( xCb + cbWidth − 1, yCb − 1 ).
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the current luma location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring luma location ( xNbB1, yNbB1 ), checkPredModeY set equal to TRUE, and cIdx set equal to 0 as inputs, and the output is assigned to the block availability flag availableB1.
* The variables availableFlagB1 and bvB1 are derived as follows:
* If one or more of the following conditions are true, availableFlagB1 is set equal to 0 and both components of bvB1 are set equal to 0:
  + availableB1 is equal to FALSE.
  + availableA1 is equal to TRUE and the luma locations ( xNbA1, yNbA1 ) and ( xNbB1, yNbB1 ) have the same block vectors.
* Otherwise, availableFlagB1 is set equal to 1 and the following assignments are made:

bvB1 = MvL0[ xNbB1 ][ yNbB1 ] (8‑914)

#### Derivation process for IBC history-based block vector candidates

Inputs to this process are:

* a block vector candidate list bvCandList,
* a variable isInSmr specifying whether the current coding unit is inside a shared merging candidate region,
* the number of available block vector candidates in the list numCurrCand.

Outputs to this process are:

* the modified block vector candidate list bvCandList,
* the modified number of motion vector candidates in the list numCurrCand.

The variables isPrunedA1 and isPrunedB1 are set both equal to FALSE.

For each candidate in smrHmvpIbcCandList[ hMvpIdx ] with index hMvpIdx = 1..smrNumHmvpIbcCand, the following ordered steps are repeated until numCurrCand is equal to MaxNumIbcMergeCand:

1. The variable sameMotion is derived as follows:
   * If all of the following conditions are true for any block vector candidate N with N being A1 or B1, sameMotion and isPrunedN are both set equal to TRUE:
   * hMvpIdx is less than or equal to 1.
   * The candidate HmvpIbcCandList[NumHmvpIbcCand − hMvpIdx] is equal to the block vector candidate N.
   * isPrunedN is equal to FALSE.
   * Otherwise, sameMotion is set equal to FALSE.
2. When sameMotion is equal to FALSE, the candidate HmvpIbcCandList[NumHmvpIbcCand − hMvpIdx] is added to the block vector candidate list as follows:

bvCandList[ numCurrCand++ ] = HmvpIbcCandList[ NumHmvpIbcCand − hMvpIdx ] (8‑915)

#### Derivation process for chroma block vectors

Input to this process is:

* a luma block vector in 1/16 fractional-sample accuracy bvL.

Output of this process is a chroma block vector in 1/32 fractional-sample accuracy bvC.

A chroma block vector is derived from the corresponding luma block vector.

The chroma block vector bvC is derived as follows:

bvC[ 0 ] = ( ( bvL[ 0 ] >> ( 3 + SubWidthC ) ) \* 32 (8‑916)

bvC[ 1 ] = ( ( bvL[ 1 ] >> ( 3 + SubHeightC ) ) \* 32 (8‑917)

#### Updating process for the history-based block vector predictor candidate list

Inputs to this process are:

* luma block vector bvL in 1/16 fractional-sample accuracy.

The candidate list HmvpIbcCandList is modified by the following ordered steps:

1. The variable identicalCandExist is set equal to FALSE and the variable removeIdx is set equal to 0.
2. When NumHmvpIbcCand is greater than 0, for each index hMvpIdx with hMvpIdx = 0..NumHmvpIbcCand − 1, the following steps apply until identicalCandExist is equal to TRUE:
   * When hMvpCand is equal to HmvpIbcCandList[ hMvpIdx ], identicalCandExist is set equal to TRUE and removeIdx is set equal to hMvpIdx.
3. The candidate list HmvpIbcCandList is updated as follows:
   * If identicalCandExist is equal to TRUE or NumHmvpIbcCand  is equal to 5, the following applies:
   * For each index i with i = ( removeIdx + 1 )..( NumHmvpIbcCand − 1 ), HmvpIbcCandList[ i − 1] is set equal to HmvpIbcCandList [ i ].
   * HmvpIbcCandList[ NumHmvpIbcCand − 1 ] is set equal to bvL.
   * Otherwise (identicalCandExist is equal to FALSE and NumHmvpIbcCand  is less than 5), the following applies:
   * HmvpIbcCandList[ NumHmvpIbcCand ++ ] is set equal to bvL.

### Decoding process for IBC blocks

#### General

This process is invoked when decoding a coding unit coded in IBC prediction mode.

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top‑left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* the block vector bv,
* a variable cIdx specifying the colour component index of the current block.

Outputs of this process are:

* an array predSamples of prediction samples.

When cIdx is equal to 0, for x = xCb..xCb + cbWidth − 1 and y = yCb..yCb + cbHeight − 1, the following applies:

xVb = ( x + ( bv[ 0 ] >> 4 ) ) & ( IbcBufWidthY − 1 ) (8‑918)

yVb = ( y + ( bv[ 1 ] >> 4 ) ) & ( CtbSizeY − 1 ) (8‑919)

predSamples[ x ][ y ] = ibcVirBuf[ 0 ][ xVb ][ yVb ] (8‑920)

When cIdx is not equal to 0, for x = xCb / subWidthC..xCb / subWidthC + cbWidth / subWidthC − 1 and y = yCb / subHeightC..yCb / subHeightC + cbHeight / subHeightC − 1, the following applies:

xVb = ( x + ( bv[ 0 ] >> 5 ) ) & ( IbcBufWidthC − 1 ) (8‑921)

yVb = ( y + ( bv[ 1 ] >> 5 ) ) & ( CtbSizeC − 1 ) (8‑922)

predSamples[ x ][ y ] = ibcVirBuf[ cIdx ][ xVb ][ yVb ] (8‑923)

When cIdx is equal to 0, the following assignments are made for x = 0..cbWidth − 1 and y = 0..cbHeight − 1:

MvL0[ xCb + x ][ yCb + y ] = bv (8‑924)

MvL1[ xCb + x ][ yCb + y ] = 0 (8‑925)

RefIdxL0[ xCb + x ][ yCb + y ] = −1 (8‑926)

RefIdxL1[ xCb + x ][ yCb + y ] = −1 (8‑927)

PredFlagL0[ xCb + x ][ yCb + y ] = 0 (8‑928)

PredFlagL1[ xCb + x ][ yCb + y ] = 0 (8‑929)

BcwIdx[ xCb + x ][ yCb + y ] = 0 (8‑930)

## Scaling, transformation and array construction process

### Derivation process for quantization parameters

Inputs to this process are:

* a luma location ( xCb, yCb ) specifying the top-left luma sample of the current coding block relative to the top-left luma sample of the current picture,
* a variable cbWidth specifying the width of the current coding block in luma samples,
* a variable cbHeight specifying the height of the current coding block in luma samples,
* a variable treeType specifying whether a single tree (SINGLE\_TREE) or a dual tree is used to partition the CTUs and, when a dual tree is used, whether the luma (DUAL\_TREE\_LUMA) or chroma components (DUAL\_TREE\_CHROMA) are currently processed.

In this process, the luma quantization parameter Qp′Y and the chroma quantization parameters Qp′Cb and Qp′Cr are derived.

The luma location ( xQg, yQg ), specifies the top-left luma sample of the current quantization group relative to the top left luma sample of the current picture. The horizontal and vertical positions xQg and yQg are set equal to CuQgTopLeftX and CuQgTopLeftY, respectively.

NOTE – : The current quantization group is a rectangluar region inside a coding tree block that shares the same qPY\_PRED. Its width and height are equal to the width and height of the coding tree node of which the top-left luma sample position is assigned to the variables CuQgTopLeftX and CuQgTopLeftY.

When treeType is equal to SINGLE\_TREE or DUAL\_TREE\_LUMA, the predicted luma quantization parameter qPY\_PRED is derived by the following ordered steps:

1. The variable qPY\_PREV is derived as follows:

– If one or more of the following conditions are true, qPY\_PREV is set equal to SliceQpY:

– The current quantization group is the first quantization group in a slice.

– The current quantization group is the first quantization group in a brick.

– The current quantization group is the first quantization group in a CTB row of a brick and entropy\_coding\_sync\_enabled\_flag is equal to 1.

– Otherwise, qPY\_PREV is set equal to the luma quantization parameter QpY of the last luma coding unit in the previous quantization group in decoding order.

1. The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring location ( xNbY, yNbY ) set equal to ( xQg − 1, yQg ), checkPredModeY set equal to FALSE, and cIdx set equal to 0 as inputs, and the output is assigned to availableA. The variable qPY\_A is derived as follows:

– If one or more of the following conditions are true, qPY\_A is set equal to qPY\_PREV:

– availableA is equal to FALSE.

– The CTB containing the luma coding block covering the luma location ( xQg − 1, yQg ) is not equal to the CTB containing the current luma coding block at ( xCb, yCb ), i.e. all of the following conditions are true:

– ( xQg − 1 )  >>  CtbLog2SizeY is not equal to ( xCb )  >>  CtbLog2SizeY

– ( yQg )  >>  CtbLog2SizeY is not equal to ( yCb )  >>  CtbLog2SizeY

– Otherwise, qPY\_A is set equal to the luma quantization parameter QpY of the coding unit containing the luma coding block covering ( xQg − 1, yQg ).

1. The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( xCb, yCb ), the neighbouring location ( xNbY, yNbY ) set equal to ( xQg, yQg − 1 ), checkPredModeY set equal to FALSE, and cIdx set equal to 0 as inputs, and the output is assigned to availableB. The variable qPY\_B is derived as follows:

– If one or more of the following conditions are true, qPY\_B is set equal to qPY\_PREV:

– availableB is equal to FALSE.

– The CTB containing the luma coding block covering the luma location ( xQg, yQg − 1 ) is not equal to the CTB containing the current luma coding block at ( xCb, yCb ), i.e. all of the following conditions are true:

– ( xQg )  >>  CtbLog2SizeY is not equal to ( xCb )  >>  CtbLog2SizeY

– ( yQg − 1 )  >>  CtbLog2SizeY is not equal to ( yCb )  >>  CtbLog2SizeY

– Otherwise, qPY\_B is set equal to the luma quantization parameter QpY of the coding unit containing the luma coding block covering ( xQg, yQg − 1 ).

1. The predicted luma quantization parameter qPY\_PRED is derived as follows:

* If all the following conditions are true, then qPY\_PRED is set equal to the luma quantization parameter QpY of the coding unit containing the luma coding block covering ( xQg, yQg − 1 ):
* availableB is equal to TRUE.
* the current quantization group is the first quantization group in a CTB row within a brick
* Otherwise, qPY\_PRED is derived as follows:

qPY\_PRED = ( qPY\_A + qPY\_B + 1 ) >> 1 (8‑931)

The variable QpY is derived as follows:

QpY = ( ( qPY\_PRED + CuQpDeltaVal + 64 + 2 \* QpBdOffsetY )%( 64 + QpBdOffsetY ) ) − QpBdOffsetY (8‑932)

The luma quantization parameter Qp′Y is derived as follows:

Qp′Y = QpY + QpBdOffsetY (8‑933)

When ChromaArrayType is not equal to 0 and treeType is equal to SINGLE\_TREE or DUAL\_TREE\_CHROMA, the following applies:

– When treeType is equal to DUAL\_TREE\_CHROMA, the variable QpY is set equal to the luma quantization parameter QpY of the luma coding unit that covers the luma location ( xCb + cbWidth / 2, yCb + cbHeight / 2 ).

– The variables qPCb, qPCr and qPCbCr are derived as follows:

qPiChroma = Clip3( −QpBdOffsetC, 63, QpY ) (8‑934)

qPiCb = ChromaQpTable[ 0 ][ qPiChroma ] (8‑935)

qPiCr = ChromaQpTable[ 1 ][ qPiChroma ] (8‑936)

qPiCbCr = ChromaQpTable[ 2 ][ qPiChroma ] (8‑937)

– The chroma quantization parameters for the Cb and Cr components, Qp′Cb and Qp′Cr, and joint Cb-Cr coding Qp′CbCr are derived as follows:

Qp′Cb =  Clip3( −QpBdOffsetC, 63, qPCb + pps\_cb\_qp\_offset + slice\_cb\_qp\_offset +CuQpOffsetCb )  
  + QpBdOffsetC (8‑938)

Qp′Cr = Clip3( −QpBdOffsetC, 63, qPCr + pps\_cr\_qp\_offset + slice\_cr\_qp\_offset +CuQpOffsetCr )  
  + QpBdOffsetC (8‑939)

Qp′CbCr = Clip3( −QpBdOffsetC, 63, qPCbCr + pps\_cbcr\_qp\_offset + slice\_cbcr\_qp\_offset +CuQpOffsetCbCr )  
  + QpBdOffsetC (8‑940)

### Scaling and transformation process

Inputs to this process are:

* a luma location ( xTbY, yTbY ) specifying the top-left sample of the current luma transform block relative to the top‑left luma sample of the current picture,
* a variable cIdx specifying the colour component of the current block,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height.

Output of this process is the (nTbW)x(nTbH) array of residual samples resSamples[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1.

The variables bitDepth, bdShift and tsShift are derived as follows:

bitDepth = ( cIdx = = 0 ) ? BitDepthY : BitDepthC (8‑941)

bdShift = Max( 20 − bitDepth, 0 ) (8‑942)

tsShift = 5 + ( ( Log2( nTbW ) + Log2( nTbH ) ) / 2 ) (8‑943)

The variable codedCIdx is derived as follows:

* If cIdx is equal to 0 or TuCResMode[ xTbY ][ yTbY ] is equal to 0, codedCIdx is set equal to cIdx.
* Otherwise, if TuCResMode[ xTbY ][ yTbY ] is equal to 1 or 2, codedCIdx is set equal to 1.
* Otherwise, codedCIdx is set equal to 2.

The variable cSign is set equal to ( 1 − 2 \* slice\_joint\_cbcr\_sign\_flag ).

The (nTbW)x(nTbH) array of residual samples resSamples is derived as follows:

* 1. The scaling process for transform coefficients as specified in clause 8.7.3 is invoked with the transform block location ( xTbY, yTbY ), the transform block width nTbW and the transform block height nTbH, the colour component variable cIdx being set equal to codedCIdx and the bit depth of the current colour component bitDepth as inputs, and the output is an (nTbW)x(nTbH) array of scaled transform coefficients d.
  2. The (nTbW)x(nTbH) array of residual samples r is derived as follows:
* If transform\_skip\_flag[ xTbY ][ yTbY ] is equal to 1 and cIdx is equal to 0, the residual sample array values r[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

r[ x ][ y ] = d[ x ][ y ]  <<  tsShift (8‑944)

* Otherwise (transform\_skip\_flag[ xTbY ][ yTbY ] is equal to 0 or and cIdx is not equal to 0), the transformation process for scaled transform coefficients as specified in clause 8.7.4.1 is invoked with the transform block location ( xTbY, yTbY ), the transform block width nTbW and the transform block height nTbH, the colour component variable cIdx and the (nTbW)x(nTbH) array of scaled transform coefficients d as inputs, and the output is an (nTbW)x(nTbH) array of residual samples r.
  1. The intermediate residual samples res [ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:

res [ x ][ y ] = ( r[ x ][ y ] + ( 1 << ( bdShift − 1 ) ) ) >> bdShift (8‑945)

* 1. The residual samples resSamples[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1 are derived as follows:
* If cIdx is equal to codedCIdx, the following applies:

resSamples[ x ][ y ] = res[ x ][ y ] (8‑946)

* Otherwise, if TuCResMode[ xTbY ][ yTbY ] is equal to 2, the following applies:

resSamples[ x ][ y ] = cSign \* res[ x ][ y ] (8‑947)

* Otherwise, the following applies:

resSamples[ x ][ y ] = ( cSign \* res[ x ][ y ] ) >> 1 (8‑948)

### Scaling process for transform coefficients

Inputs to this process are:

* a luma location ( xTbY, yTbY ) specifying the top-left sample of the current luma transform block relative to the top‑left luma sample of the current picture,
* a variable nTbW specifying the transform block width,
* a variable nTbH specifying the transform block height,
* a variable cIdx specifying the colour component of the current block,
* a variable bitDepth specifying the bit depth of the current colour component.

Output of this process is the (nTbW)x(nTbH) array d of scaled transform coefficients with elements d[ x ][ y ].

The quantization parameter qP is derived as follows:

* If cIdx is equal to 0 and transform\_skip\_flag[ xTbY ][ yTbY ] is equal to 0, the following applies:

qP = Qp′Y  (8‑949)

* Otherwise, if cIdx is equal to 0 (and transform\_skip\_flag[ xTbY ][ yTbY ] is equal to 1), the following applies:

qP = Max( QpPrimeTsMin, Qp′Y ) (8‑950)

* Otherwise, if TuCResMode[ xTbY ][ yTbY ] is equal to 2, the following applies:

qP = Qp′CbCr (8‑951)

* Otherwise, if cIdx is equal to 1, the following applies:

qP = Qp′Cb (8‑952)

* Otherwise (cIdx is equal to 2), the following applies:

qP = Qp′Cr (8‑953)

The variable rectNonTsFlag is derived as follows:

rectNonTsFlag = ( ( ( Log2( nTbW ) + Log2( nTbH ) ) & 1 )  = =  1 && (8‑954)  
 transform\_skip\_flag[ xTbY ][ yTbY ] = = 0 )

The variables bdShift, rectNorm and bdOffset are derived as follows:

bdShift = bitDepth + ( ( rectNonTsFlag  ?  1  :  0 ) + (8‑955)  
 ( Log2( nTbW ) + Log2( nTbH ) ) / 2 ) − 5 + dep\_quant\_enabled\_flag

bdOffset = ( 1 << bdShift ) >> 1 (8‑956)

The list levelScale[ ][ ] is specified as levelScale[ j ][ k ] = { { 40, 45, 51, 57, 64, 72 }, { 57, 64, 72, 80, 90, 102 } } with j = 0..1, k = 0..5.

The (nTbW)x(nTbH) array dz is set equal to the (nTbW)x(nTbH) array TransCoeffLevel[ xTbY ][ yTbY ][ cIdx ].

For the derivation of the scaled transform coefficients d[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1, the following applies:

* The intermediate scaling factor m[ x ][ y ] is derived as follows:

– If one or more of the following conditions are true, m[ x ][ y ] is set equal to 16:

* sps\_scaling\_list\_enabled\_flag is equal to 0.
* transform\_skip\_flag[ xTbY ][ yTbY ] is equal to 1.

– Otherwise, the following applies:

m[ x ][ y ] = ScalingFactor[ Log2( nTbW ) ][ Log2( nTbH ) ][ matrixId ][ x ][ y ],   
 with matrixId as specified in Table 7‑5 (8‑957)

* The scaling factor ls[ x ][ y ] is derived as follows:

– If dep\_quant\_enabled\_flag is equal to 1, the following applies:

ls[ x ][ y ] = ( m[ x ][ y ] \* levelScale[ rectNonTsFlag ][ (qP + 1) % 6 ] ) << ( (qP + 1) / 6 ) (8‑958)

– Otherwise (dep\_quant\_enabled\_flag is equal to 0), the following applies:

ls[ x ][ y ] = ( m[ x ][ y ] \* levelScale[ rectNonTsFlag ][ qP % 6 ] ) << ( qP / 6 ) (8‑959)

* When BdpcmFlag[ xTbY ][ yYbY ] is equal to 1, dz[ x ][ y ] is modified as follows:

– If BdpcmDir[ xTbY ][ yYbY ] is equal to 0 and x is greater than 0, the following applies:

dz[ x ][ y ] = Clip3( CoeffMin, CoeffMax, dz[ x − 1 ][ y ] + dz[ x ][ y ]) (8‑960)

– Otherwise, if BdpcmDir[ xTbY ][ yYbY ] is equal to 1 and y is greater than 0, the following applies:

dz[ x ][ y ] = Clip3( CoeffMin, CoeffMax, dz[ x ][ y − 1 ] + dz[ x ][ y ]) (8‑961)

* The value dnc[ x ][ y ] is derived as follows:

dnc[ x ][ y ] = ( dz[ x ][ y ] \* ls[ x ][ y ] +bdOffset )  >>  bdShift (8‑962)

* The scaled transform coefficient d[ x ][ y ] is derived as follows:

d[ x ][ y ] = Clip3( CoeffMin, CoeffMax, dnc[ x ][ y ] ) (8‑963)

### Transformation process for scaled transform coefficients

#### General

Inputs to this process are:

* a luma location ( xTbY, yTbY ) specifying the top-left sample of the current luma transform block relative to the top‑left luma sample of the current picture,
* a variable nTbW specifying the width of the current transform block,
* a variable nTbH specifying the height of the current transform block,
* a variable cIdx specifying the colour component of the current block,
* an (nTbW)x(nTbH) array d[ x ][ y ] of scaled transform coefficients with x = 0..nTbW − 1, y = 0..nTbH − 1.

Output of this process is the (nTbW)x(nTbH) array r[ x ][ y ] of residual samples with x = 0..nTbW − 1, y = 0..nTbH − 1.

When lfnst\_idx[ xTbY ][ yTbY ] is not equal to 0 and both nTbW and nTbH are greater than or equal to 4, the following applies:

* The variables predModeIntra, nLfnstOutSize, log2LfnstSize, nLfnstSize, and nonZeroSize are derived as follows:

predModeIntra = ( cIdx = = 0 )  ?  IntraPredModeY[ xTbY ][ yTbY ]  :  IntraPredModeC[ xTbY ][ yTbY ] (8‑964)

nLfnstOutSize = ( nTbW >= 8  &&  nTbH  >= 8 )  ?  48  :  16 (8‑965)

log2LfnstSize = ( nTbW >= 8  &&  nTbH  >= 8 )  ?  3  :  2 (8‑966)

nLfnstSize = 1  <<  log2LfnstSize (8‑967)

nonZeroSize = ( ( nTbW = = 4  &&  nTbH  = = 4 ) | | ( nTbW = = 8  &&  nTbH  = = 8 ) )  ?  8  :  16 (8‑968)

* When intra\_mip\_flag[ xTbComp ][ yTbComp ] is equal to 1 and cIdx is equal to 0, predModeIntra is set equal to INTRA\_PLANAR.
* When predModeIntra is equal to either INTRA\_LT\_CCLM, INTRA\_L\_CCLM, or INTRA\_T\_CCLM, predModeIntra is set equal to IntraPredModeY[ xTbY + nTbW / 2 ][ yTbY + nTbH / 2 ].
* The wide angle intra prediction mode mapping process as specified in clause 8.4.5.2.6 is invoked with predModeIntra, nTbW, nTbH and cIdx as inputs, and the modified predModeIntra as output.
* The values of the list u[ x ] with x = 0..nonZeroSize − 1 are derived as follows:

xC = DiagScanOrder[ 2 ][ 2 ][ x ][ 0 ] (8‑969)

yC = DiagScanOrder[ 2 ][ 2 ][ x ][ 1 ] (8‑970)

u[ x ] = d[ xC ][ yC ] (8‑971)

* The one-dimensional low frequency non-separable transformation process as specified in clause 8.7.4.2 is invoked with the input length of the scaled transform coefficients nonZeroSize, the transform output length nTrS set equal to nLfnstOutSize, the list of scaled non-zero transform coefficients u[ x ] with x = 0..nonZeroSize − 1, the intra prediction mode for LFNST set selection predModeIntra, and the LFNST index for transform selection in the selected LFNST set lfnst\_idx[ xTbY ][ yTbY ] as inputs, and the list v[ x ] with x = 0..nLfnstOutSize − 1 as output.
* The array d[ x ][ y ] with x = 0..nLfnstSize − 1, y = 0..nLfnstSize − 1 is derived as follows:
* If predModeIntra is less than or equal to 34, the following applies:

d[ x ][ y ] = ( y < 4 ) ? v[ x + ( y << log2LfnstSize ) ] : (8‑972)  
 ( ( x < 4 ) ? v[ 32 + x + ( ( y − 4 ) << 2 ) ] : d[ x ][ y ] )

* Otherwise, the following applies:

d[ x ][ y ] = ( x < 4 ) ? v[ y + ( x << log2LfnstSize ) ] : (8‑973)  
 ( ( y < 4 ) ? v[ 32 + y + ( ( x − 4 ) << 2 ) ] : d[ x ][ y ] )

The variable implicitMtsEnabled is derived as follows:

* If sps\_mts\_enabled\_flag is equal to 1 and one of the following conditions is true, implicitMtsEnabled is set equal to 1:
* IntraSubPartitionsSplitType is not equal to ISP\_NO\_SPLIT
* cu\_sbt\_flag is equal to 1 and Max( nTbW, nTbH ) is less than or equal to 32
* sps\_explicit\_mts\_intra\_enabled\_flag is equal to 0 and CuPredMode[ 0 ][ xTbY ][ yTbY ] is equal to MODE\_INTRA and lfnst\_idx[ x0 ][ y0 ] is equal to 0 and intra\_mip\_flag[ x0 ][ y0 ] is equal to 0
* Otherwise, implicitMtsEnabled is set equal to 0.

The variable trTypeHor specifying the horizontal transform kernel and the variable trTypeVer specifying the vertical transform kernel are derived as follows:

* If cIdx is greater than 0, trTypeHor and trTypeVer are set equal to 0.
* Otherwise, if implicitMtsEnabled is equal to 1, the following applies:
* If IntraSubPartitionsSplitType is not equal to ISP\_NO\_SPLIT or sps\_explicit\_mts\_intra\_enabled\_flag is equal to 0 and CuPredMode[ 0 ][ xTbY ][ yTbY ] is equal to MODE\_INTRA, trTypeHor and trTypeVer are derived as follows:

trTypeHor = ( nTbW >= 4 && nTbW <= 16 ) ? 1 : 0 (8‑974)

trTypeVer = ( nTbH >= 4 && nTbH <= 16 ) ? 1 : 0 (8‑975)

* Otherwise (cu\_sbt\_flag is equal to 1), trTypeHor and trTypeVer are specified in Table 8‑15 depending on cu\_sbt\_horizontal\_flag and cu\_sbt\_pos\_flag.
* Otherwise, trTypeHor and trTypeVer are specified in Table 8‑14 depending on tu\_mts\_idx[ xTbY ][ yTbY ].

The variables nonZeroW and nonZeroH are derived as follows:

* If lfnst\_idx[ xTbY ][ yTbY ] is not equal to 0 and nTbW is greater than or equal to 4 and nTbH is greater than or equal to 4, the following applies:

nonZeroW = ( nTbW = = 4 | | nTbH = = 4 )  ?  4  :  8 (8‑976)

nonZeroH = ( nTbW = = 4 | | nTbH = = 4 )  ?  4  :  8 (8‑977)

* Otherwise, the following applies:

nonZeroW = Min( nTbW, ( trTypeHor > 0 )  ?  16  :  32 ) (8‑978)

nonZeroH = Min( nTbH, ( trTypeVer > 0 )  ?  16  :  32 ) (8‑979)

The (nTbW)x(nTbH) array r of residual samples is derived as follows:

1. When nTbH is greater than 1, each (vertical) column of scaled transform coefficients d[ x ][ y ] with x = 0..nonZeroW − 1, y = 0..nonZeroH − 1 is transformed to e[ x ][ y ] with x = 0..nonZeroW − 1, y = 0..nTbH − 1 by invoking the one-dimensional transformation process as specified in clause 8.7.4.4 for each column x = 0..nonZeroW − 1 with the height of the transform block nTbH, the non-zero height of the scaled transform coefficients nonZeroH, the list d[ x ][ y ] with y = 0..nonZeroH − 1 and the transform type variable trType set equal to trTypeVer as inputs, and the output is the list e[ x ][ y ] with y = 0..nTbH − 1.
2. When nTbH and nTbW are both greater than 1, the intermediate sample values g[ x ][ y ] with x = 0..nonZeroW − 1, y = 0..nTbH − 1 are derived as follows:

g[ x ][ y ] = Clip3( CoeffMin, CoeffMax, ( e[ x ][ y ] + 64 ) >> 7 ) (8‑980)

1. When nTbW is greater than 1, each (horizontal) row of the resulting array g[ x ][ y ] with x = 0..nonZeroW − 1, y = 0..nTbH − 1 is transformed to r[ x ][ y ] with x = 0..nTbW − 1, y = 0..nTbH − 1 by invoking the one-dimensional transformation process as specified in clause 8.7.4.4 for each row y = 0..nTbH − 1 with the width of the transform block nTbW, the non-zero width of the resulting array g[ x ][ y ] nonZeroW, the list g[ x ][ y ] with x = 0..nonZeroW − 1 and the transform type variable trType set equal to trTypeHor as inputs, and the output is the list r[ x ][ y ] with x = 0..nTbW − 1.
2. When nTbW is equal to 1, r[ x ][ y ] is set equal to e[ x ][ y ] for x = 0..nTbW − 1, y = 0..nTbH − 1.

Table 8‑14 – Specification of trTypeHor and trTypeVer depending on tu\_mts\_idx[ x ][ y ]

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **tu\_mts\_idx[ x0 ][ y0 ]** | **0** | **1** | **2** | **3** | **4** |
| trTypeHor | 0 | 1 | 2 | 1 | 2 |
| trTypeVer | 0 | 1 | 1 | 2 | 2 |

Table 8‑15 – Specification of trTypeHor and trTypeVer depending on cu\_sbt\_horizontal\_flag and cu\_sbt\_pos\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **cu\_sbt\_horizontal\_flag** | **cu\_sbt\_pos\_flag** | trTypeHor | trTypeVer |
| **0** | **0** | 2 | 1 |
| **0** | **1** | 1 | 1 |
| **1** | **0** | 1 | 2 |
| **1** | **1** | 1 | 1 |

#### Low frequency non-separable transformation process

Inputs to this process are:

* a variable nonZeroSize specifying the transform input length,
* a variable nTrS specifying the transform output length,
* a list of scaled non-zero transform coefficients x[ j ] with j = 0..nonZeroSize − 1,
* a variable predModeIntra specifying the intra prediction mode for LFNST set selection,
* a variable lfnstIdx specifying the LFNST index for transform selection in the selected LFNST set.

Output of this process is the list of transformed samples y[ i ] with i = 0..nTrS − 1.

The transformation matrix derivation process as specified in clause 8.7.4.3 is invoked with the transform output length nTrS, the intra prediction mode for LFNST set selection predModeIntra, and the LFNST index for transform selection in the selected LFNST set lfnstIdx as inputs, and the (nTrS)x(nonZeroSize) LFNST matrix lowFreqTransMatrix as output.

The list of transformed samples y[ i ] with i = 0..nTrS − 1 is derived as follows:

y[i] = Clip3( CoeffMin, CoeffMax, ( ( ) + 64 ) >> 7 ) (8‑981)

#### Low frequency non-separable transformation matrix derivation process

Inputs to this process are:

* a variable nTrS specifying the transform output length,
* a variable predModeIntra specifying the intra prediction mode for LFNST set selection,
* a variable lfnstIdx specifying the LFNST index for transform selection in the selected LFNST set.

Output of this process is the transformation matrix lowFreqTransMatrix.

The variable lfnstTrSetIdx is specified in Table 8‑16 depending on predModeIntra.

Table 8‑16 – Specification of lfnstTrSetIdx

|  |  |
| --- | --- |
| **predModeIntra** | **lfnstTrSetIdx** |
| predModeIntra < 0 | 1 |
| 0 <= predModeIntra <= 1 | 0 |
| 2 <= predModeIntra <= 12 | 1 |
| 13 <= predModeIntra <= 23 | 2 |
| 24 <= predModeIntra <= 44 | 3 |
| 45 <= predModeIntra <= 55 | 2 |
| 56 <= predModeIntra <= 80 | 1 |

The transformation matrix lowFreqTransMatrix is derived based on nTrS, lfnstTrSetIdx, and lfnstIdx as follows:

* If nTrS is equal to 16, lfnstTrSetIdx is equal to 0, and lfnstIdx is equal to 1, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ 108 -44 -15 1 -44 19 7 -1 -11 6 2 -1 0 -1 -1 0 }

{ -40 -97 56 12 -11 29 -12 -3 18 18 -15 -3 -1 -3 2 1 }

{ 25 -31 -1 7 100 -16 -29 1 -54 21 14 -4 -7 2 4 0 }

{ -32 -39 -92 51 -6 -16 36 -8 3 22 18 -15 4 1 -5 2 }

{ 8 -9 33 -8 -16 -102 36 23 -4 38 -27 -5 5 16 -8 -6 }

{ -25 5 16 -3 -38 14 11 -3 -97 7 26 1 55 -10 -19 3 }

{ 8 9 16 1 37 36 94 -38 -7 3 -47 11 -6 -13 -17 10 }

{ 2 34 -5 1 -7 24 -25 -3 8 99 -28 -29 6 -43 21 11 }

{ -16 -27 -39 -109 6 10 16 24 3 19 10 24 -4 -7 -2 -3 }

{ -9 -10 -34 4 -9 -5 -29 5 -33 -26 -96 33 14 4 39 -14 }

{ -13 1 4 -9 -30 -17 -3 -64 -35 11 17 19 -86 6 36 14 }

{ 8 -7 -5 -15 7 -30 -28 -87 31 4 4 33 61 -5 -17 22 }

{ -2 13 -6 -4 -2 28 -13 -14 -3 37 -15 -3 -2 107 -36 -24 }

{ 4 9 11 31 4 9 16 19 12 33 32 94 12 0 34 -45 }

{ 2 -2 8 -16 8 5 28 -17 6 -7 18 -45 40 36 97 -8 }

{ 0 -2 0 -10 -1 -7 -3 -35 -1 -7 -2 -32 -6 -33 -16 -112 }

},

* Otherwise, if nTrS is equal to 16, lfnstTrSetIdx is equal to 0, and lfnstIdx is equal to 2, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ 119 -30 -22 -3 -23 -2 3 2 -16 3 6 0 -3 2 1 0 }

{ -27 -101 31 17 -47 2 22 3 19 30 -7 -9 5 3 -5 -1 }

{ 0 58 22 -15 -102 2 38 2 10 -13 -5 4 14 -1 -9 0 }

{ 23 4 66 -11 22 89 -2 -26 13 -8 -38 -1 -9 -20 -2 8 }

{ -19 -5 -89 2 -26 76 -11 -17 20 13 18 -4 1 -15 3 5 }

{ -10 -1 -1 6 23 25 87 -7 -74 4 39 -5 0 -1 -20 -1 }

{ -17 -28 12 -8 -32 14 -53 -6 -68 -67 17 29 2 6 25 4 }

{ 1 -24 -23 1 17 -7 52 9 50 -92 -15 27 -15 -10 -6 3 }

{ -6 -17 -2 -111 7 -17 8 -42 9 18 16 25 -4 2 -1 11 }

{ 9 5 35 0 6 21 -9 34 44 -3 102 11 -7 13 11 -20 }

{ 4 -5 -5 -10 15 19 -2 6 6 -12 -13 6 95 69 -29 -24 }

{ -6 -4 -9 -39 1 22 0 102 -19 19 -32 30 -16 -14 -8 -23 }

{ 4 -4 7 8 4 -13 -18 5 0 0 21 22 58 -88 -54 28 }

{ -4 -7 0 -24 -7 0 -25 3 -3 -30 8 -76 -34 4 -80 -26 }

{ 0 6 0 30 -6 1 -13 -23 1 20 -2 80 -44 37 -68 1 }

{ 0 0 -1 5 -1 -7 1 -34 -2 3 -6 19 5 -38 11 -115 }

},

* Otherwise, if nTrS is equal to 16, lfnstTrSetIdx is equal to 1, and lfnstIdx is equal to 1, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ -111 39 4 3 44 11 -12 -1 7 -16 -5 2 3 -1 4 2 }

{ -47 -27 15 -1 -92 43 20 -2 20 39 -16 -5 10 -5 -13 2 }

{ -35 -23 4 4 -17 -72 32 6 -59 18 50 -6 0 40 0 -13 }

{ 13 93 -27 -4 -48 13 -34 4 -52 11 1 10 3 16 -3 1 }

{ -11 -27 1 2 -47 -4 -36 10 -2 -85 14 29 -20 -2 57 4 }

{ 0 -35 32 -2 26 60 -3 -17 -82 1 -30 0 -37 21 3 12 }

{ -17 -46 -92 14 7 -10 -39 29 -17 27 -28 17 1 -15 -13 17 }

{ 4 -10 -23 4 16 58 -17 26 30 21 67 2 -13 59 13 -40 }

{ 5 -20 32 -5 8 -3 -46 -7 -4 2 -15 24 100 44 0 5 }

{ -4 -1 38 -18 -7 -42 -63 -6 33 34 -23 15 -65 33 -20 2 }

{ -2 -10 35 -19 5 8 -44 14 -25 25 58 17 7 -84 -16 -18 }

{ 5 13 18 34 11 -4 18 18 5 58 -3 42 -2 -10 85 38 }

{ -5 -7 -34 -83 2 -1 -4 -73 4 20 15 -12 4 -3 44 12 }

{ 0 4 -2 -60 5 9 42 34 5 -14 9 80 -5 13 -38 37 }

{ -1 2 7 -57 3 -7 9 68 -9 6 -49 -20 6 -4 36 -64 }

{ -1 0 -12 23 1 -4 17 -53 -3 4 -21 72 -4 -8 -3 -83 }

},

* Otherwise, if nTrS is equal to 16, lfnstTrSetIdx is equal to 1, and lfnstIdx is equal to 2, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ 88 -55 6 -3 -66 27 9 -2 11 11 -13 1 -2 -7 1 2 }

{ -58 -20 27 -2 -27 75 -29 0 47 -42 -11 11 -9 -3 19 -4 }

{ -51 23 -22 5 -63 3 37 -5 1 64 -35 -4 29 -31 -11 13 }

{ -27 -76 49 -2 40 14 9 -17 -56 36 -25 6 14 3 -6 8 }

{ 19 -4 -36 22 52 7 36 -23 28 -17 -64 15 -5 -44 48 9 }

{ 29 50 13 -10 1 34 -59 1 -51 4 -16 30 52 -33 24 -5 }

{ -12 -21 -74 43 -13 39 18 -5 -58 -35 27 -5 19 26 6 -5 }

{ 19 38 -10 -5 28 66 0 -5 -4 19 -30 -26 -40 28 -60 37 }

{ -6 27 18 -5 -37 -18 12 -25 -44 -10 -38 37 -66 45 40 -7 }

{ -13 -28 -45 -39 0 -5 -39 69 -23 16 -12 -18 -50 -31 24 13 }

{ -1 8 24 -51 -15 -9 44 10 -28 -70 -12 -39 24 -18 -4 51 }

{ -8 -22 -17 33 -18 -45 -57 -27 0 -31 -30 29 -2 -13 -53 49 }

{ 1 12 32 51 -8 8 -2 -31 -22 4 46 -39 -49 -67 14 17 }

{ 4 5 24 60 -5 -14 -23 38 9 8 -34 -59 24 47 42 28 }

{ -1 -5 -20 -34 4 4 -15 -46 18 31 42 10 10 27 49 78 }

{ -3 -7 -22 -34 -5 -11 -36 -69 -1 -3 -25 -73 5 4 4 -49 }

},

* Otherwise, if nTrS is equal to 16, lfnstTrSetIdx is equal to 2, and lfnstIdx is equal to 1, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ -112 47 -2 2 -34 13 2 0 15 -7 1 0 8 -3 -1 0 }

{ 29 -7 1 -1 -108 40 2 0 -45 13 4 -1 8 -5 1 0 }

{ -36 -87 69 -10 -17 -33 26 -2 7 14 -11 2 6 8 -7 0 }

{ 28 -5 2 -2 -29 13 -2 0 103 -36 -4 1 48 -16 -4 1 }

{ -12 -24 15 -3 26 80 -61 9 15 54 -36 2 0 -4 6 -2 }

{ 18 53 69 -74 14 24 28 -30 -6 -7 -11 12 -5 -7 -6 8 }

{ 5 -1 2 0 -26 6 0 1 45 -9 -1 0 -113 28 8 -1 }

{ -13 -32 18 -2 15 34 -27 7 -25 -80 47 -1 -16 -50 28 2 }

{ -4 -13 -10 19 18 46 60 -48 16 33 60 -48 1 0 5 -2 }

{ 15 33 63 89 8 15 25 40 -4 -8 -15 -8 -2 -6 -9 -7 }

{ -8 -24 -27 15 12 41 26 -29 -17 -50 -39 27 0 35 -67 26 }

{ -2 -6 -24 13 -1 -8 37 -22 3 18 -51 22 -23 -95 17 17 }

{ -3 -7 -16 -21 10 24 46 75 8 20 38 72 1 2 1 7 }

{ 2 6 10 -3 -5 -16 -31 12 7 24 41 -16 -16 -41 -89 49 }

{ 4 8 21 40 -4 -11 -28 -57 5 14 31 70 7 18 32 52 }

{ 0 1 4 11 -2 -4 -13 -34 3 7 20 47 -6 -19 -42 -101 }

},

* Otherwise, if nTrS is equal to 16, lfnstTrSetIdx is equal to 2, and lfnstIdx is equal to 2, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ -99 39 -1 2 65 -20 -5 0 -15 -2 5 -1 0 3 -1 0 }

{ 58 42 -33 3 33 -63 23 -1 -55 32 3 -5 21 -2 -8 3 }

{ -15 71 -44 5 -58 -29 25 3 62 -7 -4 -4 -19 4 0 1 }

{ 46 5 4 -6 71 -12 -15 5 52 -38 13 -2 -63 23 3 -3 }

{ -14 -54 -29 29 25 -9 61 -29 27 44 -48 5 -27 -21 12 7 }

{ -3 3 69 -42 -11 -50 -26 26 24 63 -19 -5 -18 -22 12 0 }

{ 17 16 -2 1 38 18 -12 0 62 1 -14 5 89 -42 8 -2 }

{ 15 54 -8 6 6 60 -26 -8 -30 17 -38 22 -43 -45 42 -7 }

{ -6 -17 -55 -28 9 30 -8 58 4 34 41 -52 -16 -36 -20 16 }

{ -2 -1 -9 -79 7 11 48 44 -13 -34 -55 6 12 23 20 -11 }

{ 7 29 14 -6 12 53 10 -11 14 59 -15 -3 5 71 -54 13 }

{ -5 -24 -53 15 -3 -15 -61 26 6 30 -16 23 13 56 44 -35 }

{ 4 8 21 52 -1 -1 -5 29 -7 -17 -44 -84 8 20 31 39 }

{ -2 -11 -25 -4 -4 -21 -53 2 -5 -26 -64 19 -8 -19 -73 39 }

{ -3 -5 -23 -57 -2 -4 -24 -75 1 3 9 -25 6 15 41 61 }

{ 1 1 7 18 1 2 16 47 2 5 24 67 3 9 25 88 }

},

* Otherwise, if nTrS is equal to 16, lfnstTrSetIdx is equal to 3, and lfnstIdx is equal to 1, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ -114 37 3 2 -22 -23 14 0 21 -17 -5 2 5 2 -4 -1 }

{ -19 -41 19 -2 85 -60 -11 7 17 31 -34 2 -11 19 2 -8 }

{ 36 -25 18 -2 -42 -53 35 5 46 -60 -25 19 8 21 -33 -1 }

{ -27 -80 44 -3 -58 1 -29 19 -41 18 -12 -7 12 -17 7 -6 }

{ -11 -21 37 -10 44 -4 47 -12 -37 -41 58 18 10 -46 -16 31 }

{ 15 47 10 -6 -16 -44 42 10 -80 25 -40 21 -23 -2 3 -14 }

{ 13 25 79 -39 -13 10 31 -4 49 45 12 -8 3 -1 43 7 }

{ 16 11 -26 13 -13 -74 -20 -1 5 -6 29 -47 26 -49 54 2 }

{ -8 -34 -26 7 -26 -19 29 -37 1 22 46 -9 -81 37 14 20 }

{ -6 -30 -42 -12 -3 5 57 -52 -2 37 -12 6 74 10 6 -15 }

{ 5 9 -6 42 -15 -18 -9 26 15 58 14 43 23 -10 -37 75 }

{ -5 -23 -23 36 3 22 36 40 27 -4 -16 56 -25 -46 56 -24 }

{ 1 3 23 73 8 5 34 46 -12 2 35 -38 26 52 2 -31 }

{ -3 -2 -21 -52 1 -10 -17 44 -19 -20 30 45 27 61 49 21 }

{ -2 -7 -33 -56 -4 -6 21 63 15 31 32 -22 -10 -26 -52 -38 }

{ -5 -12 -18 -12 8 22 38 36 -5 -15 -51 -63 -5 0 15 73 }

},

* Otherwise, if nTrS is equal to 16, lfnstTrSetIdx is equal to 3, and lfnstIdx is equal to 2, the following applies:

lowFreqTransMatrix[ m ][ n ] =

{

{ -102 22 7 2 66 -25 -6 -1 -15 14 1 -1 2 -2 1 0 }

{ 12 93 -27 -6 -27 -64 36 6 13 5 -23 0 -2 6 5 -3 }

{ -59 -24 17 1 -62 -2 -3 2 83 -12 -17 -2 -24 14 7 -2 }

{ -33 23 -36 11 -21 50 35 -16 -23 -78 16 19 22 15 -30 -5 }

{ 0 -38 -81 30 27 5 51 -32 24 36 -16 12 -24 -8 9 1 }

{ 28 38 8 -9 62 32 -13 2 51 -32 15 5 -66 28 0 -1 }

{ 11 -35 21 -17 30 -18 31 18 -11 -36 -80 12 16 49 13 -32 }

{ -13 23 22 -36 -12 64 39 25 -19 23 -36 9 -30 -58 33 -7 }

{ -9 -20 -55 -83 3 -2 1 62 8 2 27 -28 7 15 -11 5 }

{ -6 24 -38 23 -8 40 -49 0 -7 9 -25 -44 23 39 70 -3 }

{ 12 17 17 0 32 27 21 2 67 11 -6 -10 89 -22 -12 16 }

{ 2 -9 8 45 7 -8 27 35 -9 -31 -17 -87 -23 -22 -19 44 }

{ -1 -9 28 -24 -1 -10 49 -30 -8 -7 40 1 4 33 65 67 }

{ 5 -12 -24 -17 13 -34 -32 -16 14 -67 -7 9 7 -74 49 1 }

{ 2 -6 11 45 3 -10 33 55 8 -5 59 4 7 -4 44 -66 }

{ -1 1 -14 36 -1 2 -20 69 0 0 -15 72 3 4 5 65 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 0, and lfnstIdx is equal to 1 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ -117 28 18 2 4 1 2 1 32 -18 -2 0 -1 0 0 0 }

{ -29 -91 47 1 9 0 3 0 -54 26 -8 3 0 1 0 0 }

{ -10 62 -11 -8 -2 -2 -1 -1 -95 3 32 0 4 0 2 0 }

{ -15 15 -10 -2 1 0 1 0 10 112 -20 -17 -4 -4 -1 -2 }

{ 32 39 92 -44 4 -10 1 -4 26 12 -15 13 -5 2 -2 0 }

{ -10 1 50 -15 2 -3 1 -1 -28 -15 14 6 1 1 1 0 }

{ 1 -33 -11 -14 7 -2 2 0 29 -12 37 -7 -4 0 -1 0 }

{ 0 6 -6 21 -4 2 0 0 -20 -24 -104 30 5 5 1 2 }

{ -13 -13 -37 -101 29 -11 8 -3 -12 -15 -20 2 -11 5 -2 1 }

{ 6 1 -14 -36 9 -3 2 0 10 9 -18 -1 -3 1 0 0 }

{ -12 -2 -26 -12 -9 2 -1 1 -3 30 4 34 -4 0 -1 0 }

{ 0 -3 0 -4 -15 6 -3 1 -7 -15 -28 -86 19 -5 4 -1 }

{ -1 9 13 5 14 -2 2 -1 -8 3 -4 -62 4 1 1 0 }

{ 6 2 -3 2 10 -1 2 0 8 3 -1 -20 0 1 0 0 }

{ 6 9 -2 35 110 -22 11 -4 -2 0 -3 1 -18 12 -3 2 }

{ -1 7 -2 9 -11 5 -1 1 -7 2 -22 4 -13 0 -1 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ 14 -1 -3 0 -1 0 0 0 2 0 0 0 0 0 0 0 }

{ 33 5 -9 -1 -2 0 -1 0 -3 3 0 0 0 0 0 0 }

{ 32 -30 -4 4 -1 1 0 0 6 2 -5 0 0 0 0 0 }

{ -20 -26 31 1 0 0 0 0 2 -16 -1 6 0 1 0 0 }

{ 29 -16 -22 8 0 1 0 1 -20 6 4 -3 1 0 0 0 }

{ -99 -4 9 5 5 2 2 1 44 -10 -11 1 -2 0 -1 0 }

{ 6 -99 3 26 -1 5 0 2 14 30 -27 -2 1 -1 0 -1 }

{ -7 -46 10 -14 7 0 1 0 9 21 7 -6 -2 -1 0 -1 }

{ -12 10 26 12 -6 0 -1 0 -32 -2 11 3 3 -1 1 0 }

{ 38 26 -13 -1 -5 -1 -1 0 102 3 -14 -1 -5 -1 -2 0 }

{ -30 3 -92 14 19 0 3 0 -11 34 21 -33 1 -2 0 -1 }

{ -5 -17 -41 42 -6 2 -1 1 -1 -40 37 13 -4 2 -1 1 }

{ -12 23 16 -11 -17 0 -1 0 -11 97 -3 -3 0 -6 0 -2 }

{ -4 4 -16 0 -2 0 1 0 34 23 6 -7 -4 -2 -1 0 }

{ -5 -4 -22 8 -25 3 0 0 -3 -21 2 -3 9 -2 1 0 }

{ 0 28 0 76 4 -6 0 -2 -13 5 -76 -4 33 -1 3 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ 3 0 -1 0 1 0 0 0 1 0 0 0 1 0 0 0 }

{ 7 2 -2 0 -1 1 0 0 2 1 -1 0 0 0 0 0 }

{ 6 -3 0 0 2 0 -1 0 2 -1 0 0 1 0 0 0 }

{ 1 -4 0 0 0 -3 0 1 0 -1 0 0 0 -2 0 0 }

{ 1 -4 -3 2 -4 1 0 0 1 -1 -2 1 -2 0 0 0 }

{ -5 4 -3 0 8 -1 -2 0 -2 1 -1 0 4 0 -1 0 }

{ -6 6 6 -3 1 3 -3 0 -1 1 1 0 0 1 -1 0 }

{ 2 2 5 -2 0 3 4 -1 0 0 1 0 0 1 2 -1 }

{ 11 -5 -1 6 -4 2 1 0 3 -1 1 2 -1 0 0 0 }

{ -29 10 10 0 10 -4 -1 1 -7 1 2 1 2 -1 0 0 }

{ -9 -4 18 3 2 0 0 -2 -1 -1 3 0 0 0 0 -1 }

{ -10 13 -1 -4 4 -4 3 4 -2 2 -1 -1 1 -1 1 2 }

{ -21 -5 23 0 2 -2 -1 6 -3 -3 1 0 0 0 0 2 }

{ 108 -5 -30 6 -27 10 7 -2 11 -3 -1 1 -4 1 0 1 }

{ -7 1 3 -5 3 0 -1 0 0 1 0 -1 1 0 0 0 }

{ 9 18 -3 -35 -4 -1 6 1 1 2 0 -3 -1 0 2 0 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 0, and lfnstIdx is equal to 2 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ -108 48 9 1 1 1 0 0 44 -6 -9 -1 -1 0 -1 0 }

{ 55 66 -37 -5 -6 -1 -2 0 67 -30 -20 4 -2 0 -1 0 }

{ 2 86 -21 -13 -4 -2 -1 -1 -88 5 6 4 5 1 1 0 }

{ -24 -21 -38 19 0 4 -1 2 -23 -89 31 20 2 3 1 1 }

{ 9 20 98 -26 -3 -5 0 -2 -9 -26 15 -16 2 0 1 0 }

{ -21 -7 -37 10 2 2 -1 1 -10 69 -5 -7 -2 -2 0 -1 }

{ -10 -25 4 -17 8 -2 2 -1 -27 -17 -71 25 8 2 1 1 }

{ 2 5 10 64 -9 4 -3 1 -4 8 62 3 -17 1 -2 0 }

{ -11 -15 -28 -97 6 -1 4 -1 7 3 57 -15 10 -2 0 -1 }

{ 9 13 24 -6 7 -2 1 -1 16 39 20 47 -2 -2 -2 0 }

{ -7 11 12 7 2 -1 0 -1 -14 -1 -24 11 2 0 0 0 }

{ 0 0 7 -6 23 -3 3 -1 5 1 18 96 13 -9 -1 -1 }

{ -2 -6 -1 -10 0 1 1 0 -7 -2 -28 20 -15 4 -3 1 }

{ -1 6 -16 0 24 -3 1 -1 2 6 6 16 18 -7 1 -1 }

{ -5 -6 -3 -19 -104 18 -4 3 0 6 0 35 -41 20 -2 2 }

{ -1 -2 0 23 -9 0 -2 0 1 1 8 -1 29 1 1 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ 9 -9 -1 1 0 0 0 0 3 -1 1 0 0 0 0 0 }

{ -31 -19 14 4 1 1 1 0 -6 3 5 -2 0 0 0 0 }

{ 14 -5 0 3 0 0 0 0 10 -5 -2 0 -1 0 0 0 }

{ -30 26 36 -8 -2 -2 0 -1 14 18 -7 -9 -1 -1 0 0 }

{ -61 -3 -2 3 7 1 1 0 12 16 -6 -1 0 -1 0 0 }

{ -93 2 19 0 3 0 2 0 17 4 0 0 -1 0 0 0 }

{ -4 -66 28 36 -5 3 0 1 -10 20 33 -13 -8 0 0 -1 }

{ -3 -75 5 -14 1 4 0 1 -36 3 18 -4 4 0 1 0 }

{ -1 -27 13 6 1 -1 0 0 -34 -6 0 3 4 1 2 0 }

{ 28 23 76 -5 -25 -3 -3 -1 6 36 -7 -39 -4 -1 0 -1 }

{ -20 48 11 -13 -5 -2 0 -1 -105 -19 17 0 6 2 3 0 }

{ -21 -7 -42 14 -24 -3 0 0 11 -47 -7 3 -5 9 1 2 }

{ -2 -32 -2 -66 3 7 1 2 -11 13 -70 5 43 -2 3 0 }

{ -3 11 -63 9 4 -5 2 -1 -22 94 -4 -6 -4 -4 1 -2 }

{ -2 10 -18 16 21 3 -2 0 -2 11 6 -10 6 -3 -1 0 }

{ 3 -6 13 76 30 -11 -1 -2 -26 -8 -69 7 -9 -7 3 -1 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ 1 -1 0 0 1 0 0 0 0 -1 0 0 0 0 0 0 }

{ -7 -1 1 0 -1 1 1 0 -2 -1 1 0 0 0 0 0 }

{ 6 -5 0 1 2 -1 0 0 1 -1 0 0 1 0 0 0 }

{ 1 3 -2 -1 3 2 -2 -1 0 1 0 0 1 1 -1 0 }

{ 2 0 -8 1 3 1 -1 1 0 -1 -2 0 1 0 -1 0 }

{ 5 -4 -2 0 4 -2 0 1 0 0 0 0 2 -1 0 0 }

{ 3 6 -3 -7 -1 3 3 -1 1 0 -1 0 0 1 1 -1 }

{ 1 14 -2 -8 -2 1 -3 0 2 2 -1 -2 0 1 -1 0 }

{ -2 8 1 5 -2 0 -3 1 1 1 0 2 -1 0 -1 0 }

{ 2 -4 -18 -3 -1 -1 -2 -2 1 -2 -2 0 0 0 -1 -1 }

{ -14 8 8 2 1 2 -1 -2 3 0 -1 0 0 0 0 0 }

{ 0 -1 19 -1 1 0 -1 -6 -1 1 2 0 1 0 0 -2 }

{ 8 -14 -3 43 -1 2 7 -1 1 -2 1 3 -1 1 1 0 }

{ 10 23 -19 -5 0 -6 -4 6 3 -2 1 1 0 -1 0 0 }

{ -1 5 -1 -6 -1 -1 -1 -1 -1 0 0 0 0 0 0 -1 }

{ -10 -34 -25 13 -1 0 11 5 1 -1 1 -2 0 0 2 0 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 1, and lfnstIdx is equal to 1 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ 110 -49 -3 -4 -1 -1 0 -1 -38 -1 10 0 2 0 1 0 }

{ -43 -19 17 -1 3 0 1 0 -98 46 14 -1 2 0 1 0 }

{ -19 17 -7 3 -2 1 -1 0 -32 -59 29 3 4 0 2 0 }

{ -35 -103 39 1 7 0 2 0 38 -13 25 -6 1 -1 0 0 }

{ 9 5 -6 -1 -1 0 -1 0 42 4 21 -11 1 -3 1 -1 }

{ -5 -5 -28 9 -3 2 -1 1 -20 -78 22 16 1 3 0 1 }

{ 14 17 27 -12 1 -3 1 -1 8 19 -13 4 -2 1 -1 0 }

{ 7 35 17 -4 -1 0 0 0 3 8 54 -17 1 -2 1 -1 }

{ -13 -27 -101 24 -8 6 -3 2 11 43 6 28 -6 3 -1 1 }

{ -11 -13 -3 -10 3 -1 1 0 -19 -19 -37 8 4 2 0 1 }

{ -4 -10 -24 -11 3 -2 0 -1 -6 -37 -45 -17 8 -2 2 -1 }

{ -2 1 13 -17 3 -5 1 -2 3 0 -55 22 6 1 1 0 }

{ 3 1 5 -15 1 -2 1 -1 7 4 -7 29 -1 2 -1 1 }

{ -4 -8 -1 -50 6 -4 2 -2 -1 5 -22 20 6 1 0 0 }

{ 5 -1 26 102 -13 12 -4 4 -4 -2 -40 -7 -23 3 -5 1 }

{ -5 -6 -27 -22 -12 0 -3 0 -5 8 -20 -83 0 0 0 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ -9 13 1 -2 0 0 0 0 -4 2 -3 0 0 0 0 0 }

{ 26 26 -15 -3 -2 -1 -1 0 11 -7 -9 2 0 0 0 0 }

{ -72 43 34 -9 3 -2 1 -1 13 36 -18 -10 0 -2 0 -1 }

{ -1 7 6 -7 1 -1 0 0 -13 14 2 -4 2 -1 0 0 }

{ 21 70 -32 -21 0 -4 -1 -1 34 -26 -57 11 4 2 0 1 }

{ 80 -6 25 -5 -4 -1 -1 0 6 -24 7 -9 0 0 0 0 }

{ 48 -1 48 -15 -4 -2 -1 -1 1 60 -28 -42 5 -6 1 -2 }

{ 10 14 -11 -34 4 -4 1 -1 -80 -7 -6 2 15 0 3 0 }

{ -3 14 21 -12 -7 -2 -1 -1 -23 10 -4 -12 3 0 1 0 }

{ -12 -30 3 -9 5 0 1 0 -56 -9 -47 8 21 1 4 1 }

{ 17 14 -58 14 15 0 2 0 -10 34 -7 28 4 -1 1 0 }

{ 8 74 21 40 -14 0 -2 0 -36 -8 11 -13 -23 1 -3 0 }

{ 8 3 12 -14 -9 -1 -1 0 4 29 -15 31 10 4 1 1 }

{ -16 -15 18 -29 -11 2 -2 1 40 -45 -19 -22 31 2 4 1 }

{ -1 5 8 -23 7 2 1 1 10 -11 -13 -3 12 -3 2 0 }

{ 9 7 24 -20 41 3 6 1 15 20 12 11 17 -9 1 -2 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ -2 2 0 1 -1 1 0 0 -1 1 0 0 -1 0 0 0 }

{ 9 -3 -1 2 3 -3 0 0 4 -1 0 0 2 -1 0 0 }

{ 3 0 -12 3 6 1 -3 2 1 -1 -2 0 3 1 -1 1 }

{ -2 11 -6 -2 -2 4 -3 0 0 3 -2 0 -1 1 -1 0 }

{ -4 -32 5 24 1 -6 12 4 -3 -2 4 -2 0 -1 0 0 }

{ -7 3 13 -4 -3 5 1 -5 -2 3 1 -2 -1 2 -1 -2 }

{ 11 -11 -51 11 -2 -10 -2 13 2 -6 -4 4 -2 -3 2 2 }

{ -16 46 1 3 2 7 -24 0 2 -2 -5 8 1 -1 -2 2 }

{ 2 9 -10 0 1 -5 -4 4 2 -2 2 2 0 -2 1 0 }

{ -11 -30 10 59 -2 8 41 8 2 5 6 -7 -1 3 5 -2 }

{ 23 34 -31 4 10 -22 -30 22 4 -15 9 20 2 -5 9 4 }

{ -36 6 16 -14 2 19 -4 -12 -1 0 -7 -3 0 2 -2 -1 }

{ 61 22 55 14 13 3 -9 -65 1 -11 -21 -7 0 0 -1 3 }

{ -25 41 0 12 9 7 -42 12 -3 -14 2 28 5 1 6 2 }

{ -9 23 4 9 14 9 -14 -4 0 -12 -7 6 3 0 6 3 }

{ -26 -1 18 -1 -12 32 3 -18 -5 10 -25 -5 -2 1 -8 10 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 1, and lfnstIdx is equal to 2 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ 80 -49 6 -4 1 -1 1 -1 -72 36 4 0 1 0 0 0 }

{ -72 -6 17 0 3 0 1 0 -23 58 -21 2 -3 1 -1 0 }

{ -50 19 -15 4 -1 1 -1 1 -58 -2 30 -3 4 -1 2 0 }

{ -33 -43 28 -7 4 -2 2 -1 -38 11 -8 4 1 1 0 0 }

{ 10 66 -21 -3 -3 0 -1 0 -53 -41 -2 16 -1 4 -1 1 }

{ 18 14 13 -9 2 -2 1 -1 34 32 -31 12 -5 2 -2 1 }

{ 21 66 -1 9 -4 2 -1 1 -21 41 -30 -10 0 -2 0 -1 }

{ 1 -6 -24 17 -5 3 -2 1 24 10 39 -21 5 -4 2 -1 }

{ 9 33 -24 1 4 0 1 0 6 50 26 1 -10 0 -2 0 }

{ -7 -9 -32 14 -3 3 -1 1 -23 -28 0 -5 -1 0 0 0 }

{ 6 30 69 -18 5 -4 3 -1 -3 -11 -34 -16 9 -4 2 -1 }

{ 1 -8 24 -3 7 -2 2 -1 -6 -51 -6 -4 -5 0 -1 0 }

{ 4 10 4 17 -9 4 -2 1 5 14 32 -15 9 -3 2 -1 }

{ -3 -9 -23 10 -10 3 -3 1 -5 -14 -16 -27 13 -5 2 -1 }

{ 2 11 22 2 9 -2 2 0 -6 -7 20 -32 -3 -4 0 -1 }

{ 2 -3 8 14 -5 3 -1 1 -2 -11 5 -18 8 -3 2 -1 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ 26 0 -12 2 -2 1 -1 0 -7 -9 6 1 0 0 0 0 }

{ 55 -46 -1 6 -2 1 -1 0 -22 7 17 -7 2 -1 1 0 }

{ 6 57 -34 0 -2 0 -1 0 34 -48 -2 14 -4 3 -1 1 }

{ -55 24 26 -5 2 -1 1 0 15 46 -40 -1 -1 0 -1 0 }

{ 36 -5 41 -20 3 -3 1 -1 -30 26 -32 -3 7 -2 2 -1 }

{ 40 4 -4 -9 -3 -2 -1 -1 27 -31 -43 19 -2 3 -1 1 }

{ -35 -17 -3 26 -6 5 -2 2 56 3 18 -25 -1 -2 -1 -1 }

{ 33 32 -30 4 -3 -1 -1 0 -4 13 -16 -10 0 -1 0 0 }

{ -27 1 -28 -21 16 -5 3 -2 -23 36 -2 40 -17 4 -3 1 }

{ -36 -59 -24 14 4 2 1 1 -23 -26 23 26 -3 5 0 2 }

{ -16 35 -35 30 -9 3 -2 1 -57 -13 6 4 -5 5 -1 1 }

{ 38 -1 0 25 6 2 1 1 47 20 35 1 -27 1 -5 0 }

{ 7 13 19 15 -8 1 -1 0 3 25 30 -18 1 -2 0 -1 }

{ -1 -13 -30 11 -5 2 -1 0 -5 -8 -22 -16 10 0 1 0 }

{ 13 -5 -28 6 18 -4 3 -1 -26 27 -14 6 -20 0 -2 0 }

{ 12 -23 -19 22 2 0 1 0 23 41 -7 35 -10 4 -1 1 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ 3 5 -1 -2 -2 -2 -1 1 1 1 0 0 -1 -1 0 0 }

{ 9 5 -12 1 -3 -4 4 2 4 1 -2 -1 -1 -1 1 0 }

{ -10 7 21 -10 6 1 -11 0 -1 -1 4 2 3 0 -2 -1 }

{ 17 -38 1 17 -3 11 15 -11 3 -1 -10 1 0 1 3 2 }

{ 15 -8 1 17 -1 -2 4 -8 2 0 -1 3 0 0 0 -1 }

{ 7 -49 52 10 -11 22 7 -26 -1 -6 -9 6 -2 2 4 -2 }

{ -15 -13 -27 9 9 -6 20 5 -3 2 -6 -9 3 -3 1 5 }

{ 24 -26 -37 33 5 -32 55 -5 -7 22 -14 -22 1 -9 -3 13 }

{ 43 -13 4 -41 -19 -2 -24 17 11 -4 8 4 -3 -3 -3 -3 }

{ 10 -26 38 7 -12 11 42 -22 -5 20 -14 -15 -1 -2 1 6 }

{ 28 10 4 7 0 -15 7 -10 -1 7 -2 2 1 -3 0 0 }

{ 37 -37 -9 -47 -28 5 0 18 8 6 0 -8 -4 -3 -3 1 }

{ 11 24 22 -11 -3 37 -13 -58 -5 12 -63 26 9 -15 11 8 }

{ 0 -29 -27 6 -27 -10 -30 9 -3 -10 -7 77 9 -13 45 -8 }

{ -76 -26 -4 -7 12 51 5 24 7 -17 -16 -12 -5 4 2 13 }

{ 5 7 23 5 69 -38 -8 -32 -15 -31 24 11 2 18 11 -15 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 2, and lfnstIdx is equal to 1 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ -121 33 4 4 1 2 0 1 -1 -1 1 0 0 0 0 0 }

{ 0 -2 0 0 0 0 0 0 121 -23 -7 -3 -2 -1 -1 0 }

{ -20 19 -5 2 -1 1 0 0 16 3 -2 0 0 0 0 0 }

{ 32 108 -43 10 -9 3 -3 1 4 19 -7 1 -1 0 0 0 }

{ -3 0 -1 0 0 0 0 0 -29 11 -2 1 0 0 0 0 }

{ -4 -12 -3 1 -1 0 0 0 19 105 -31 7 -6 1 -2 0 }

{ 7 1 2 0 0 0 0 0 4 3 -2 0 0 0 0 0 }

{ -8 -31 14 -4 3 -1 1 0 9 43 0 1 -1 0 0 0 }

{ -15 -43 -100 23 -12 6 -4 2 -6 -17 -48 10 -5 2 -1 1 }

{ -3 1 2 0 0 0 0 0 -6 3 1 0 0 0 0 0 }

{ -1 -6 -3 2 -1 0 0 0 -6 -35 9 0 2 0 0 0 }

{ -5 -14 -48 2 -5 1 -2 0 10 24 99 -17 10 -4 3 -1 }

{ -2 0 2 0 0 0 0 0 -2 0 1 0 0 0 0 0 }

{ -2 -10 -4 0 0 0 0 0 3 11 -1 -1 0 0 0 0 }

{ -2 -3 -25 -2 -3 0 -1 0 -1 -3 -1 4 -2 2 0 1 }

{ 4 -4 28 103 -42 24 -9 7 1 2 4 0 3 -1 0 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ 24 -5 -1 -1 0 0 0 0 5 -1 0 0 0 0 0 0 }

{ 17 1 -2 0 0 0 0 0 -27 4 2 0 0 0 0 0 }

{ -120 14 8 1 3 1 1 0 -18 -2 3 0 1 0 0 0 }

{ 11 -30 9 -2 1 -1 0 0 0 -8 2 0 0 0 0 0 }

{ 12 7 -1 0 0 0 0 0 -117 12 9 1 3 0 1 0 }

{ 9 46 -6 0 0 0 0 0 8 -29 9 -3 1 0 0 0 }

{ 22 -8 1 -1 0 0 0 0 -28 -9 4 0 1 0 0 0 }

{ -13 -105 17 -2 2 0 0 0 -8 -25 -3 0 0 0 0 0 }

{ 1 -5 19 -6 3 -1 1 0 2 7 15 -3 1 -1 0 0 }

{ 0 3 -2 0 0 0 0 0 -20 8 -2 0 0 0 0 0 }

{ 1 -6 11 -2 2 0 1 0 -9 -100 17 -1 1 0 0 0 }

{ 4 14 32 0 2 0 1 0 -4 0 -39 6 -4 1 -1 0 }

{ -1 -1 1 -1 0 0 0 0 -1 -4 2 0 0 0 0 0 }

{ -6 -40 -15 6 -2 1 0 0 5 57 -6 2 0 0 0 0 }

{ -7 -8 -97 17 -9 3 -3 1 -8 -26 -61 -1 -3 -1 -1 -1 }

{ -1 0 -9 -42 17 -9 3 -2 -1 1 -14 6 -4 2 -1 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ 3 -1 0 0 2 -1 0 0 2 -1 0 0 1 0 0 0 }

{ -12 2 1 0 -5 1 0 0 -1 0 0 0 -2 0 0 0 }

{ 17 -3 -1 0 6 -1 -1 0 2 0 0 0 2 0 0 0 }

{ -7 -1 2 0 -3 -1 1 0 -2 -2 1 0 0 0 0 0 }

{ -32 -3 3 0 12 -2 -1 0 7 0 0 0 1 0 0 0 }

{ -3 -19 3 0 -4 -6 1 0 0 0 0 0 0 -1 0 0 }

{ 117 -10 -8 0 32 1 -4 0 3 1 -1 0 -3 1 0 0 }

{ -7 32 -5 1 -1 4 0 0 2 -1 0 0 1 0 -1 0 }

{ 4 10 5 -1 0 3 1 0 -2 1 2 0 -1 1 1 0 }

{ 30 13 -3 0 -116 6 10 0 -35 -5 4 0 -3 -1 0 0 }

{ -10 -63 1 2 -17 3 -4 0 -1 9 -1 0 3 4 -1 0 }

{ 2 -3 -4 0 2 -2 -2 0 0 0 -1 0 0 -1 -1 0 }

{ -8 -2 -1 1 30 4 -4 1 -102 4 8 -1 -69 -2 6 -1 }

{ 1 -95 18 -6 -10 -34 -2 0 -4 17 -2 0 0 2 1 0 }

{ 2 10 24 -7 5 9 19 -1 0 1 4 0 -2 0 1 0 }

{ -1 -2 -4 4 0 3 1 -1 0 2 0 -2 2 0 0 0 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 2, and lfnstIdx is equal to 2 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ 87 -41 3 -4 1 -1 0 -1 -73 28 2 1 1 1 0 0 }

{ -75 4 7 0 2 0 1 0 -41 36 -7 3 -1 1 0 0 }

{ 26 -44 22 -6 4 -2 1 -1 77 24 -22 2 -4 0 -1 0 }

{ -39 -68 37 -7 6 -2 2 0 -9 56 -21 1 -2 0 -1 0 }

{ 10 -20 2 0 1 0 0 0 50 -1 8 -5 1 -1 0 0 }

{ -21 -45 8 -2 3 -1 1 0 -7 -30 26 -8 3 -1 1 -1 }

{ -4 -2 -55 28 -8 5 -3 2 -2 37 43 -19 1 -2 1 -1 }

{ 2 19 47 -23 6 -4 2 -1 -23 -22 -44 17 -2 2 -1 0 }

{ -19 -62 -9 3 0 0 0 0 -12 -56 27 -7 3 -1 1 0 }

{ 1 9 -5 0 -1 0 0 0 0 22 -1 2 0 1 0 0 }

{ 5 17 -9 0 -2 1 0 0 13 54 -2 7 -1 1 0 0 }

{ 7 27 56 -2 10 -3 3 -1 -2 -6 8 -28 3 -4 1 -1 }

{ 0 0 19 -4 3 -2 2 -1 -3 -13 10 -4 1 0 0 0 }

{ -3 0 -27 -80 40 -16 6 -4 4 3 31 61 -22 7 -1 1 }

{ 1 2 -8 6 -1 1 0 0 2 8 -5 -1 0 0 0 0 }

{ -4 -18 -57 8 -8 1 -3 0 -5 -20 -69 7 -6 2 -2 1 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ 30 -5 -6 1 -1 0 0 0 -8 -3 3 0 0 0 0 0 }

{ 72 -29 -2 0 -1 0 -1 0 -37 6 7 -2 1 0 0 0 }

{ 7 -38 10 0 1 0 0 0 -51 27 4 -3 2 -1 1 0 }

{ -45 4 -3 6 -1 2 0 1 49 -13 3 -3 -1 0 0 0 }

{ 66 17 -24 4 -3 1 -1 0 13 -49 15 1 0 0 0 0 }

{ -9 69 -33 5 -2 0 -1 0 -44 -31 10 7 -2 2 0 1 }

{ -47 -34 -27 5 4 -1 1 0 -39 -2 27 4 -2 1 0 0 }

{ -33 3 22 -2 -4 1 -1 0 -58 -17 6 -6 7 -1 1 0 }

{ 7 -8 16 -6 4 -2 1 -1 -15 54 -23 2 -1 0 0 0 }

{ -13 17 0 -2 0 -1 0 0 -46 -10 -10 4 -1 1 0 0 }

{ 4 51 -3 -6 -1 -1 0 0 -20 6 -34 9 -2 2 -1 0 }

{ -1 -4 -68 35 -5 5 -2 1 0 35 43 -4 -6 1 -1 0 }

{ -6 -37 -18 -5 2 -2 1 -1 6 -6 -7 25 -6 4 -1 1 }

{ -4 -7 -26 -6 -10 6 -4 1 3 8 14 -18 15 -5 2 -1 }

{ 1 24 3 5 -1 1 0 0 -3 12 6 -10 1 -1 0 0 }

{ 1 4 0 33 -7 5 -2 1 0 -9 53 -22 3 -1 0 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ 3 2 -1 0 -2 -1 0 0 1 1 0 0 -1 0 0 0 }

{ 12 3 -4 0 -3 -2 1 0 4 0 0 0 -1 0 0 0 }

{ 31 -5 -8 3 -14 0 5 -1 6 1 -3 0 -4 -1 1 0 }

{ -19 2 0 0 5 1 1 0 -2 0 -1 0 1 0 0 0 }

{ -53 34 6 -5 30 -7 -11 3 -11 -2 5 1 4 2 -1 -1 }

{ 49 7 2 -6 -23 -3 -2 2 9 4 0 0 -2 -1 -1 0 }

{ -11 32 -8 -7 27 -12 -6 6 -13 0 4 -3 3 -1 -2 1 }

{ -23 40 -2 5 43 -11 -8 -1 -18 -4 5 2 4 3 0 -1 }

{ -42 -25 4 6 34 8 2 -2 -15 -1 0 -1 3 2 0 1 }

{ -80 -27 20 -4 -66 23 -2 -2 20 -3 -2 3 -14 2 3 -1 }

{ 16 -52 28 1 59 15 -8 -5 -28 -7 2 2 10 3 0 -1 }

{ -14 -38 -12 -10 9 5 7 6 -9 7 -4 -3 4 -4 0 3 }

{ 16 10 55 -24 15 46 -52 1 35 -43 10 12 -23 13 5 -8 }

{ -2 -4 -1 13 0 2 -4 -3 3 -1 2 1 -2 0 -2 -1 }

{ -9 -1 -25 10 45 -11 18 2 86 1 -13 -4 -65 -6 7 2 }

{ 4 -27 -2 -9 5 36 -13 5 -7 -17 1 2 4 6 4 -1 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 3, and lfnstIdx is equal to 1 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ -115 37 9 2 2 1 1 0 10 -29 8 0 1 0 1 0 }

{ 15 51 -18 0 -3 0 -1 0 -95 7 34 -3 5 -1 2 0 }

{ 29 -22 16 -6 3 -2 1 -1 -4 -80 12 15 0 3 0 1 }

{ -36 -98 25 5 4 1 2 1 -59 11 -17 1 1 1 0 0 }

{ -6 18 3 -3 -1 0 0 0 -50 -5 -38 12 0 2 0 1 }

{ 4 15 52 -13 5 -3 2 -1 -17 -45 16 24 -2 4 -1 2 }

{ -20 -7 -43 4 0 1 -1 1 -7 35 0 12 -4 1 -1 0 }

{ 4 29 1 26 -5 4 -2 1 -17 -7 -73 6 6 2 1 1 }

{ 12 13 10 2 -1 3 -1 1 17 -2 -46 12 7 0 2 0 }

{ 5 20 90 -17 4 -3 2 -1 6 66 8 28 -7 3 -1 1 }

{ -3 -4 -34 -12 2 -1 -1 0 5 25 11 43 -10 4 -2 1 }

{ -1 -3 2 19 -2 4 -1 2 9 3 -35 22 11 1 2 0 }

{ 10 -4 -6 12 5 1 1 0 11 -9 -12 -2 -7 0 -1 0 }

{ 4 6 14 53 -4 4 0 2 0 -1 -20 -13 3 2 -1 1 }

{ 2 9 13 37 19 6 2 2 -9 -3 -9 -28 -20 -4 -3 -1 }

{ 3 -3 12 84 -12 8 -2 3 6 13 50 -1 45 1 7 0 }

},

lowFreqTransMatrix [ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ 23 -8 -8 1 -1 0 0 0 3 3 -2 -1 0 0 0 0 }

{ 23 -47 1 6 0 1 0 1 8 5 -12 0 -1 0 0 0 }

{ 45 7 -59 7 -2 1 -1 0 -15 41 -3 -16 2 -3 0 -1 }

{ 6 -13 7 -3 0 0 0 0 14 -4 -14 3 -1 0 0 0 }

{ 3 67 -7 -40 3 -6 1 -3 -12 -13 65 -3 -10 0 -1 0 }

{ -87 -8 -14 7 8 1 2 0 23 -35 -6 -3 1 1 0 0 }

{ -51 -2 -57 5 15 0 4 0 7 39 5 -55 1 -7 1 -3 }

{ -5 21 -3 5 -1 -3 0 -1 -11 2 -52 -3 27 -2 5 0 }

{ 16 -45 -9 -53 6 1 1 0 70 16 8 -4 -37 1 -7 0 }

{ 29 5 -19 12 9 -1 1 0 -10 14 -1 -13 7 0 1 0 }

{ 23 20 -40 12 21 -3 4 -1 25 -28 -10 5 8 6 0 2 }

{ -7 -65 -19 -22 11 4 2 1 -75 -18 3 -1 -10 2 0 1 }

{ 33 -10 -4 18 18 -4 4 -1 28 -72 1 -49 15 2 2 1 }

{ -3 1 -5 35 -16 -6 -1 -2 46 29 13 21 37 -5 4 -1 }

{ 1 18 9 28 24 6 2 2 -20 -5 -25 -33 -36 9 -2 2 }

{ -2 18 -22 -37 -13 14 0 3 1 -12 -3 2 -15 -8 1 -1 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ 4 0 0 -1 1 1 0 0 2 0 0 0 0 0 0 0 }

{ 3 -3 1 -1 2 1 -2 0 1 -1 0 0 1 1 -1 0 }

{ 1 0 7 -2 -3 6 1 -2 0 0 1 0 -1 2 0 -1 }

{ 2 8 -3 -5 2 0 0 0 0 3 0 -1 1 0 0 0 }

{ 9 -20 -5 22 -2 0 0 -1 2 -3 -2 3 -1 0 1 0 }

{ 2 5 -17 0 3 -1 -1 -5 0 1 -4 0 1 0 0 -2 }

{ 1 -10 41 2 4 -3 -2 3 -1 -2 7 1 1 -1 -1 0 }

{ 0 27 8 -58 2 -5 25 3 0 3 0 -5 0 -2 7 0 }

{ -12 29 3 21 4 0 5 -1 -3 4 1 4 2 0 1 0 }

{ 0 -6 13 -4 0 -4 1 5 0 -1 -1 1 0 -1 0 0 }

{ -4 21 -64 -8 -5 19 10 -48 3 -1 10 -3 0 4 3 -6 }

{ 2 -35 -27 4 1 8 -17 -19 3 0 3 -6 0 2 -1 -2 }

{ 56 -23 22 -1 4 -1 -15 26 6 4 -10 0 0 2 -3 2 }

{ -10 -53 -18 8 9 12 -41 -25 -2 2 13 -16 4 1 -5 1 }

{ -13 42 1 57 -22 -2 -25 -28 5 6 19 -12 -5 -3 -2 4 }

{ 19 14 -4 -12 -4 5 17 8 2 -4 -4 4 -2 2 1 0 }

},

* Otherwise, if nTrS is equal to 48, lfnstTrSetIdx is equal to 3, and lfnstIdx is equal to 2 the following applies:

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15

lowFreqTransMatrixCol0to15 =

{

{ 109 -26 -8 -3 -2 -1 -1 0 -50 28 2 1 0 0 0 0 }

{ -39 31 -5 2 -1 1 0 0 -95 6 18 0 4 0 1 0 }

{ 29 -3 -2 -2 0 0 0 0 0 -41 9 0 2 0 1 0 }

{ 18 96 -23 2 -5 1 -2 0 -10 6 10 -2 1 -1 1 0 }

{ -29 -60 16 -2 3 -1 1 0 -52 9 -17 5 -2 1 -1 1 }

{ -23 -5 -15 5 -2 1 -1 1 2 79 -13 -4 -2 -1 -1 0 }

{ -7 -3 12 -3 3 -1 1 0 -31 -62 8 7 0 2 0 1 }

{ 1 -26 5 0 1 0 1 0 24 -3 43 -6 4 -2 1 -1 }

{ 11 14 6 -3 1 -1 1 0 10 -7 -9 3 -2 1 -1 0 }

{ -10 -11 -47 3 -4 1 -1 0 5 28 11 -2 -1 0 0 0 }

{ -8 -24 -99 11 -10 3 -4 1 -5 -36 19 -26 4 -5 1 -2 }

{ -5 1 -1 0 1 0 0 0 -10 -14 -6 8 0 1 0 0 }

{ 1 12 -20 21 -4 5 -2 2 -5 -2 -75 9 -1 2 -1 1 }

{ 2 -9 -18 8 -3 3 -1 1 3 -25 -62 -6 0 -2 0 -1 }

{ 4 9 39 18 0 2 0 1 -6 -16 -22 -37 5 -5 1 -2 }

{ -7 -2 15 -6 1 -1 1 -1 -11 -3 22 -14 0 -2 1 -1 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15

lowFreqTransMatrixCol16to31 =

{

{ -18 -8 6 0 1 0 1 0 6 -2 -3 0 0 0 0 0 }

{ 32 -49 5 1 1 0 0 0 27 -1 -14 2 -2 1 -1 0 }

{ 86 4 -33 2 -6 1 -2 0 -32 58 1 -7 0 -2 0 -1 }

{ -14 26 2 -4 1 -1 0 0 -43 -9 35 -2 4 -1 1 0 }

{ 13 56 -2 -9 0 -2 0 -1 -34 -18 41 0 3 0 1 0 }

{ -9 1 5 -1 1 0 0 0 -4 49 2 -14 1 -3 0 -1 }

{ -75 9 -45 5 -1 1 -1 0 14 35 0 -23 2 -5 1 -2 }

{ -7 -64 9 14 0 3 0 1 -12 -4 5 3 -1 1 0 0 }

{ 22 21 1 -21 2 -4 1 -2 92 1 53 0 -9 1 -2 0 }

{ -12 -2 -38 2 0 1 0 0 16 38 11 -16 -1 -3 0 -2 }

{ 0 25 41 5 -3 1 0 0 10 -5 -7 12 2 1 0 0 }

{ -17 -2 7 -5 3 -1 0 0 -16 13 3 31 -1 6 0 2 }

{ -1 -2 -16 -4 0 -1 0 0 -7 7 -31 0 3 0 0 0 }

{ -6 -61 14 -51 2 -6 0 -2 -19 0 40 -7 -17 0 -3 0 }

{ -5 15 63 9 -16 0 -3 0 18 42 -18 27 15 1 3 1 }

{ -18 -7 30 -9 -4 0 -1 0 -35 23 23 10 -17 1 -3 0 }

},

lowFreqTransMatrix[ m ][ n ] = lowFreqTransMatrixCol32to47[ m − 32 ][ n ] with m = 32..47, n = 0..15

lowFreqTransMatrixCol32to47 =

{

{ -3 2 1 -1 0 0 0 0 -2 0 0 0 0 0 0 0 }

{ 3 5 -3 -2 4 1 -1 -1 2 0 0 0 2 0 0 0 }

{ -14 -8 20 0 -2 -3 0 4 -1 -1 0 0 -1 1 0 0 }

{ 14 -40 1 10 2 1 -10 1 2 -4 -1 -1 0 0 -1 0 }

{ 19 -36 -10 13 3 6 -14 -1 3 1 -1 -3 1 1 -1 -1 }

{ -31 -14 56 -1 13 -37 -4 20 -2 2 -10 0 2 -4 0 -1 }

{ 1 -8 32 -1 7 -12 -4 10 0 2 -6 -1 2 0 0 -2 }

{ 8 -59 -3 26 14 6 -58 6 -5 17 -7 -18 3 3 -1 -5 }

{ -21 -11 1 40 -5 -4 -24 5 -4 5 -6 -5 0 0 0 -3 }

{ 12 -9 -22 7 -8 60 4 -36 -6 -15 54 7 3 -7 -8 14 }

{ -1 1 9 -3 -3 -14 -3 12 2 4 -13 -2 -1 3 2 -4 }

{ -93 -15 -46 -3 23 -19 0 -47 8 4 8 3 2 3 0 0 }

{ 4 11 -12 4 -12 14 -50 -1 -8 32 -4 -54 2 0 30 -15 }

{ 13 -4 11 9 17 0 24 5 1 -12 4 28 0 0 -15 8 }

{ 12 -34 9 -24 4 28 -2 4 -11 -4 30 2 5 -13 -4 18 }

{ -19 53 6 48 -65 12 -12 11 -8 -16 10 -21 -2 -12 6 2 }

},

#### Transformation process

Inputs to this process are:

* a variable nTbS specifying the horizontal sample size of transformed samples,
* a variable nonZeroS specifying the horizontal sample size of non-zero scaled transform coefficients,
* a list of scaled transform coefficients x[ j ] with j = 0..nonZeroS − 1,
* a transform kernel type variable trType.

Output of this process is the list of transformed samples y[ i ] with i = 0..nTbS − 1.

The transformation matrix derivation process as specified in clause 8.7.4.5 in invoked with the transform size nTbS and the transform kernel Type trType as inputs, and the transformation maxtrix transMatrix as output.

Depending on the value of trType, the following applies:, the list of transformed samples y[ i ] with i = 0..nTbS − 1 is derived as follows:

* If trType is equal to 0, the following transform matrix multiplication applies:

y[i]= with i = 0..nTbS − 1 (8‑982)

* Otherwise (trType is equal to 1 or trType is equal to 2), the following transform matrix multiplication applies:

y[i]= with i = 0..nTbS − 1 (8‑983)

#### Transformation matrix derivation process

Inputs to this process are:

* a variable nTbS specifying the horizontal sample size of scaled transform coefficients,
* the transformation kernel type trType.

Output of this process is the transformation matrix transMatrix.

The transformation matrix transMatrix is derived based on trType and nTbs as follows:

* If trType is equal to 0, the following applies:

transMatrix[ m ][ n ] = transMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..63 (8‑984)

transMatrixCol0to15 = (8‑985)

{

{ 64 64 64 64 64 64 64 64 64 64 64 64 64 64 64 64 }

{ 91 90 90 90 88 87 86 84 83 81 79 77 73 71 69 65 }

{ 90 90 88 85 82 78 73 67 61 54 46 38 31 22 13 4 }

{ 90 88 84 79 71 62 52 41 28 15 2 −11 −24 −37 −48 −59 }

{ 90 87 80 70 57 43 25 9 −9 −25 −43 −57 −70 −80 −87 −90 }

{ 90 84 73 59 41 20 −2 −24 −44 −62 −77 −86 −90 −90 −83 −71 }

{ 90 82 67 46 22 −4 −31 −54 −73 −85 −90 −88 −78 −61 −38 −13 }

{ 90 79 59 33 2 −28 −56 −77 −88 −90 −81 −62 −37 −7 24 52 }

{ 89 75 50 18 −18 −50 −75 −89 −89 −75 −50 −18 18 50 75 89 }

{ 88 71 41 2 −37 −69 −87 −90 −73 −44 −7 33 65 86 90 77 }

{ 88 67 31 −13 −54 −82 −90 −78 −46 −4 38 73 90 85 61 22 }

{ 87 62 20 −28 −69 −90 −84 −56 −11 37 73 90 81 48 2 −44 }

{ 87 57 9 −43 −80 −90 −70 −25 25 70 90 80 43 −9 −57 −87 }

{ 86 52 −2 −56 −87 −84 −48 7 59 88 83 44 −11 −62 −90 −81 }

{ 85 46 −13 −67 −90 −73 −22 38 82 88 54 −4 −61 −90 −78 −31 }

{ 84 41 −24 −77 −90 −56 7 65 91 69 11 −52 −88 −79 −28 37 }

{ 83 36 −36 −83 −83 −36 36 83 83 36 −36 −83 −83 −36 36 83 }

{ 83 28 −44 −88 −73 −11 59 91 62 −7 −71 −90 −48 24 81 84 }

{ 82 22 −54 −90 −61 13 78 85 31 −46 −90 −67 4 73 88 38 }

{ 81 15 −62 −90 −44 37 88 69 −7 −77 −84 −24 56 91 52 −28 }

{ 80 9 −70 −87 −25 57 90 43 −43 −90 −57 25 87 70 −9 −80 }

{ 79 2 −77 −81 −7 73 83 11 −71 −84 −15 69 86 20 −65 −87 }

{ 78 −4 −82 −73 13 85 67 −22 −88 −61 31 90 54 −38 −90 −46 }

{ 77 −11 −86 −62 33 90 44 −52 −90 −24 69 83 2 −81 −71 20 }

{ 75 −18 −89 −50 50 89 18 −75 −75 18 89 50 −50 −89 −18 75 }

{ 73 −24 −90 −37 65 81 −11 −88 −48 56 86 2 −84 −59 44 90 }

{ 73 −31 −90 −22 78 67 −38 −90 −13 82 61 −46 −88 −4 85 54 }

{ 71 −37 −90 −7 86 48 −62 −79 24 91 20 −81 −59 52 84 −11 }

{ 70 −43 −87 9 90 25 −80 −57 57 80 −25 −90 −9 87 43 −70 }

{ 69 −48 −83 24 90 2 −90 −28 81 52 −65 −71 44 84 −20 −90 }

{ 67 −54 −78 38 85 −22 −90 4 90 13 −88 −31 82 46 −73 −61 }

{ 65 −59 −71 52 77 −44 −81 37 84 −28 −87 20 90 −11 −90 2 }

{ 64 −64 −64 64 64 −64 −64 64 64 −64 −64 64 64 −64 −64 64 }

{ 62 −69 −56 73 48 −79 −41 83 33 −86 −24 88 15 −90 −7 91 }

{ 61 −73 −46 82 31 −88 −13 90 −4 −90 22 85 −38 −78 54 67 }

{ 59 −77 −37 87 11 −91 15 86 −41 −73 62 56 −79 −33 88 7 }

{ 57 −80 −25 90 −9 −87 43 70 −70 −43 87 9 −90 25 80 −57 }

{ 56 −83 −15 90 −28 −77 65 44 −87 −2 88 −41 −69 73 33 −90 }

{ 54 −85 −4 88 −46 −61 82 13 −90 38 67 −78 −22 90 −31 −73 }

{ 52 −87 7 83 −62 −41 90 −20 −77 71 28 −91 33 69 −79 −15 }

{ 50 −89 18 75 −75 −18 89 −50 −50 89 −18 −75 75 18 −89 50 }

{ 48 −90 28 65 −84 7 79 −73 −15 87 −59 −37 91 −41 −56 88 }

{ 46 −90 38 54 −90 31 61 −88 22 67 −85 13 73 −82 4 78 }

{ 44 −91 48 41 −90 52 37 −90 56 33 −90 59 28 −88 62 24 }

{ 43 −90 57 25 −87 70 9 −80 80 −9 −70 87 −25 −57 90 −43 }

{ 41 −90 65 11 −79 83 −20 −59 90 −48 −33 87 −71 −2 73 −86 }

{ 38 −88 73 −4 −67 90 −46 −31 85 −78 13 61 −90 54 22 −82 }

{ 37 −86 79 −20 −52 90 −69 2 65 −90 56 15 −77 87 −41 −33 }

{ 36 −83 83 −36 −36 83 −83 36 36 −83 83 −36 −36 83 −83 36 }

{ 33 −81 87 −48 −15 71 −90 62 −2 −59 90 −73 20 44 −86 83 }

{ 31 −78 90 −61 4 54 −88 82 −38 −22 73 −90 67 −13 −46 85 }

{ 28 −73 91 −71 24 33 −77 90 −69 20 37 −79 90 −65 15 41 }

{ 25 −70 90 −80 43 9 −57 87 −87 57 −9 −43 80 −90 70 −25 }

{ 24 −65 88 −86 59 −15 −33 71 −90 83 −52 7 41 −77 91 −79 }

{ 22 −61 85 −90 73 −38 −4 46 −78 90 −82 54 −13 −31 67 −88 }

{ 20 −56 81 −91 83 −59 24 15 −52 79 −90 84 −62 28 11 −48 }

{ 18 −50 75 −89 89 −75 50 −18 −18 50 −75 89 −89 75 −50 18 }

{ 15 −44 69 −84 91 −86 71 −48 20 11 −41 65 −83 90 −87 73 }

{ 13 −38 61 −78 88 −90 85 −73 54 −31 4 22 −46 67 −82 90 }

{ 11 −33 52 −69 81 −88 91 −87 79 −65 48 −28 7 15 −37 56 }

{ 9 −25 43 −57 70 −80 87 −90 90 −87 80 −70 57 −43 25 −9 }

{ 7 −20 33 −44 56 −65 73 −81 86 −90 91 −90 87 −83 77 −69 }

{ 4 −13 22 −31 38 −46 54 −61 67 −73 78 −82 85 −88 90 −90 }

{ 2 −7 11 −15 20 −24 28 −33 37 −41 44 −48 52 −56 59 −62 }

},

transMatrix[ m ][ n ] = transMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..63 (8‑986)

transMatrixCol16to31 = (8‑987)

{

{ 64 64 64 64 64 64 64 64 64 64 64 64 64 64 64 64 }

{ 62 59 56 52 48 44 41 37 33 28 24 20 15 11 7 2 }

{ −4 −13 −22 −31 −38 −46 −54 −61 −67 −73 −78 −82 −85 −88 −90 −90 }

{ −69 −77 −83 −87 −90 −91 −90 −86 −81 −73 −65 −56 −44 −33 −20 −7 }

{ −90 −87 −80 −70 −57 −43 −25 −9 9 25 43 57 70 80 87 90 }

{ −56 −37 −15 7 28 48 65 79 87 91 88 81 69 52 33 11 }

{ 13 38 61 78 88 90 85 73 54 31 4 −22 −46 −67 −82 −90 }

{ 73 87 90 83 65 41 11 −20 −48 −71 −86 −91 −84 −69 −44 −15 }

{ 89 75 50 18 −18 −50 −75 −89 −89 −75 −50 −18 18 50 75 89 }

{ 48 11 −28 −62 −84 −90 −79 −52 −15 24 59 83 91 81 56 20 }

{ −22 −61 −85 −90 −73 −38 4 46 78 90 82 54 13 −31 −67 −88 }

{ −79 −91 −77 −41 7 52 83 90 71 33 −15 −59 −86 −88 −65 −24 }

{ −87 −57 −9 43 80 90 70 25 −25 −70 −90 −80 −43 9 57 87 }

{ −41 15 65 90 79 37 −20 −69 −90 −77 −33 24 71 91 73 28 }

{ 31 78 90 61 4 −54 −88 −82 −38 22 73 90 67 13 −46 −85 }

{ 83 86 44 −20 −73 −90 −59 2 62 90 71 15 −48 −87 −81 −33 }

{ 83 36 −36 −83 −83 −36 36 83 83 36 −36 −83 −83 −36 36 83 }

{ 33 −41 −87 −77 −15 56 90 65 −2 −69 −90 −52 20 79 86 37 }

{ −38 −88 −73 −4 67 90 46 −31 −85 −78 −13 61 90 54 −22 −82 }

{ −86 −73 −2 71 87 33 −48 −90 −59 20 83 79 11 −65 −90 −41 }

{ −80 −9 70 87 25 −57 −90 −43 43 90 57 −25 −87 −70 9 80 }

{ −24 62 88 28 −59 −90 −33 56 90 37 −52 −90 −41 48 91 44 }

{ 46 90 38 −54 −90 −31 61 88 22 −67 −85 −13 73 82 4 −78 }

{ 88 56 −41 −91 −37 59 87 15 −73 −79 7 84 65 −28 −90 −48 }

{ 75 −18 −89 −50 50 89 18 −75 −75 18 89 50 −50 −89 −18 75 }

{ 15 −79 −69 33 91 28 −71 −77 20 90 41 −62 −83 7 87 52 }

{ −54 −85 4 88 46 −61 −82 13 90 38 −67 −78 22 90 31 −73 }

{ −90 −33 73 69 −41 −88 −2 87 44 −65 −77 28 90 15 −83 −56 }

{ −70 43 87 −9 −90 −25 80 57 −57 −80 25 90 9 −87 −43 70 }

{ −7 88 33 −79 −56 62 73 −41 −86 15 91 11 −87 −37 77 59 }

{ 61 73 −46 −82 31 88 −13 −90 −4 90 22 −85 −38 78 54 −67 }

{ 91 7 −90 −15 88 24 −86 −33 83 41 −79 −48 73 56 −69 −62 }

{ 64 −64 −64 64 64 −64 −64 64 64 −64 −64 64 64 −64 −64 64 }

{ −2 −90 11 90 −20 −87 28 84 −37 −81 44 77 −52 −71 59 65 }

{ −67 −54 78 38 −85 −22 90 4 −90 13 88 −31 −82 46 73 −61 }

{ −90 20 84 −44 −71 65 52 −81 −28 90 2 −90 24 83 −48 −69 }

{ −57 80 25 −90 9 87 −43 −70 70 43 −87 −9 90 −25 −80 57 }

{ 11 84 −52 −59 81 20 −91 24 79 −62 −48 86 7 −90 37 71 }

{ 73 31 −90 22 78 −67 −38 90 −13 −82 61 46 −88 4 85 −54 }

{ 90 −44 −59 84 2 −86 56 48 −88 11 81 −65 −37 90 −24 −73 }

{ 50 −89 18 75 −75 −18 89 −50 −50 89 −18 −75 75 18 −89 50 }

{ −20 −71 81 2 −83 69 24 −90 52 44 −90 33 62 −86 11 77 }

{ −78 −4 82 −73 −13 85 −67 −22 88 −61 −31 90 −54 −38 90 −46 }

{ −87 65 20 −86 69 15 −84 71 11 −83 73 7 −81 77 2 −79 }

{ −43 90 −57 −25 87 −70 −9 80 −80 9 70 −87 25 57 −90 43 }

{ 28 52 −91 56 24 −84 77 −7 −69 88 −37 −44 90 −62 −15 81 }

{ 82 −22 −54 90 −61 −13 78 −85 31 46 −90 67 4 −73 88 −38 }

{ 84 −81 24 48 −90 71 −7 −62 91 −59 −11 73 −88 44 28 −83 }

{ 36 −83 83 −36 −36 83 −83 36 36 −83 83 −36 −36 83 −83 36 }

{ −37 −28 79 −88 52 11 −69 91 −65 7 56 −90 77 −24 −41 84 }

{ −85 46 13 −67 90 −73 22 38 −82 88 −54 −4 61 −90 78 −31 }

{ −81 90 −62 11 44 −83 88 −59 7 48 −84 87 −56 2 52 −86 }

{ −25 70 −90 80 −43 −9 57 −87 87 −57 9 43 −80 90 −70 25 }

{ 44 2 −48 81 −90 73 −37 −11 56 −84 90 −69 28 20 −62 87 }

{ 88 −67 31 13 −54 82 −90 78 −46 4 38 −73 90 −85 61 −22 }

{ 77 −90 86 −65 33 7 −44 73 −90 87 −69 37 2 −41 71 −88 }

{ 18 −50 75 −89 89 −75 50 −18 −18 50 −75 89 −89 75 −50 18 }

{ −52 24 7 −37 62 −81 90 −88 77 −56 28 2 −33 59 −79 90 }

{ −90 82 −67 46 −22 −4 31 −54 73 −85 90 −88 78 −61 38 −13 }

{ −71 83 −90 90 −86 77 −62 44 −24 2 20 −41 59 −73 84 −90 }

{ −9 25 −43 57 −70 80 −87 90 −90 87 −80 70 −57 43 −25 9 }

{ 59 −48 37 −24 11 2 −15 28 −41 52 −62 71 −79 84 −88 90 }

{ 90 −90 88 −85 82 −78 73 −67 61 −54 46 −38 31 −22 13 −4 }

{ 65 −69 71 −73 77 −79 81 −83 84 −86 87 −88 90 −90 90 −91 }

},

transMatrix[ m ][ n ] = ( n & 1 ? −1 : 1 ) \* transMatrixCol16to31[47 −m ][ n ] (8‑988)  
 with m =32..47, n = 0..63

transMatrix[ m ][ n ] = ( n & 1 ? −1 : 1 ) \* transMatrixCol0to15[63 −m ][ n ] (8‑989)  
 with m =48..63, n = 0..63

* Otherwise, if trType is equal to 1 and nTbs is equal to 4, the following applies:

transMatrix[ m ][ n ] = (8‑990)

{

{ 29 55 74 84 }

{ 74 74 0 −74 }

{ 84 −29 −74 55 }

{ 55 −84 74 −29 }

},

* Otherwise, if trType is equal to 1 and nTbs is equal to 8, the following applies:

transMatrix[ m ][ n ] = (8‑991)

{

{ 17 32 46 60 71 78 85 86 }

{ 46 78 86 71 32 −17 −60 −85 }

{ 71 85 32 −46 −86 −60 17 78 }

{ 85 46 −60 −78 17 86 32 −71 }

{ 86 −17 −85 32 78 −46 −71 60 }

{ 78 −71 −17 85 −60 −32 86 −46 }

{ 60 −86 71 −17 −46 85 −78 32 }

{ 32 −60 78 −86 85 −71 46 −17 }

},

* Otherwise, if trType is equal to 1 and nTbs is equal to 16, the following applies:

transMatrix[ m ][ n ] = (8‑992)

{

{ 8 17 25 33 40 48 55 62 68 73 77 81 85 87 88 88 }

{ 25 48 68 81 88 88 81 68 48 25 0 −25 −48 −68 −81 −88 }

{ 40 73 88 85 62 25 −17 −55 −81 −88 −77 −48 −8 33 68 87 }

{ 55 87 81 40 −17 −68 −88 −73 −25 33 77 88 62 8 −48 −85 }

{ 68 88 48 −25 −81 −81 −25 48 88 68 0 −68 −88 −48 25 81 }

{ 77 77 0 −77 −77 0 77 77 0 −77 −77 0 77 77 0 −77 }

{ 85 55 −48 −87 −8 81 62 −40 −88 −17 77 68 −33 −88 −25 73 }

{ 88 25 −81 −48 68 68 −48 −81 25 88 0 −88 −25 81 48 −68 }

{ 88 −8 −88 17 87 −25 −85 33 81 −40 −77 48 73 −55 −68 62 }

{ 87 −40 −68 73 33 −88 8 85 −48 −62 77 25 −88 17 81 −55 }

{ 81 −68 −25 88 −48 −48 88 −25 −68 81 0 −81 68 25 −88 48 }

{ 73 −85 25 55 −88 48 33 −87 68 8 −77 81 −17 −62 88 −40 }

{ 62 −88 68 −8 −55 88 −73 17 48 −87 77 −25 −40 85 −81 33 }

{ 48 −81 88 −68 25 25 −68 88 −81 48 0 −48 81 −88 68 −25 }

{ 33 −62 81 −88 85 −68 40 −8 −25 55 −77 88 −87 73 −48 17 }

{ 17 −33 48 −62 73 −81 87 −88 88 −85 77 −68 55 −40 25 −8 }

},

* Otherwise, if trType is equal to 1 and nTbs is equal to 32, the following applies:

transMatrix[ m ][ n ] = transMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15 (8‑993)

transMatrixCol0to15 = (8‑994)

{

{ 4 9 13 17 21 26 30 34 38 42 46 50 53 56 60 63 }

{ 13 26 38 50 60 68 77 82 86 89 90 88 85 80 74 66 }

{ 21 42 60 74 84 89 89 84 74 60 42 21 0 −21 −42 −60 }

{ 30 56 77 87 89 80 63 38 9 −21 −50 −72 −85 −90 −84 −68 }

{ 38 68 86 88 74 46 9 −30 −63 −84 −90 −78 −53 −17 21 56 }

{ 46 78 90 77 42 −4 −50 −80 −90 −74 −38 9 53 82 89 72 }

{ 53 85 85 53 0 −53 −85 −85 −53 0 53 85 85 53 0 −53 }

{ 60 89 74 21 −42 −84 −84 −42 21 74 89 60 0 −60 −89 −74 }

{ 66 90 56 −13 −74 −87 −46 26 80 84 34 −38 −85 −78 −21 50 }

{ 72 86 34 −46 −89 −63 13 78 82 21 −56 −90 −53 26 84 77 }

{ 77 80 9 −72 −84 −17 66 86 26 −60 −88 −34 53 90 42 −46 }

{ 80 72 −17 −86 −60 34 90 46 −50 −89 −30 63 85 13 −74 −78 }

{ 84 60 −42 −89 −21 74 74 −21 −89 −42 60 84 0 −84 −60 42 }

{ 86 46 −63 −78 21 90 26 −77 −66 42 87 4 −85 −50 60 80 }

{ 88 30 −78 −56 60 77 −34 −87 4 89 26 −80 −53 63 74 −38 }

{ 90 13 −87 −26 84 38 −78 −50 72 60 −63 −68 53 77 −42 −82 }

},

transMatrix[ m ][ n ] = transMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15 (8‑995)

transMatrixCol16to31 = (8‑996)

{

{ 66 68 72 74 77 78 80 82 84 85 86 87 88 89 90 90 }

{ 56 46 34 21 9 −4 −17 −30 −42 −53 −63 −72 −78 −84 −87 −90 }

{ −74 −84 −89 −89 −84 −74 −60 −42 −21 0 21 42 60 74 84 89 }

{ −46 −17 13 42 66 82 90 86 74 53 26 −4 −34 −60 −78 −88 }

{ 80 90 82 60 26 −13 −50 −77 −89 −85 −66 −34 4 42 72 87 }

{ 34 −13 −56 −84 −88 −68 −30 17 60 85 87 66 26 −21 −63 −86 }

{ −85 −85 −53 0 53 85 85 53 0 −53 −85 −85 −53 0 53 85 }

{ −21 42 84 84 42 −21 −74 −89 −60 0 60 89 74 21 −42 −84 }

{ 88 72 9 −60 −90 −63 4 68 89 53 −17 −77 −86 −42 30 82 }

{ 9 −66 −88 −42 38 87 68 −4 −74 −85 −30 50 90 60 −17 −80 }

{ −90 −50 38 89 56 −30 −87 −63 21 85 68 −13 −82 −74 4 78 }

{ 4 82 68 −21 −87 −56 38 90 42 −53 −88 −26 66 84 9 −77 }

{ 89 21 −74 −74 21 89 42 −60 −84 0 84 60 −42 −89 −21 74 }

{ −17 −90 −30 74 68 −38 −88 −9 84 53 −56 −82 13 89 34 −72 }

{ −86 9 90 21 −82 −50 66 72 −42 −85 13 90 17 −84 −46 68 }

{ 30 86 −17 −89 4 90 9 −88 −21 85 34 −80 −46 74 56 −66 }

},

* Otherwise, if trType is equal to 2 and nTbs is equal to 4, the following applies:

transMatrix[ m ][ n ] = (8‑997)

{

{ 84 74 55 29 }

{ 74 0 −74 −74 }

{ 55 −74 −29 84 }

{ 29 −74 84 −55 }

},

* Otherwise, if trType is equal to 2 and nTbs is equal to 8, the following applies:

transMatrix[ m ][ n ] = (8‑998)

{

{ 86 85 78 71 60 46 32 17 }

{ 85 60 17 −32 −71 −86 −78 −46 }

{ 78 17 −60 −86 −46 32 85 71 }

{ 71 −32 −86 −17 78 60 −46 −85 }

{ 60 −71 −46 78 32 −85 −17 86 }

{ 46 −86 32 60 −85 17 71 −78 }

{ 32 −78 85 −46 −17 71 −86 60 }

{ 17 −46 71 −85 86 −78 60 −32 }

},

* Otherwise, if trType is equal to 2 and nTbs is equal to 16, the following applies:

transMatrix[ m ][ n ] = (8‑999)

{

{ 88 88 87 85 81 77 73 68 62 55 48 40 33 25 17 8 }

{ 88 81 68 48 25 0 −25 −48 −68 −81 −88 −88 −81 −68 −48 −25 }

{ 87 68 33 −8 −48 −77 −88 −81 −55 −17 25 62 85 88 73 40 }

{ 85 48 −8 −62 −88 −77 −33 25 73 88 68 17 −40 −81 −87 −55 }

{ 81 25 −48 −88 −68 0 68 88 48 −25 −81 −81 −25 48 88 68 }

{ 77 0 −77 −77 0 77 77 0 −77 −77 0 77 77 0 −77 −77 }

{ 73 −25 −88 −33 68 77 −17 −88 −40 62 81 −8 −87 −48 55 85 }

{ 68 −48 −81 25 88 0 −88 −25 81 48 −68 −68 48 81 −25 −88 }

{ 62 −68 −55 73 48 −77 −40 81 33 −85 −25 87 17 −88 −8 88 }

{ 55 −81 −17 88 −25 −77 62 48 −85 −8 88 −33 −73 68 40 −87 }

{ 48 −88 25 68 −81 0 81 −68 −25 88 −48 −48 88 −25 −68 81 }

{ 40 −88 62 17 −81 77 −8 −68 87 −33 −48 88 −55 −25 85 −73 }

{ 33 −81 85 −40 −25 77 −87 48 17 −73 88 −55 −8 68 −88 62 }

{ 25 −68 88 −81 48 0 −48 81 −88 68 −25 −25 68 −88 81 −48 }

{ 17 −48 73 −87 88 −77 55 −25 −8 40 −68 85 −88 81 −62 33 }

{ 8 −25 40 −55 68 −77 85 −88 88 −87 81 −73 62 −48 33 −17 }

},

* Otherwise, if trType is equal to 2 and nTbs is equal to 32, the following applies:

transMatrix[ m ][ n ] = transMatrixCol0to15[ m ][ n ] with m = 0..15, n = 0..15 (8‑1000)

transMatrixCol0to15 = (8‑1001)

{

{ 90 90 89 88 87 86 85 84 82 80 78 77 74 72 68 66 }

{ 90 87 84 78 72 63 53 42 30 17 4 −9 −21 −34 −46 −56 }

{ 89 84 74 60 42 21 0 −21 −42 −60 −74 −84 −89 −89 −84 −74 }

{ 88 78 60 34 4 −26 −53 −74 −86 −90 −82 −66 −42 −13 17 46 }

{ 87 72 42 4 −34 −66 −85 −89 −77 −50 −13 26 60 82 90 80 }

{ 86 63 21 −26 −66 −87 −85 −60 −17 30 68 88 84 56 13 −34 }

{ 85 53 0 −53 −85 −85 −53 0 53 85 85 53 0 −53 −85 −85 }

{ 84 42 −21 −74 −89 −60 0 60 89 74 21 −42 −84 −84 −42 21 }

{ 82 30 −42 −86 −77 −17 53 89 68 4 −63 −90 −60 9 72 88 }

{ 80 17 −60 −90 −50 30 85 74 4 −68 −87 −38 42 88 66 −9 }

{ 78 4 −74 −82 −13 68 85 21 −63 −87 −30 56 89 38 −50 −90 }

{ 77 −9 −84 −66 26 88 53 −42 −90 −38 56 87 21 −68 −82 −4 }

{ 74 −21 −89 −42 60 84 0 −84 −60 42 89 21 −74 −74 21 89 }

{ 72 −34 −89 −13 82 56 −53 −84 9 88 38 −68 −74 30 90 17 }

{ 68 −46 −84 17 90 13 −85 −42 72 66 −50 −82 21 90 9 −86 }

{ 66 −56 −74 46 80 −34 −85 21 88 −9 −90 −4 89 17 −86 −30 }

},

transMatrix[ m ][ n ] = transMatrixCol16to31[ m − 16 ][ n ] with m = 16..31, n = 0..15 (8‑1002)

transMatrixCol16to31 = (8‑1003)

{

{ 63 60 56 53 50 46 42 38 34 30 26 21 17 13 9 4 }

{ −66 −74 −80 −85 −88 −90 −89 −86 −82 −77 −68 −60 −50 −38 −26 −13 }

{ −60 −42 −21 0 21 42 60 74 84 89 89 84 74 60 42 21 }

{ 68 84 90 85 72 50 21 −9 −38 −63 −80 −89 −87 −77 −56 −30 }

{ 56 21 −17 −53 −78 −90 −84 −63 −30 9 46 74 88 86 68 38 }

{ −72 −89 −82 −53 −9 38 74 90 80 50 4 −42 −77 −90 −78 −46 }

{ −53 0 53 85 85 53 0 −53 −85 −85 −53 0 53 85 85 53 }

{ 74 89 60 0 −60 −89 −74 −21 42 84 84 42 −21 −74 −89 −60 }

{ 50 −21 −78 −85 −38 34 84 80 26 −46 −87 −74 −13 56 90 66 }

{ −77 −84 −26 53 90 56 −21 −82 −78 −13 63 89 46 −34 −86 −72 }

{ −46 42 90 53 −34 −88 −60 26 86 66 −17 −84 −72 9 80 77 }

{ 78 74 −13 −85 −63 30 89 50 −46 −90 −34 60 86 17 −72 −80 }

{ 42 −60 −84 0 84 60 −42 −89 −21 74 74 −21 −89 −42 60 84 }

{ −80 −60 50 85 −4 −87 −42 66 77 −26 −90 −21 78 63 −46 −86 }

{ −38 74 63 −53 −80 26 89 4 −87 −34 77 60 −56 −78 30 88 }

{ 82 42 −77 −53 68 63 −60 −72 50 78 −38 −84 26 87 −13 −90 }

},

### Picture reconstruction process

#### General

Inputs to this process are:

* a location ( xCurr, yCurr ) specifying the top-left sample of the current block relative to the top‑left sample of the current picture component,
* the variables nCurrSw and nCurrSh specifying the width and height, respectively, of the current block,
* a variable cIdx specifying the colour component of the current block,
* an (nCurrSw) x (nCurrSh) array predSamples specifying the predicted samples of the current block,
* an (nCurrSw) x (nCurrSh) array resSamples specifying the residual samples of the current block.

Output of this process is a reconstructed picture sample array recSamples.

Depending on the value of the colour component cIdx, the following assignments are made:

* If cIdx is equal to 0, recSamples corresponds to the reconstructed picture sample array SL and the function clipCidx1 corresponds to Clip1Y.
* Otherwise, if cIdx is equal to 1, tuCbfChroma is set equal to tu\_cbf\_cb[ xCurr ][ yCurr ], recSamples corresponds to the reconstructed chroma sample array SCb and the function clipCidx1 corresponds to Clip1C.
* Otherwise (cIdx is equal to 2), tuCbfChroma is set equal to tu\_cbf\_cr[ xCurr ][ yCurr ], recSamples corresponds to the reconstructed chroma sample array SCr and the function clipCidx1 corresponds to Clip1C.

Depending on the value of slice\_lmcs\_enabled\_flag, the following applies:

* If slice\_lmcs\_enabled\_flag is equal to 0, the (nCurrSw)x(nCurrSh) block of the reconstructed samples recSamples at location ( xCurr, yCurr ) is derived as follows for i = 0..nCurrSw − 1, j = 0..nCurrSh − 1:

recSamples[ xCurr + i ][ yCurr + j ] = clipCidx1( predSamples[ i ][ j ] + resSamples[ i ][ j ] ) (8‑1004)

* Otherwise (slice\_lmcs\_enabled\_flag is equal to 1), the following applies:
* If cIdx is equal to 0, the following applies:
* The picture reconstruction with mapping process for luma samples as specified in clause 8.7.5.2 is invoked with the luma location ( xCurr, yCurr ), the block width nCurrSw and height nCurrSh, the predicted luma sample array predSamples, and the residual luma sample array resSamples as inputs, and the output is the reconstructed luma sample array recSamples.
* Otherwise (cIdx is greater than 0), the picture reconstruction with luma dependent chroma residual scaling process for chroma samples as specified in clause 8.7.5.3 is invoked with the chroma location ( xCurr, yCurr ), the transform block width nCurrSw and height nCurrSh, the coded block flag of the current chroma transform block tuCbfChroma, the predicted chroma sample array predSamples, and the residual chroma sample array resSamples as inputs, and the output is the reconstructed chroma sample array recSamples.

The following assignments are made for i = 0..nCurrSw − 1, j = 0..nCurrSh − 1:

xVb = ( xCurr + i ) % ( ( cIdx = = 0 )  ?  IbcBufWidthY  :  IbcBufWidthC ) (8‑1005)

yVb = ( yCurr + j ) % ( ( cIdx = = 0 )  ?  CtbSizeY  :  CtbSizeC ) (8‑1006)

IbcVirBuf[ cIdx ][ xVb ][ yVb ] = recSamples[ xCurr + i ][ yCurr + j ] (8‑1007)

IsAvailable[ cIdx ][ xCurr + i ][ yCurr + j ] = TRUE (8‑1008)

#### Picture reconstruction with mapping process for luma samples

Inputs to this process are:

* a location ( xCurr, yCurr ) of the top-left sample of the current block relative to the top-left sample of the current picture,
* a variable nCurrSw specifying the block width,
* a variable nCurrSh specifying the block height,
* an (nCurrSw)x(nCurrSh) array predSamples specifying the luma predicted samples of the current block,
* an (nCurrSw)x(nCurrSh) array resSamples specifying the luma residual samples of the current block.

Outputs of this process is a reconstructed luma picture sample array recSamples.

The (nCurrSw)x(nCurrSh) array of mapped predicted luma samples predMapSamples is derived as follows:

* If one of the following conditions is true, predMapSamples[ i ][ j ] is set equal to predSamples[ i ][ j ] for i = 0..nCurrSw − 1, j = 0..nCurrSh − 1:
* CuPredMode[ 0 ][ xCurr ][ yCurr ] is equal to MODE\_INTRA.
* CuPredMode[ 0 ][ xCurr ][ yCurr ] is equal to MODE\_IBC.
* CuPredMode[ 0 ][ xCurr ][ yCurr ] is equal to MODE\_PLT.
* CuPredMode[ 0 ][ xCurr ][ yCurr ] is equal to MODE\_INTER and ciip\_flag[ xCurr ][ yCurr ] is equal to 1.
* Otherwise (CuPredMode[ 0 ][ xCurr ][ yCurr ] is equal to MODE\_INTER and ciip\_flag[ xCurr ][ yCurr ] is equal to 0), the following applies:

idxY = predSamples[ i ][ j ] >> Log2( OrgCW )  
predMapSamples[ i ][ j ] =  LmcsPivot[ idxY ]   
  + ( ScaleCoeff[ idxY ] \* ( predSamples[ i ][ j ] − InputPivot[ idxY ] ) + ( 1 << 10 ) ) >> 11  (8‑1009)  
 with i = 0..nCurrSw − 1, j = 0..nCurrSh − 1

The reconstructed luma picture sample recSamples is derived as follows:

recSamples[ xCurr + i ][ yCurr + j ] = Clip1Y( predMapSamples[ i ][ j ]+ resSamples[ i ][ j ] ] ) (8‑1010)  
 with i = 0..nCurrSw − 1, j = 0..nCurrSh − 1

#### Picture reconstruction with luma dependent chroma residual scaling process for chroma samples

Inputs to this process are:

* a chroma location ( xCurr, yCurr ) of the top-left chroma sample of the current chroma transform block relative to the top-left chroma sample of the current picture,
* a variable nCurrSw specifying the chroma transform block width,
* a variable nCurrSh specifying the chroma transform block height,
* a variable tuCbfChroma specifying the coded block flag of the current chroma transform block,
* an (nCurrSw)x(nCurrSh) array predSamples specifying the chroma prediction samples of the current block,
* an (nCurrSw)x(nCurrSh) array resSamples specifying the chroma residual samples of the current block,

Output of this process is a reconstructed chroma picture sample array recSamples.

The variable sizeY is set equal to Min( CtbSizeY, 64 ).

The reconstructed chroma picture sample recSamples is derived as follows for i = 0..nCurrSw − 1, j = 0..nCurrSh − 1:

* If one of the following conditions is true, recSamples[ xCurr + i ][ yCurr + j ] is set equal to Clip1C( predSamples[ i ][ j ] + resSamples[ i ][ j ] ):
* slice\_chroma\_residual\_scale\_flag is equal to 0
* nCurrSw \* nCurrSh is less than or euqal to 4
* tu\_cbf\_cb [ xCurr ][ yCurr ] is equal to 0 and tu\_cbf\_cr [ xCurr ][ yCurr ] is equal to 0
* Otherwise, the following applies:
* The current luma location ( xCurrY, yCurrY ) is derived as follows:

( xCurrY, yCurrY ) = ( xCurr \* SubWidthC, yCurr \* SubHeightC ) (8‑1011)

* The luma location ( xCuCb, yCuCb ) is specified as the top-left luma sample location of the coding unit that contains the luma sample at ( xCurrY / sizeY \* sizeY, yCurrY / sizeY \* sizeY ).
* The variables availL and availT are derived as follows:
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( xCuCb, yCuCb ), the neighbouring luma location ( xNbY, yNbY ) set equal to ( xCuCb − 1, yCuCb ), checkPredModeY set equal to FALSE, and cIdx set equal to 0 as inputs, and the output is assigned to availL.
* The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( xCuCb, yCuCb ), the neighbouring luma location ( xNbY, yNbY ) set equal to ( xCuCb, yCuCb – 1 ), checkPredModeY set equal to FALSE, and cIdx set equal to 0 as inputs, and the output is assigned to availT.
* The variable currPic specifies the array of reconstructed luma samples in the current picture.
* For the derivation of the variable varScale the following ordered steps apply:

1. The variable invAvgLuma is derived as follows:

* The array recLuma[ i ] with i=0..( 2 \* sizeY − 1 ) and the variable cnt are derived as follows:
* The variable cnt is set equal to 0.
* When availL is equal to TRUE, the array recLuma[ i ] with i = 0..sizeY − 1 is set equal to currPic[ xCuCb − 1 ][ Min( yCuCb + i, pic\_height\_in\_luma\_samples − 1 ) ] with i = 0..sizeY − 1, and cnt is set equal to sizeY
* When availT is equal to TRUE, the array recLuma[ cnt + i ] with i = 0..sizeY – 1 is set equal to currPic[ Min( xCuCb + i, pic\_width\_in\_luma\_samples − 1 ) ][ yCuCb − 1 ] with i = 0..sizeY − 1, and cnt is set equal to ( cnt + sizeY )
* The variable invAvgLuma is derived as follows:
* If cnt is greater than 0, the following applies:

invAvgLuma = Clip1Y( ( + ( cnt >> 1 ) ) >> Log2( cnt ) ) (8‑1012)

* Otherwise (cnt is equal to 0), the following applies:

invAvgLuma = 1 << ( BitDepthY – 1 ) (8‑1013)

1. The variable idxYInv is derived by invoking the identification of piece-wise function index process for a luma sample as specified in clause 8.8.2.3 with the variable lumaSample set equal to invAvgLuma as the input and idxYInv as the output.
2. The variable varScale is derived as follows:

varScale = ChromaScaleCoeff[ idxYInv ] (8‑1014)

* The reconstructed chroma picture sample array recSamples is derived as follows:
* If tuCbfChroma is equal to 1, the following applies:

resSamples[ i ][ j ] = Clip3( −( 1 << BitDepthC ), ( 1 << BitDepthC ) − 1, resSamples[ i ][ j ] ) (8‑1015)

recSamples[ xCurr + i ][ yCurr + j ] = Clip1C( predSamples[ i ][ j ] +  (8‑1016)  
 Sign( resSamples[ i ][ j ] ) \* ( ( Abs( resSamples[ i ][ j ] ) \* varScale + ( 1 << 10 ) ) >> 11 ) )

* Otherwise (tuCbfChroma is equal to 0), the following applies:

recSamples[ xCurr + i ][ yCurr + j ] = Clip1C(predSamples[ i ][ j ] ) (8‑1017)

## In-loop Filter Process

### General

The picture inverse mapping process with luma samples and the three in-loop filters, namely deblocking filter, sample adaptive offset and adaptive loop filter, are applied as specified by the following ordered steps:

1. When sps\_lmcs\_enabled\_flag is equal to 1, the following applies:

* The picture inverse mapping process for luma samples as specified in clause 8.8.2.1 is invoked with the reconstructed luma sample array SL as inputs, and the modified reconstructed luma sample array S′L after picture inverse mapping process for luma samples as outputs.
* The array S′L is assigned to the array SL (which represent the decoded picture).

1. For the deblocking filter, the following applies:

* The deblocking filter process as specified in clause 8.8.3.1 is invoked with the reconstructed picture sample array SL and, when ChromaArrayType is not equal to 0, the arrays SCb and SCr as inputs, and the modified reconstructed picture sample array S′L and, when ChromaArrayType is not equal to 0, the arrays S′Cb and S′Cr after deblocking as outputs.
* The array S′L and, when ChromaArrayType is not equal to 0, the arrays S′Cb and S′Cr are assigned to the array SL and, when ChromaArrayType is not equal to 0, the arrays SCb and SCr (which represent the decoded picture), respectively.

1. When sps\_sao\_enabled\_flag is equal to 1, the following applies:

* The sample adaptive offset process as specified in clause 8.8.4.1 is invoked with the reconstructed picture sample array SL and, when ChromaArrayType is not equal to 0, the arrays SCb and SCr as inputs, and the modified reconstructed picture sample array S′L and, when ChromaArrayType is not equal to 0, the arrays S′Cb and S′Cr after sample adaptive offset as outputs.
* The array S′L and, when ChromaArrayType is not equal to 0, the arrays S′Cb and S′Cr are assigned to the array SL and, when ChromaArrayType is not equal to 0, the arrays SCb and SCr (which represent the decoded picture), respectively.

1. When sps\_alf\_enabled\_flag is equal to 1, the following applies:

* The adaptive loop filter process as specified in clause 8.8.5.1 is invoked with the reconstructed picture sample array SL and, when ChromaArrayType is not equal to 0, the arrays SCb and SCr as inputs, and the modified reconstructed picture sample array S′L and, when ChromaArrayType is not equal to 0, the arrays S′Cb and S′Cr after sample adaptive offset as outputs.
* The array S′L and, when ChromaArrayType is not equal to 0, the arrays S′Cb and S′Cr are assigned to the array SL and, when ChromaArrayType is not equal to 0, the arrays SCb and SCr (which represent the decoded picture), respectively.

### Picture inverse mapping process for luma samples

#### General

Input to this process is a reconstructed picture luma sample array SL.

The output to this process is a modified reconstructed picture luma sample array SL.

The inverse mapping process for a luma sample SL[ x ][ y ] with x = 0..pic\_width\_in\_luma\_samples − 1, y = 0..pic\_height\_in\_luma\_samples − 1 is invoked as specified in clause 8.8.2.2 with the variable lumaSample set equal to SL[ x ][ y ] as the input and the output is assigned to the luma sample SL[ x ][ y ].

#### Inverse mapping process for a luma sample

Input to this process is a luma sample lumaSample.

Output of this process is a modified luma sample invLumaSample .

The value of invLumaSample is derived as follows:

* If slice\_lmcs\_enabled\_flag of the slice that contains the luma sample lumaSample is equal to 1, the following ordered steps apply:

1. The variable idxYInv is derived by invoking the identification of piece-wise function index process for a luma sample as specified in clause 8.8.2.3 with lumaSample as the input and idxYInv as the output.
2. The variable invSample is derived as follows:

invSample = InputPivot[ idxYInv ] + ( InvScaleCoeff[ idxYInv ] \*  (8‑1018)  
 ( lumaSample − LmcsPivot[ idxYInv ] ) + ( 1 << 10 ) ) >> 11

1. The inverse mapped luma sample invLumaSample is derived as follows:

invLumaSample = Clip1Y( invSample ) (8‑1019)

* Otherwise, invLumaSample is set equal to lumaSample.

#### Identification of piecewise function index process for a luma sample

Input to this process is a luma sample lumaSample.

Output of this process is an index idxYInv identifing the piece to which the luma sample lumaSample belongs.

The variable idxYInv is derived as follows:

for( idxYInv = lmcs\_min\_bin\_idx; idxYInv <= LmcsMaxBinIdx; idxYInv++ ) {  
 if( lumaSample < LmcsPivot [ idxYInv + 1 ] ) (8‑1020)  
 break  
}  
idxYInv = Min( idxYInv, 15 )

### Deblocking filter process

#### General

Inputs to this process are the reconstructed picture prior to deblocking, i.e., the array recPictureL and, when ChromaArrayType is not equal to 0, the arrays recPictureCb and recPictureCr.

Outputs of this process are the modified reconstructed picture after deblocking, i.e., the array recPictureL and, when ChromaArrayType is not equal to 0, the arrays recPictureCb and recPictureCr.

The vertical edges in a picture are filtered first. Then the horizontal edges in a picture are filtered with samples modified by the vertical edge filtering process as input. The vertical and horizontal edges in the CTBs of each CTU are processed separately on a coding unit basis. The vertical edges of the coding blocks in a coding unit are filtered starting with the edge on the left-hand side of the coding blocks proceeding through the edges towards the right-hand side of the coding blocks in their geometrical order. The horizontal edges of the coding blocks in a coding unit are filtered starting with the edge on the top of the coding blocks proceeding through the edges towards the bottom of the coding blocks in their geometrical order.

NOTE – Although the filtering process is specified on a picture basis in this Specification, the filtering process can be implemented on a coding unit basis with an equivalent result, provided the decoder properly accounts for the processing dependency order so as to produce the same output values.

The deblocking filter process is applied to all coding subblock edges and transform block edges of a picture, except the following types of edges:

* Edges that are at the boundary of the picture,
* Edges that coincide with the boundaries of a subpicture for which loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] is equal to 0,
* Edges that coincide with the virtual boundaries of the picture when pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1,
* Edges that coincide with brick boundaries when loop\_filter\_across\_bricks\_enabled\_flag is equal to 0,
* Edges that coincide with slice boundaries when loop\_filter\_across\_slices\_enabled\_flag is equal to 0,
* Edges that coincide with upper or left boundaries of slices with slice\_deblocking\_filter\_disabled\_flag equal to 1,
* Edges within slices with slice\_deblocking\_filter\_disabled\_flag equal to 1,
* Edges that do not correspond to 4x4 sample grid boundaries of the luma component,
* Edges that do not correspond to 8x8 sample grid boundaries of the chroma component,
* Edges within the luma component for which both sides of the edge have intra\_bdpcm\_flag equal to 1,
* Edges of chroma subblocks that are not edges of the associated transform unit.

The edge type, vertical or horizontal, is represented by the variable edgeType as specified in Table 8‑17.

Table 8‑17 – Name of association to edgeType

|  |  |
| --- | --- |
| edgeType | Name of edgeType |
| 0 (vertical edge) | EDGE\_VER |
| 1 (horizontal edge) | EDGE\_HOR |

When slice\_deblocking\_filter\_disabled\_flag of the current slice is equal to 0, the following applies:

* The variable treeType is set equal to DUAL\_TREE\_LUMA.
* The vertical edges are filtered by invoking the deblocking filter process for one direction as specified in clause 8.8.3.2 with the variable treeType, the reconstructed picture prior to deblocking, i.e., the array recPictureL and the variable edgeType set equal to EDGE\_VER as inputs, and the modified reconstructed picture after deblocking, i.e., the array recPictureL as outputs.
* The horizontal edge are filtered by invoking the deblocking filter process for one direction as specified in clause 8.8.3.2 with the variable treeType, the modified reconstructed picture after deblocking, i.e., the array recPictureL and the variable edgeType set equal to EDGE\_HOR as inputs, and the modified reconstructed picture after deblocking, i.e., the array recPictureL as outputs.
* When ChromaArrayType is not equal to 0, the following applies:
* The variable treeType is set equal to DUAL\_TREE\_CHROMA
* The vertical edges are filtered by invoking the deblocking filter process for one direction as specified in clause 8.8.3.2 with the variable treeType, the reconstructed picture prior to deblocking, i.e., the arrays recPictureCb and recPictureCr, and the variable edgeType set equal to EDGE\_VER as inputs, and the modified reconstructed picture after deblocking, i.e., the arrays recPictureCb and recPictureCr as outputs.
* The horizontal edge are filtered by invoking the deblocking filter process for one direction as specified in clause 8.8.3.2 with the variable treeType, the modified reconstructed picture after deblocking, i.e., the arrays recPictureCb and recPictureCr, and the variable edgeType set equal to EDGE\_HOR as inputs, and the modified reconstructed picture after deblocking, i.e., the arrays recPictureCb and recPictureCr as outputs.

#### Deblocking filter process for one direction

Inputs to this process are:

* the variable treeType specifying whether the luma (DUAL\_TREE\_LUMA) or chroma components (DUAL\_TREE\_CHROMA) are currently processed,
* when treeType is equal to DUAL\_TREE\_LUMA, the reconstructed picture prior to deblocking, i.e., the array recPictureL,
* when ChromaArrayType is not equal to 0 and treeType is equal to DUAL\_TREE\_CHROMA, the arrays recPictureCb and recPictureCr,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered.

Outputs of this process are the modified reconstructed picture after deblocking, i.e:

* when treeType is equal to DUAL\_TREE\_LUMA, the array recPictureL,
* when ChromaArrayType is not equal to 0 and treeType is equal to DUAL\_TREE\_CHROMA, the arrays recPictureCb and recPictureCr.

The variables firstCompIdx and lastCompIdx are derived as follows:

firstCompIdx = ( treeType = = DUAL\_TREE\_CHROMA ) ? 1 : 0 (8‑1021)

lastCompIdx = ( treeType = = DUAL\_TREE\_LUMA | | ChromaArrayType = = 0 ) ? 0 : 2 (8‑1022)

For each coding unit and each coding block per colour component of a coding unit indicated by the colour component index cIdx ranging from firstCompIdx to lastCompIdx, inclusive, with coding block width nCbW, coding block height nCbH and location of top-left sample of the coding block ( xCb, yCb ), when cIdx is equal to 0, or when cIdx is not equal to 0 and edgeType is equal to EDGE\_VER and xCb % 8 is equal 0, or when cIdx is not equal to 0 and edgeType is equal to EDGE\_HOR and yCb % 8 is equal to 0, the edges are filtered by the following ordered steps:

1. The variable filterEdgeFlag is derived as follows:

* If edgeType is equal to EDGE\_VER and one or more of the following conditions are true, filterEdgeFlag is set equal to 0:
* The left boundary of the current coding block is the left boundary of the picture.
* The left boundary of the current coding block is the left or right boundary of the subpicture and loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] is equal to 0.
* The left boundary of the current coding block is the left boundary of the brick and loop\_filter\_across\_bricks\_enabled\_flag is equal to 0.
* The left boundary of the current coding block is the left boundary of the slice and loop\_filter\_across\_slices\_enabled\_flag is equal to 0.
* The left boundary of the current coding block is one of the vertical virtual boundaries of the picture and pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1.
* Otherwise, if edgeType is equal to EDGE\_HOR and one or more of the following conditions are true, the variable filterEdgeFlag is set equal to 0:
* The top boundary of the current luma coding block is the top boundary of the picture.
* The top boundary of the current coding block is the top or bottom boundary of the subpicture and loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] is equal to 0.
* The top boundary of the current coding block is the top boundary of the brick and loop\_filter\_across\_bricks\_enabled\_flag is equal to 0.
* The top boundary of the current coding block is the top boundary of the slice and loop\_filter\_across\_slices\_enabled\_flag is equal to 0.
* The top boundary of the current coding block is one of the horizontal virtual boundaries of the picture and pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1.
* Otherwise, filterEdgeFlag is set equal to 1.

1. All elements of the two-dimensional (nCbW)x(nCbH) array edgeFlags, maxFilterLengthQs and maxFilterlengthPs are initialized to be equal to zero.
2. The derivation process of transform block boundary specified in clause 8.8.3.3 is invoked with the location ( xCb, yCb ), the coding block width nCbW, the coding block height nCbH, the variable cIdx, the variable filterEdgeFlag, the array edgeFlags, the maximum filter length arrays maxFilterLengthPs and maxFilterLengthQs, and the variable edgeType as inputs, and the modified array edgeFlags, the modified maximum filter length arrays maxFilterLengthPs and maxFilterLengthQs as outputs.
3. When cIdx is equal to 0, the derivation process of coding subblock boundary specified in clause 8.8.3.4 is invoked with the location ( xCb, yCb ), the coding block width nCbW, the coding block height nCbH, the array edgeFlags, the maximum filter length arrays maxFilterLengthPs and maxFilterLengthQs, and the variable edgeType as inputs, and the modified array edgeFlags, the modified maximum filter length arrays maxFilterLengthPs and maxFilterLengthQs as outputs.
4. The picture sample array recPicture is derived as follows:

* If cIdx is equal to 0, recPicture is set equal to the reconstructed luma picture sample array prior to deblocking recPictureL.
* Otherwise, if cIdx is equal to 1, recPicture is set equal to the reconstructed chroma picture sample array prior to deblocking recPictureCb.
* Otherwise (cIdx is equal to 2), recPicture is set equal to the reconstructed chroma picture sample array prior to deblocking recPictureCr.

1. The derivation process of the boundary filtering strength specified in clause 8.8.3.5 is invoked with the picture sample array recPicture, the luma location ( xCb, yCb ), the coding block width nCbW, the coding block height nCbH, the variable edgeType, the variable cIdx, and the array edgeFlags as inputs, and an (nCbW)x(nCbH) array bS as output.
2. The edge filtering process for one direction is invoked for a coding block as specified in clause 8.8.3.6 with the variable edgeType, the variable cIdx, the reconstructed picture prior to deblocking recPicture, the location ( xCb, yCb ), the coding block width nCbW, the coding block height nCbH, and the arrays bS, maxFilterLengthPs, and maxFilterLengthQs, as inputs, and the modified reconstructed picture recPicture as output.

#### Derivation process of transform block boundary

Inputs to this process are:

* a location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top-left sample of the current picture,
* a variable nCbW specifying the width of the current coding block,
* a variable nCbH specifying the height of the current coding block,
* a variable cIdx specifying the colour component of the current coding block,
* a variable filterEdgeFlag,
* a two-dimensional (nCbW)x(nCbH) array edgeFlags,
* two-dimensional (nCbW)x(nCbH) arrays maxFilterLengthQs and maxFilterLengthPs,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered.

Outputs of this process are:

* the modified two-dimensional (nCbW)x(nCbH) array edgeFlags,
* the modified two-dimensional (nCbW)x(nCbH) arrays maxFilterLengthQs, maxFilterLengthPs.

Depending on edgeType, the arrays edgeFlags, maxFilterLengthPs and maxFilterLengthQs are derived as follows:

* The variable gridSize is set as follows:

gridSize = cIdx  = =  0 ? 4 : 8 (8‑1023)

* If edgeType is equal to EDGE\_VER, the following applies:
* The variable numEdges is set equal to Max( 1, nCbW / gridSize ).
* For xEdge = 0..numEdges − 1 and y = 0..nCbH − 1, the following applies:
* The horizontal position x inside the current coding block is set equal to xEdge \* gridSize.
* The value of edgeFlags[ x ][ y ] is derived as follows:
  + - If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag equal to 1 and ( xCb + x ) is equal to PpsVirtualBoundariesPosX[ n ] for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, edgeFlags[ x ][ y ] is set equal to 0.
    - Otherwise, if x is equal to 0, edgeFlags[ x ][ y ] is set equal to filterEdgeFlag.
    - Otherwise, if the location ( xCb + x , yCb + y ) is at a transform block edge, edgeFlags[ x ][ y ] is set equal to 1.
* When edgeFlags[ x ][ y ] is equal to 1,the following applies:
  + - If cIdx is equal to 0, the following applies:
    - The value of maxFilterLengthQs[ x ][ y ] is derived as follows:
    - If the width in luma samples of the transform block at luma location ( xCb + x, yCb + y ) is equal to or less than 4 or the width in luma samples of the transform block at luma location ( xCb + x − 1, yCb + y ) is equal to or less than 4, maxFilterLengthQs[ x ][ y ] is set equal to 1.
    - Otherwise, if the width in luma samples of the transform block at luma location ( xCb + x, yCb + y ) is equal to or greater than 32, maxFilterLengthQs[ x ][ y ] is set equal to 7.
    - Otherwise, maxFilterLengthQs[ x ][ y ] is set equal to 3.
    - The value of maxFilterLengthPs[ x ][ y ] is derived as follows:
    - If the width in luma samples of the transform block at luma location ( xCb + x, yCb + y ) is equal to or less than 4 or the width in luma samples of the transform block at luma location ( xCb + x − 1, yCb + y ) is equal to or less than 4 , maxFilterLengthPs[ x ][ y ] is set equal to 1.
    - Otherwise, if the width in luma samples of the transform block at luma location ( xCb + x − 1, yCb + y ) is equal to or greater than 32, maxFilterLengthPs[ x ][ y ] is set equal to 7.
    - Otherwise, maxFilterLengthPs[ x ][ y ] is set equal to 3.
    - Otherwise (cIdx is not equal to 0), the values of maxFilterLengthPs[ x][ y ] and maxFilterLengthQs[ x ][ y ] are derived as follows:
    - If the width in chroma samples of the transform block at chroma location ( xCb + x, yCb + y ) and the width at chroma location ( xCb + x − 1,  yCb + y ) are both equal to or greater than 8, maxFilterLengthPs[ x ][ y ] and maxFilterLengthQs[ x ][ y ] are set equal to 3.
    - Otherwise, maxFilterLengthPs[ x ][ y ] and maxFilterLengthQs[ x ][ y ] are set equal to 1.
* Otherwise (edgeType is equal to EDGE\_HOR), the following applies:
* The variable numEdges is set equal to Max( 1, nCbH / gridSize ).
* For yEdge = 0..numEdges − 1 and x = 0..nCbW − 1, the following applies:
* The vertical position y inside the current coding block is set equal to yEdge \* gridSize.
* The value of edgeFlags[ x ][ y ] is derived as follows:
  + - If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag equal to 1 and ( yCb + y ) is equal to PpsVirtualBoundariesPosY[ n ] for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, edgeFlags[ x ][ y ] is set equal to 0.
    - Otherwise, if y is equal to 0, edgeFlags[ x ][ y ] is set equal to filterEdgeFlag.
    - Otherwise, if the location ( xCb + x , yCb + y ) is at a transform block edge, edgeFlags[ x ][ y ] is set equal to 1.
* When edgeFlags[ x ][ y ] is equal to 1,the following applies:
  + - If cIdx is equal to 0, the following applies:
    - The value of maxFilterLengthQs[ x ][ y ] is derived as follows:
    - If the height in luma samples of the transform block at luma location ( xCb + x, yCb + y ) is equal to or less than 4 or the height in luma samples of the transform block at luma location ( xCb + x, yCb + y − 1 ) is equal to or less than 4, maxFilterLengthQs[ x ][ y ] is set equal to 1.
    - Otherwise, if the height in luma samples of the transform block at luma location ( xCb + x, yCb + y ) is equal to or greater than 32, maxFilterLengthQs[ x ][ y ] is set equal to 7.
    - Otherwise, maxFilterLengthQs[ x ][ y ] is set equal to 3.
    - The value of maxFilterLengthPs[ x ][ y ] is derived as follows:
    - If the height in luma samples of the transform block at luma location ( xCb + x, yCb + y ) is equal to or less than 4 or the height in luma samples of the transform block at luma location ( xCb + x, yCb + y − 1 ) is equal to or less than 4, maxFilterLengthPs[ x ][ y ] is set equal to 1.
    - Otherwise, if the height in luma samples of the transform block at luma location ( xCb + x, yCb + y − 1 ) is equal to or greater than 32, maxFilterLengthPs[ x ][ y ] is set equal to 7.
    - Otherwise, maxFilterLengthPs[ x ][ y ] is set equal to 3.
    - Otherwise (cIdx is not equal to 0), the values of maxFilterLengthPs[ x][ y ] and maxFilterLengthQs[ x ][ y ] are derived as follows:
    - If all of the following conditions are true, maxFilterLengthPs[ x ][ y ] and maxFilterLengthQs[ x ][ y ] are set equal to 3:
    - The height in chroma samples of the transform block at chroma location ( xCb + x, yCb + y ) and the height at chroma location ( xCb + x,  yCb + y − 1 ) are both equal to or greater than 8.
    - ( yCb + y ) % CtbHeightC is greater than 0, i.e. the horizontal edge do not overlap with the upper chroma CTB boundary.
    - Otherwise, maxFilterLengthPs[ x ][ y ] and maxFilterLengthQs[ x ][ y ] are set equal to 1.

#### Derivation process of coding subblock boundary

Inputs to this process are:

* a location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top-left sample of the current picture,
* a variable nCbW specifying the width of the current coding block,
* a variable nCbH specifying the height of the current coding block,
* a two-dimensional (nCbW)x(nCbH) array edgeFlags,
* two-dimensional (nCbW)x(nCbH) arrays maxFilterLengthQs and maxFilterLengthPs,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered.

Outputs of this process are:

* the modified two-dimensional (nCbW)x(nCbH) array edgeFlags,
* the modified two-dimensional (nCbW)x(nCbH) arrays maxFilterLengthQs and maxFilterLengthPs.

The number of coding subblock in horizontal direction numSbX and in vertical direction numSbY are derived as follows:

* If inter\_affine\_flag[ xCb ][ yCb ] is equal to 1 or merge\_subblock\_flag[ xCb ][ yCb ] is equal to 1, numSbX and numSbY are set equal to NumSbX[ xCb ][ yCb ] and NumSbY[ xCb ][ yCb ], respectively.
* Otherwise, numSbX and numSbY are both set equal to 1.

Depending on the value of edgeType the following applies:

* If edgeType is equal to EDGE\_VER, the following applies:
* The variable sbW is set equal to Max( 8, nCbW / numSbX ).
* The array edgeTbFlags is set equal to edgeFlags.
* For xEdge = 0..min( ( nCbW / 8 ) − 1, numSbX − 1), y = 0..nCbH − 1:
* The horizontal position x inside the current coding block is set equal to xEdge \*sbW.
* The value of edgeFlags[ x ][ y ] is derived as follows:
* If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1 and x is equal to PpsVirtualBoundariesPosX[ n ] for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

edgeFlags[ x ][ y ] = 0 (8‑1024)

* Otherwise, the following applies:

edgeFlags[ x ][ y ] = 1 (8‑1025)

* When edgeFlags[ x ][ y ] is equal to 1, the values of maxFilterLengthPs[ x ][ y ] and maxFilterLengthQs[ x ][ y ] are modified as follows:
* If x is equal to 0, the following applies:
* When numSbX is greater than 1, the following applies:

maxFilterLengthQs[ x ][ y ] = Min( 5, maxFilterLengthQs[ x ][ y ] ) (8‑1026)

* When inter\_affine\_flag[ xCb − 1 ][ yCb ] is equal to 1 or merge\_subblock\_flag[ xCb − 1 ][ yCb ] is equal to 1, the following applies:

maxFilterLengthPs[ x ][ y ] = Min( 5, maxFilterLengthPs[ x ][ y ] ) (8‑1027)

* Otherwise, if edgeTbFlags[ x ][ y ] is equal to 1, the following applies:

maxFilterLengthPs[ x ][ y ] = Min( 5, maxFilterLengthPs[ x ][ y ] ) (8‑1028)

maxFilterLengthQs[ x ][ y ] = Min( 5, maxFilterLengthQs[ x ][ y ] ) (8‑1029)

* Otherwise, if one or more of the following conditions are true:
* ( x + 4 ) is greater than or equal to nCbW,
* edgeTbFlags[ x − 4 ][ y ] is equal to 1,
* edgeTbFlags[ x + 4 ][ y ] is equal to 1,

the following applies:

maxFilterLengthPs[ x ][ y ] = 1 (8‑1030)

maxFilterLengthQs[ x ][ y ] = 1 (8‑1031)

* Otherwise, if one or more of the following conditions are true:
* xEdge is equal to 1,
* xEdge is equal to ( nCbW / 8 ) − 1,
* edgeTbFlags[ x − sbW ][ y ] is equal to 1,
* edgeTbFlags[ x + sbW ][ y ] is equal to 1,

the following applies:

maxFilterLengthPs[ x ][ y ] = 2 (8‑1032)

maxFilterLengthQs[ x ][ y ] = 2 (8‑1033)

* Otherwise, the following applies:

maxFilterLengthPs[ x ][ y ] = 3 (8‑1034)

maxFilterLengthQs[ x ][ y ] = 3 (8‑1035)

* Otherwise, if edgeType is equal to EDGE\_HOR, the following applies:
* The variable sbH is set equal to Max( 8, nCbH / numSbY ).
* The array edgeTbFlags is set equal to edgeFlags.
* For yEdge = 0..min( ( nCbH / 8 ) − 1, numSbY − 1 ), x = 0..nCbW − 1:
* The vertical position y inside the current coding block is set equal to yEdge \*sbH.
* The value of edgeFlags[ x ][ y ] is derived as follows:
* If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1 and y is equal to PpsVirtualBoundariesPosY[ n ] for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

edgeFlags[ x ][ y ] = 0 (8‑1036)

* Otherwise, the following applies:

edgeFlags[ x ][ y ] = 1 (8‑1037)

* When edgeFlags[ x ][ y ] is equal to 1, the values of maxFilterLengthPs[ x ][ y ] and maxFilterLengthQs[ x ][ y ] are modified as follows:
* If y is equal to 0 and edgeFlags[ x ][ y ] is equal to 1, the following applies:
* When numSbY is greater than 1, the following applies:

maxFilterLengthQs[ x ][ y ] = Min( 5, maxFilterLengthQs[ x ][ y ] ) (8‑1038)

* When inter\_affine\_flag[ xCb ][ yCb − 1 ] is equal to 1 or merge\_subblock\_flag[ xCb ][ yCb − 1 ] is equal to 1, the following applies:

maxFilterLengthPs[ x ][ y ] = Min( 5, maxFilterLengthPs[ x ][ y ] ) (8‑1039)

* Otherwise, if edgeTbFlags[ x ][ y ] is equal to 1, the following applies:

maxFilterLengthPs[ x ][ y ] = Min( 5, maxFilterLengthPs[ x ][ y ] ) (8‑1040)

maxFilterLengthQs[ x ][ y ] = Min( 5, maxFilterLengthQs[ x ][ y ] ) (8‑1041)

* Otherwise, if one or more of the following conditions are true:
* ( y + 4 ) is greater than or equal to nCbH,
* edgeTbFlags[ x ][ y − 4 ] is equal to 1,
* edgeTbFlags[ x ][ y + 4 ] is equal to 1,

the following applies:

maxFilterLengthPs[ x ][ y ] = 1 (8‑1042)

maxFilterLengthQs[ x ][ y ] = 1 (8‑1043)

* Otherwise, if one or more of the following conditions are true:
* yEdge is equal to 1,
* yEdge is equal to ( nCbH / 8 ) − 1,
* edgeTbFlags[ x ][ y − sbH ] is equal to 1,
* edgeTbFlags[ x ][ y + sbH ] is equal to 1,

the following applies:

maxFilterLengthPs[ x ][ y ] = 2 (8‑1044)

maxFilterLengthQs[ x ][ y ] = 2 (8‑1045)

* Otherwise, the following applies:

maxFilterLengthPs[ x ][ y ] = 3 (8‑1046)

maxFilterLengthQs[ x ][ y ] = 3 (8‑1047)

#### Derivation process of boundary filtering strength

Inputs to this process are:

* a picture sample array recPicture,
* a location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top-left sample of the current picture,
* a variable nCbW specifying the width of the current coding block,
* a variable nCbH specifying the height of the current coding block,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered,
* a variable cIdx specifying the colour component of the current coding block,
* a two-dimensional (nCbW)x(nCbH) array edgeFlags.

Output of this process is a two-dimensional (nCbW)x(nCbH) array bS specifying the boundary filtering strength.

The variables xDi, yDj, xN and yN are derived as follows:

* The variable gridSize is set as follows:

gridSize = cIdx  = =  0 ? 4 : 8 (8‑1048)

* If edgeType is equal to EDGE\_VER,

xDi = ( i \* gridSize ) (8‑1049)

yDj = cIdx = = 0 ? ( j  <<  2 ) : ( j  <<  1 ) (8‑1050)

xN is set equal to Max( 0, ( nCbW / gridSize ) − 1 ) (8‑1051)

yN = cIdx = = 0 ? ( nCbH / 4 ) − 1 : ( nCbH / 2 ) − 1 (8‑1052)

* Otherwise (edgeType is equal to EDGE\_HOR),

xDi = cIdx = = 0 ? ( i  <<  2 ) : ( i  <<  1 ) (8‑1053)

yDj = ( j \* gridSize ) (8‑1054)

xN = cIdx = = 0 ? ( nCbW / 4 ) − 1 : ( nCbW / 2 ) − 1 (8‑1055)

yN = Max( 0, ( nCbH / gridSize ) − 1 ) (8‑1056)

For xDi with i = 0..xN and yDj with j = 0..yN, the following applies:

* If edgeFlags[ xDi ][ yDj ] is equal to 0, the variable bS[ xDi ][ yDj ] is set equal to 0.
* Otherwise, the following applies:
* The sample values p0 and q0 are derived as follows:
  + - If edgeType is equal to EDGE\_VER, p0 is set equal to recPicture[ xCb + xDi − 1 ][ yCb + yDj ] and q0 is set equal to recPicture[ xCb + xDi ][ yCb + yDj ].
    - Otherwise (edgeType is equal to EDGE\_HOR), p0 is set equal to recPicture[ xCb + xDi ][ yCb + yDj − 1 ] and q0 is set equal to recPicture[ xCb + xDi ][ yCb + yDj ].
* The variable bS[ xDi ][ yDj ] is derived as follows:
  + - If cIdx is equal to 0 and both samples p0 and q0 are in a coding block with intra\_bdpcm\_flag equal to 1, bS[ xDi ][ yDj ] is set equal to 0.
    - Otherwise, if the sample p0 or q0 is in the coding block of a coding unit coded with intra prediction mode, bS[ xDi ][ yDj ] is set equal to 2.
    - Otherwise, if the block edge is also a transform block edge and the sample p0 or q0 is in a coding block with ciip\_flag equal to 1, bS[ xDi ][ yDj ] is set equal to 2.
    - Otherwise, if the block edge is also a transform block edge and the sample p0 or q0 is in a transform block which contains one or more non-zero transform coefficient levels, bS[ xDi ][ yDj ] is set equal to 1.
    - Otherwise, if the block edge is also a transform block edge, cIdx is greater than 0, and the sample p0 or q0 is in a transform unit with tu\_joint\_cbcr\_residual\_flag equal to 1, bS[ xDi ][ yDj ] is set equal to 1.
    - Otherwise, if the prediction mode of the coding subblock containing the sample p0 is different from the prediction mode of the coding subblock containing the sample q0 (i.e. one of the coding subblock is coded in IBC prediction mode and the other is coded in inter prediction mode), bS[ xDi ][ yDj ] is set equal to 1.
    - Otherwise, if cIdx is equal to 0 and one or more of the following conditions are true, bS[ xDi ][ yDj ] is set equal to 1:
      * The coding subblock containing the sample p0 and the coding subblock containing the sample q0 are both coded in IBC prediction mode, and the absolute difference between the horizontal or vertical component of the block vectors used in the prediction of the two coding subblocks is greater than or equal to 8 in units of 1/16 luma samples.
      * For the prediction of the coding subblock containing the sample p0 different reference pictures or a different number of motion vectors are used than for the prediction of the coding subblock containing the sample q0.

NOTE 1 – The determination of whether the reference pictures used for the two coding sublocks are the same or different is based only on which pictures are referenced, without regard to whether a prediction is formed using an index into reference picture list 0 or an index into reference picture list 1, and also without regard to whether the index position within a reference picture list is different.

NOTE 2 – The number of motion vectors that are used for the prediction of a coding subblock with top-left sample covering ( xSb, ySb ), is equal to PredFlagL0[ xSb ][ ySb ] + PredFlagL1[ xSb ][ ySb ].

* + - * One motion vector is used to predict the coding subblock containing the sample p0 and one motion vector is used to predict the coding subblock containing the sample q0, and the absolute difference between the horizontal or vertical component of the motion vectors used is greater than or equal to 8 in units of 1/16 luma samples.
      * Two motion vectors and two different reference pictures are used to predict the coding subblock containing the sample p0, two motion vectors for the same two reference pictures are used to predict the coding subblock containing the sample q0 and the absolute difference between the horizontal or vertical component of the two motion vectors used in the prediction of the two coding subblocks for the same reference picture is greater than or equal to 8 in units of 1/16 luma samples.
      * Two motion vectors for the same reference picture are used to predict the coding subblock containing the sample p0, two motion vectors for the same reference picture are used to predict the coding subblock containing the sample q0 and both of the following conditions are true:
        + The absolute difference between the horizontal or vertical component of list 0 motion vectors used in the prediction of the two coding subblocks is greater than or equal to 8 in 1/16 luma samples, or the absolute difference between the horizontal or vertical component of the list 1 motion vectors used in the prediction of the two coding subblocks is greater than or equal to 8 in units of 1/16 luma samples.
        + The absolute difference between the horizontal or vertical component of list 0 motion vector used in the prediction of the coding subblock containing the sample p0 and the list 1 motion vector used in the prediction of the coding subblock containing the sample q0 is greater than or equal to 8 in units of 1/16 luma samples, or the absolute difference between the horizontal or vertical component of the list 1 motion vector used in the prediction of the coding subblock containing the sample p0 and list 0 motion vector used in the prediction of the coding subblock containing the sample q0 is greater than or equal to 8 in units of 1/16 luma samples.
    - Otherwise, the variable bS[ xDi ][ yDj ] is set equal to 0.

#### Edge filtering process for one direction

Inputs to this process are:

* a variable edgeType specifying whether vertical edges (EDGE\_VER) or horizontal edges (EDGE\_HOR) are currently processed,
* a variable cIdx specifying the current colour component,
* the reconstructed picture prior to deblocking recPicture,
* a location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top-left sample of the current picture,
* a variable nCbW specifying the width of the current coding block,
* a variable nCbH specifying the height of the current coding block,
* the array bS specifying the boundary strength,
* the arrays maxFilterLengthPs and maxFilterLengthQs.

Output of this process is the modified reconstructed picture after deblocking recPicture.

For the edge filtering process, the following applies:

* The variable gridSize is set as follows:

gridSize = cIdx  = =  0 ? 4 : 8 (8‑1057)

* The variables subW, subH, xN, yN are derived as follows:

subW = cIdx = = 0 ? 1 : SubWidthC (8‑1058)

subH = cIdx = = 0 ? 1 : SubHeightC (8‑1059)

xN = edgeType = = EDGE\_VER ? Max( 0, ( nCbW / gridSize ) − 1 ) : ( nCbW / 4 / subW ) − 1 (8‑1060)

yN = edgeType = = EDGE\_VER ? ( nCbH / 4 / subH ) − 1 : Max( 0, ( nCbH / gridSize ) − 1 ) (8‑1061)

* The variables xDk with k = 0..xN and yDm with m = 0..yN are derived as follows:

xDk = edgeType = = EDGE\_VER ? ( k \*gridSize ) : ( k  <<  ( 2 / subW ) ) (8‑1062)

yDm = edgeType = = EDGE\_VER ? ( m  <<  ( 2 / subH ) ) : ( m \* gridSize ) (8‑1063)

* For xDk with k = 0..xN and yDm with m = 0..yN, the following applies:
* When bS[ xDk ][ yDm ] is greater than 0, the following ordered steps apply:
* If cIdx is equal to 0, the filtering process for edges in the luma coding block of the current coding unit consists of the following ordered steps:

1. The decision process for luma block edges as specified in clause 8.8.3.6.1 is invoked with the luma picture sample array recPicture, the location of the luma coding block ( xCb, yCb ), the luma location of the block ( xBl, yBl ) set equal to ( xDk, yDm ), the edge direction edgeType, the boundary filtering strength bS[ xDk ][ yDm ], the maximum filter lengths maxFilterLengthP set equal to maxFilterLengthPs[ xDk ][ yDm ] and maxFilterLengthQ set equal to maxFilterLengthQs[ xDk ][ yDm ] as inputs, and the decisions dE, dEp and dEq, the modified maximum filter lengths maxFilterLengthP and maxFilterLengthQ, and the variable tC as outputs.
2. The filtering process for block edges as specified in clause 8.8.3.6.2 is invoked with the luma picture sample array recPicture, the location of the luma coding block ( xCb, yCb ), the luma location of the block ( xBl, yBl ) set equal to ( xDk, yDm ), the edge direction edgeType, the decisions dE, dEp and dEq, the maximum filter lengths maxFilterLengthP and maxFilterLengthQ, and the variable tC as inputs, and the modified luma picture sample array recPicture as output.

* Otherwise (cIdx is not equal to 0), the filtering process for edges in the chroma coding block of current coding unit specified by cIdx consists of the following ordered steps:

1. The variable cQpPicOffset is derived as follows:

cQpPicOffset = cIdx = = 1 ? pps\_cb\_qp\_offset : pps\_cr\_qp\_offset (8‑1064)

1. The decision process for chroma block edges as specified in clause 8.8.3.6.3 is invoked with the chroma picture sample array recPicture, the location of the chroma coding block ( xCb, yCb ), the location of the chroma block ( xBl, yBl ) set equal to ( xDk, yDm ), the edge direction edgeType, the variable cIdx, the variable cQpPicOffset, the boundary filtering strength bS[ xDk ][ yDm ], and the variable maxFilterLengthCbCr set equal to maxFilterLengthPs[ xDk ][ yDm ] as inputs, and the modified variable maxFilterLengthCbCr, and the variable tC as outputs.
2. When maxFilterLengthCbCr is greater than 0, the filtering process for chroma block edges as specified in clause 8.8.3.6.4 is invoked with the chroma picture sample array recPicture, the location of the chroma coding block ( xCb, yCb ), the chroma location of the block ( xBl, yBl ) set equal to ( xDk, yDm ), the edge direction edgeType, the variable maxFilterLengthCbCr, and the variable tC as inputs, and the modified chroma picture sample array recPicture as output.

##### Decision process for luma block edges

Inputs to this process are:

* a picture sample array recPicture,
* a location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top-left sample of the current picture,
* a location ( xBl, yBl ) specifying the top-left sample of the current block relative to the top-left sample of the current coding block,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered,
* a variable bS specifying the boundary filtering strength,
* a variable maxFilterLengthP specifying the max filter length,
* a variable maxFilterLengthQ specifying the max filter length.

Outputs of this process are:

* the variables dE, dEp and dEq containing decisions,
* the modified filter length variables maxFilterLengthP and maxFilterLengthQ,
* the variable tC.

The sample values pi,k and qj,k with i = 0..maxFilterLengthP, j = 0..maxFilterLengthQ and k = 0 and 3 are derived as follows:

* If edgeType is equal to EDGE\_VER, the following applies:

qj,k = recPictureL[ xCb + xBl + j ][ yCb + yBl + k ] (8‑1065)

pi,k = recPictureL[ xCb + xBl − i − 1 ][ yCb + yBl + k ] (8‑1066)

* Otherwise (edgeType is equal to EDGE\_HOR), the following applies:

qj,k = recPicture[ xCb + xBl + k ][ yCb + yBl + j ] (8‑1067)

pi,k = recPicture[ xCb + xBl + k ][ yCb + yBl − i − 1 ] (8‑1068)

The variable qpOffset is derived as follows:

* If sps\_ladf\_enabled\_flag is equal to 1, the following applies:
* The variable lumaLevel of the reconstructed luma level is derived as follow:

lumaLevel = ( ( p0,0 + p0,3 + q0,0 + q0,3 ) >> 2 ), (8‑1069)

* The variable qpOffset is set equal to sps\_ladf\_lowest\_interval\_qp\_offset and modified as follows:

for( i = 0; i < sps\_num\_ladf\_intervals\_minus2 + 1; i++ ) {  
 if( lumaLevel > SpsLadfIntervalLowerBound[ i + 1 ] )  
 qpOffset = sps\_ladf\_qp\_offset[ i ] (8‑1070)  
 else  
 break  
}

* Otherwise, qpOffset is set equal to 0.

The variables QpQ and QpP are set equal to the QpY values of the coding units which include the coding blocks containing the sample q0,0 and p0,0, respectively.

The variable qP is derived as follows:

qP = ( ( QpQ + QpP + 1 )  >>  1 ) + qpOffset (8‑1071)

The value of the variable β′ is determined as specified in Table 8‑18 based on the quantization parameter Q derived as follows:

Q = Clip3( 0, 63, qP + ( slice\_beta\_offset\_div2  <<  1 ) ) (8‑1072)

where slice\_beta\_offset\_div2 is the value of the syntax element slice\_beta\_offset\_div2 for the slice that contains sample q0,0.

The variable β is derived as follows:

β = β′ \* ( 1  <<  ( BitDepthY − 8 ) ) (8‑1073)

The value of the variable tC′ is determined as specified in Table 8‑18 based on the quantization parameter Q derived as follows:

Q = Clip3( 0, 65, qP + 2 \* ( bS − 1 ) + ( slice\_tc\_offset\_div2  <<  1 ) ) (8‑1074)

where slice\_tc\_offset\_div2 is the value of the syntax element slice\_tc\_offset\_div2 for the slice that contains sample q0,0.

The variable tC is derived as follows:

tC = BitDepthY < 10  ?  ( tC′ + 2 )  >>  ( 10 − BitDepthY ) : tC′ \* ( 1  <<  ( BitDepthY − 10 ) ) (8‑1075)

The following ordered steps apply:

1. The variables dp0, dp3, dq0 and dq3 are derived as follows:

dp0 = Abs( p2,0 − 2 \* p1,0 + p0,0 ) (8‑1076)

dp3 = Abs( p2,3 − 2 \* p1,3 + p0,3 ) (8‑1077)

dq0 = Abs( q2,0 − 2 \* q1,0 + q0,0 ) (8‑1078)

dq3 = Abs( q2,3 − 2 \* q1,3 + q0,3 ) (8‑1079)

1. When maxFilterLengthP and maxFilterLengthQ both are equal to or greater than 3 the variables sp0, sq0, spq0, sp3, sq3 and spq3 are derived as follows:

sp0 = Abs( p3,0 − p0,0 ) (8‑1080)

sq0 = Abs( q0,0 − q3,0 ) (8‑1081)

spq0 = Abs( p0,0 − q0,0 ) (8‑1082)

sp3 = Abs( p3,3 − p0,3 ) (8‑1083)

sq3 = Abs( q0,3 − q3,3 ) (8‑1084)

spq3 = Abs( p0,3 − q0,3 ) (8‑1085)

1. The variables sidePisLargeBlk and sideQisLargeBlk are set equal to 0.
2. When maxFilterLengthP is greater than 3, sidePisLargeBlk is set equal to 1:
3. When maxFilterLengthQ is greater than 3, sideQisLargeBlk is set equal to 1:
4. When edgeType is equal to EDGE\_HOR and (yCb + yBl ) % CtbSizeY is equal to 0, sidePisLargeBlk is set equal to 0.
5. The variables dSam0 and dSam3 are initialized to 0.
6. When sidePisLargeBlk or sideQisLargeBlk is greater than 0, the following applies:
7. The variables dp0L, dp3L are derived and maxFilterLengthP is modified as follows:

* If sidePisLargeBlk is equal to 1, the following applies:

dp0L = ( dp0 + Abs( p5,0 − 2 \* p4,0 + p3,0 ) + 1 ) >> 1 (8‑1086)

dp3L = ( dp3 + Abs( p5,3 − 2 \* p4,3 + p3,3 ) + 1 ) >> 1 (8‑1087)

* Otherwise, the following applies:

dp0L = dp0 (8‑1088)

dp3L = dp3 (8‑1089)

maxFilterLengthP = 3 (8‑1090)

1. The variables dq0L and dq3L are derived as follows:

* If sideQisLargeBlk is equal to 1, the following applies:

dq0L = ( dq0 + Abs( q5,0 − 2 \* q4,0 + q3,0 ) + 1 ) >> 1 (8‑1091)

dq3L = ( dq3 + Abs( q5,3 − 2 \* q4,3 + q3,3 ) + 1 ) >> 1 (8‑1092)

* Otherwise, the following applies:

dq0L = dq0 (8‑1093)

dq3L = dq3 (8‑1094)

1. The variables dpq0L, dpq3L, and dL are derived as follows:

dpq0L = dp0L + dq0L (8‑1095)

dpq3L = dp3L + dq3L (8‑1096)

dL = dpq0L + dpq3L (8‑1097)

1. When dL is less than β, the following ordered steps apply:
   * 1. The variable dpq is set equal to 2 \* dpq0L.
     2. The variable sp is set equal to sp0, the variable sq is set equal to sq0 and the variable spq is set equal to spq0.
     3. The variables p0 p3 qo and q3 are first initialized to 0 and then modified according to sidePisLargeBlk and sideQisLargeBlk as follows:

* When sidePisLargeBlk is equal to 1, the following applies:

p3 = p3,0 (8‑1098)

p0 = pmaxFilterLengthP,0 (8‑1099)

* When sideQisLargeBlk is equal to 1, the following applies:

q3 = q3,0 (8‑1100)

q0 = qmaxFilterLengthQ,0 (8‑1101)

* + 1. For the sample location ( xCb + xBl, yCb + yBl ), the decision process for a luma sample as specified in clause 8.8.3.6.5 is invoked with the sample values p0, p3, q0, q3, the variables dpq, sp, sq, spq, sidePisLargeBlk, sideQisLargeBlk, β and tC as inputs, and the output is assigned to the decision dSam0.
    2. The variable dpq is set equal to 2 \* dpq3L.
    3. The variable sp is set equal to sp3, the variable sq is set equal to sq3 and the variable spq is set equal to spq3.
    4. The variables p0 p3 q0 and q3 are first initialized to 0 and are then modified according to sidePisLargeBlk and sideQisLargeBlk as follows:
* When sidePisLargeBlk is equal to 1, the following applies:

p3 = p3,3 (8‑1102)

p0 = pmaxFilterLengthP,3 (8‑1103)

* When sideQisLargeBlk is equal to 1, the following applies:

q3 = q3,3 (8‑1104)

q0 = qmaxFilterLengthQ,3 (8‑1105)

* + 1. When edgeType is equal to EDGE\_VER for the sample location ( xCb + xBl, yCb + yBl + 3 ) or when edgeType is equal to EDGE\_HOR for the sample location ( xCb + xBl + 3, yCb + yBl ), the decision process for a luma sample as specified in clause 8.8.3.6.5 is invoked with the sample values p0, p3, q0, q3, the variables dpq, sp, sq, spq, sidePisLargeBlk, sideQisLargeBlk, β and tC as inputs, and the output is assigned to the decision dSam3.

1. The variables dE, dEp and dEq are derived as follows:

* If dSam0 and dSam3 are both equal to 1, the variable dE is set equal to 3, dEp is set equal to 1, and dEq is set equal to 1.
* Otherwise, the following ordered steps apply:

1. The variables dpq0, dpq3, dp, dq and d are derived as follows:

dpq0 = dp0 + dq0 (8‑1106)

dpq3 = dp3 + dq3 (8‑1107)

dp = dp0 + dp3 (8‑1108)

dq = dq0 + dq3 (8‑1109)

d = dpq0 + dpq3 (8‑1110)

1. The variables dE, dEp, dEq, sidePisLargeBlk and sideQisLargeBlk are set equal to 0.
2. When d is less than β and both maxFilterLengthP and maxFilterLengthQ are greater than 2, the following ordered steps apply:
3. The variable dpq is set equal to 2 \* dpq0.
4. The variable sp is set equal to sp0, the variable sq is set equal to sq0 and the variable spq is set equal to spq0.
5. For the sample location ( xCb + xBl, yCb + yBl ), the decision process for a luma sample as specified in clause 8.8.3.6.5 is invoked with the variables p0, p3, q0, q3 all set equal to 0, the variables dpq, sp, sq, spq, sidePisLargeBlk, sideQisLargeBlk, β and tC as inputs, and the output is assigned to the decision dSam0.
6. The variable dpq is set equal to 2 \* dpq3.
7. The variable sp is set equal to sp3, the variable sq is set equal to sq3 and the variable spq is set equal to spq3.
8. When edgeType is equal to EDGE\_VER for the sample location ( xCb + xBl, yCb + yBl + 3 ) or when edgeType is equal to EDGE\_HOR for the sample location ( xCb + xBl + 3, yCb + yBl ), the decision process for a sample as specified in clause 8.8.3.6.5 is invoked with the variables p0, p3, q0, q3 all set equal to 0, the variables dpq, sp, sq, spq, sidePisLargeBlk, sideQisLargeBlk, β and tC as inputs, and the output is assigned to the decision dSam3.
9. When d is less than β, the following ordered steps apply:
10. The variable dE is set equal to 1.
11. When dSam0 is equal to 1 and dSam3 is equal to 1, the variable dE is set equal to 2.
12. When maxFilterLengthP is greater than 1, and maxFilterLengthQ is greater than 1, and dp is less than ( β + ( β  >>  1 ) )  >>  3, the variable dEp is set equal to 1.
13. When maxFilterLengthP is greater than 1, and maxFilterLengthQ is greater than 1, and dq is less than ( β + ( β  >>  1 ) )  >>  3, the variable dEq is set equal to 1.

Table 8‑18 – Derivation of threshold variables β′ and tC′ from input Q

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Q** | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 |
| **β**′ | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 6 |
| **tC**′ | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| **Q** | 17 | 18 | 19 | 20 | 21 | 22 | 23 | 24 | 25 | 26 | 27 | 28 | 29 | 30 | 31 | 32 | 33 |
| **β**′ | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 20 | 22 | 24 | 26 | 28 |
| **tC**′ | 0 | 3 | 4 | 4 | 4 | 4 | 5 | 5 | 5 | 5 | 7 | 7 | 8 | 9 | 10 | 10 | 11 |
| **Q** | 34 | 35 | 36 | 37 | 38 | 39 | 40 | 41 | 42 | 43 | 44 | 45 | 46 | 47 | 48 | 49 | 50 |
| **β**′ | 30 | 32 | 34 | 36 | 38 | 40 | 42 | 44 | 46 | 48 | 50 | 52 | 54 | 56 | 58 | 60 | 62 |
| **tC**′ | 13 | 14 | 15 | 17 | 19 | 21 | 24 | 25 | 29 | 33 | 36 | 41 | 45 | 51 | 57 | 64 | 71 |
| **Q** | 51 | 52 | 53 | 54 | 55 | 56 | 57 | 58 | 59 | 60 | 61 | 62 | 63 | 64 | 65 |  |  |
| **β**′ | 64 | 66 | 68 | 70 | 72 | 74 | 76 | 78 | 80 | 82 | 84 | 86 | 88 | - | - |  |  |
| **tC**′ | 80 | 89 | 100 | 112 | 125 | 141 | 157 | 177 | 198 | 222 | 250 | 280 | 314 | 352 | 395 |  |  |

##### Filtering process for luma block edges

Inputs to this process are:

* a picture sample array recPicture,
* a location ( xCb, yCb ) specifying the top-left sample of the current coding block relative to the top-left sample of the current picture,
* a location ( xBl, yBl ) specifying the top-left sample of the current block relative to the top-left sample of the current coding block,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered,
* the variables dE, dEp and dEq containing decisions,
* the variables maxFilterLengthP and maxFilterLengthQ containing max filter lengths,
* the variable tC.

Output of this process is the modified picture sample array recPicture.

Depending on the value of edgeType, the following applies:

* If edgeType is equal to EDGE\_VER, the following ordered steps apply:

1. The sample values pi,k and qi,k with i = 0..maxFilterLengthP, j = 0..maxFilterLengthQ and k = 0..3 are derived as follows:

qj,k = recPictureL[ xCb + xBl + j ][ yCb + yBl + k ] (8‑1111)

pi,k = recPictureL[ xCb + xBl − i − 1 ][ yCb + yBl + k ] (8‑1112)

1. When dE is not equal to 0 and dE is not equal to 3, for each sample location ( xCb + xBl, yCb + yBl + k ), k = 0..3, the following ordered steps apply:
2. The filtering process for a luma sample using short filters as specified in clause 8.8.3.6.6 is invoked with the sample values pi,k, qi,k with i = 0..3, the locations ( xPi, yPi ) set equal to ( xCb + xBl − i − 1, yCb + yBl + k ) and ( xQi, yQi ) set equal to ( xCb + xBl + i, yCb + yBl + k ) with i = 0..2, the decision dE, the variables dEp and dEq and the variable tC as inputs, and the number of filtered samples nDp and nDq from each side of the block boundary and the filtered sample values pi′ and qj′ as outputs.
3. When nDp is greater than 0, the filtered sample values pi′ with i = 0..nDp − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl − i − 1 ][ yCb + yBl + k ] = pi′ (8‑1113)

1. When nDq is greater than 0, the filtered sample values qj′ with j = 0..nDq − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + j ][ yCb + yBl + k ] = qj′ (8‑1114)

1. When dE is equal to 3, for each sample location ( xCb + xBl, yCb + yBl + k ), k = 0..3, the following ordered steps apply:
2. The filtering process for a luma sample using long filters as specified in clause 8.8.3.6.7 is invoked with the sample values pi,k, qj,k with i = 0..maxFilterLengthP and j = 0..maxFilterLengthQ, the locations ( xPi, yPi ) set equal to ( xCb + xBl − i − 1, yCb + yBl + k ) with i = 0..maxFilterLengthP − 1 and ( xQj, yQj ) set equal to ( xCb + xBl + j, yCb + yBl + k ) with j = 0..maxFilterLengthQ − 1, the variables maxFilterLengthP, maxFilterLengthQ and tC as inputs and the filtered samples values pi′ and qj′ as outputs.
3. The filtered sample values pi′ with i = 0..maxFilterLengthP − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl − i − 1 ][ yCb + yBl + k ] = pi′  **(**8‑1115**)**

1. The filtered sample values qj′ with j = 0..maxFilterLengthQ − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + j ][ yCb + yBl + k ] = qj′ **(**8‑1116**)**

* Otherwise (edgeType is equal to EDGE\_HOR), the following ordered steps apply:

1. The sample values pi,k and qi,k with i = 0..maxFilterLengthP, j = 0..maxFilterLengthQ and k = 0..3 are derived as follows:

qj,k = recPictureL[ xCb + xBl + k ][ yCb + yBl + j ] (8‑1117)

pi,k = recPictureL[ xCb + xBl + k ][ yCb + yBl − i − 1 ] (8‑1118)

1. When dE is not equal to 0 and dE is not equal to 3, for each sample location ( xCb + xBl + k, yCb + yBl ), k = 0..3, the following ordered steps apply:
2. The filtering process for a luma sample using short filters as specified in clause 8.8.3.6.6 is invoked with the sample values pi,k, qi,k with i = 0..3, the locations ( xPi, yPi ) set equal to ( xCb + xBl + k, yCb + yBl − i − 1 ) and ( xQi, yQi ) set equal to ( xCb + xBl + k, yCb + yBl + i ) with i = 0..2, the decision dE, the variables dEp and dEq, and the variable tC as inputs, and the number of filtered samples nDp and nDq from each side of the block boundary and the filtered sample values pi′ and qj′ as outputs.
3. When nDp is greater than 0, the filtered sample values pi′ with i = 0..nDp − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + k ][ yCb + yBl − i − 1 ] = pi′ (8‑1119)

1. When nDq is greater than 0, the filtered sample values qj′ with j = 0..nDq − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + k ][ yCb + yBl + j ] = qj′ (8‑1120)

1. When dE is equal to 3, for each sample location ( xCb + xBl + k, yCb + yBl ), k = 0..3, the following ordered steps apply:
2. The filtering process for a luma sample using long filters as specified in clause 8.8.3.6.7 is invoked with the sample values pi,k, qj,k with i = 0..maxFilterLengthP and j = 0..maxFilterLengthQ, the locations ( xPi, yPi ) set equal to ( xCb + xBl + k, yCb + yBl − i − 1 ) with i = 0..maxFilterLengthP − 1 and ( xQj, yQj ) set equal to ( xCb + xBl + k, yCb + yBl + j ) with j = 0..maxFilterLengthQ − 1, the variables maxFilterLengthP, maxFilterLengthQ, and the variable tC as inputs, and the filtered sample values pi′ and qj′ as outputs.
3. The filtered sample values pi′ with i = 0..maxFilterLengthP − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + k ][ yCb + yBl − i − 1 ] = pi′ (8‑1121)

1. The filtered sample values qj′ with j = 0..maxFilterLengthQ − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + k ][ yCb + yBl + j ] = qj′ (8‑1122)

##### Decision process for chroma block edges

This process is only invoked when ChromaArrayType is not equal to 0.

Inputs to this process are:

* a chroma picture sample array recPicture,
* a chroma location ( xCb, yCb ) specifying the top-left sample of the current chroma coding block relative to the top-left chroma sample of the current picture,
* a chroma location ( xBl, yBl ) specifying the top-left sample of the current chroma block relative to the top-left sample of the current chroma coding block,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered,
* a variable cIdx specifying the colour component index,
* a variable cQpPicOffset specifying the picture-level chroma quantization parameter offset,
* a variable bS specifying the boundary filtering strength,
* a variable maxFilterLengthCbCr.

Outputs of this process are

* the modified variable maxFilterLengthCbCr,
* the variable tC.

The variable maxK is derived as follows:

* If edgeType is equal to EDGE\_VER, the following applies:

maxK = ( SubHeightC = = 1 ) ? 3 : 1 (8‑1123)

* Otherwise (edgeType is equal to EDGE\_HOR), the following applies:

maxK = ( SubWidthC = = 1 ) ? 3 : 1 (8‑1124)

The values pi and qi with i = 0.. maxFilterLengthCbCr and k = 0..maxK are derived as follows:

* If edgeType is equal to EDGE\_VER, the following applies::

qi,k = recPicture[ xCb + xBl + i ][ yCb + yBl + k ] (8‑1125)

pi,k = recPicture[ xCb + xBl − i − 1 ][ yCb + yBl + k ] (8‑1126)

subSampleC = SubHeightC (8‑1127)

* Otherwise (edgeType is equal to EDGE\_HOR), the following applies:

qi,k = recPicture[ xCb + xBl + k ][ yCb + yBl + i ] (8‑1128)

pi,k = recPicture[ xCb + xBl + k ][ yCb + yBl − i − 1 ] (8‑1129)

subSampleC = SubWidthC (8‑1130)

The variables QpQ and QpP are set equal to the QpY values of the coding units which include the coding blocks containing the sample q0,0 and p0,0, respectively.

The variable QpC is derived as follows:

qPi = Clip3( 0, 63, ( ( QpQ + QpP + 1 )  >>  1 ) + cQpPicOffset ) (8‑1131)

QpC = ChromaQpTable[ cIdx − 1 ][ qPi ] (8‑1132)

NOTE – The variable cQpPicOffset provides an adjustment for the value of pps\_cb\_qp\_offset or pps\_cr\_qp\_offset, according to whether the filtered chroma component is the Cb or Cr component. However, to avoid the need to vary the amount of the adjustment within the picture, the filtering process does not include an adjustment for the value of slice\_cb\_qp\_offset or slice\_cr\_qp\_offset nor (when cu\_chroma\_qp\_offset\_enabled\_flag is equal to 1) for the value of CuQpOffsetCb, CuQpOffsetCr, or CuQpOffsetCbCr.

The value of the variable β′ is determined as specified in Table 8‑18 based on the quantization parameter Q derived as follows:

Q = Clip3( 0, 63, QpC + ( slice\_beta\_offset\_div2  <<  1 ) ) (8‑1133)

where slice\_beta\_offset\_div2 is the value of the syntax element slice\_beta\_offset\_div2 for the slice that contains sample q0,0.

The variable β is derived as follows:

β = β′ \* ( 1  <<  ( BitDepthC − 8 ) ) (8‑1134)

The value of the variable tC′ is determined as specified in Table 8‑18 based on the chroma quantization parameter Q derived as follows:

Q = Clip3( 0, 65, QpC + 2 \* ( bS − 1 ) + ( slice\_tc\_offset\_div2  <<  1 ) ) (8‑1135)

where slice\_tc\_offset\_div2 is the value of the syntax element slice\_tc\_offset\_div2 for the slice that contains sample q0,0.

The variable tC is derived as follows:

tC = ( BitDepthC < 10 ) ? ( tC′ + 2 ) >> ( 10 − BitDepthC ) : tC′ \* ( 1  <<  ( BitDepthC − 8 ) ) (8‑1136)

When maxFilterLengthCbCr is equal to 1 and bS is not equal to 2, maxFilterLengthCbCr is set equal to 0.

When maxFilterLengthCbCr is equal to 3, the following ordered steps apply:

1. The variables n1, dpq0, dpq1, dp, dq and d are derived as follows:

n1 = ( subSampleC = = 2 ) ? 1 : 3 (8‑1137)

dp0 = Abs( p2,0 − 2 \* p1,0 + p0,0 ) (8‑1138)

dp1 = Abs( p2,n1 − 2 \* p1,n1 + p0,n1 ) (8‑1139)

dq0 = Abs( q2,0 − 2 \* q1,0 + q0,0 ) (8‑1140)

dq1 = Abs( q2,n1 − 2 \* q1,n1 + q0,n1 ) (8‑1141)

dpq0 = dp0 + dq0 (8‑1142)

dpq1 = dp1 + dq1 (8‑1143)

dp = dp0 + dp1 (8‑1144)

dq = dq0 + dq1 (8‑1145)

d = dpq0 + dpq1 (8‑1146)

1. The variables dSam0 and dSam1 are both set equal to 0.
2. When d is less than β, the following ordered steps apply:
3. The variable dpq is set equal to 2 \* dpq0.
4. The variable dSam0 is derived by invoking the decision process for a chroma sample as specified in clause 8.8.3.6.8 for the sample location ( xCb + xBl, yCb + yBl ) with sample values p0,0, p3,0, q0,0, and q3,0, the variables dpq, β and tC as inputs, and the output is assigned to the decision dSam0.
5. The variable dpq is set equal to 2 \* dpq1.
6. The variable dSam1 is modified as follows:

* If edgeType is equal to EDGE\_VER, for the sample location ( xCb + xBl, yCb + yBl + n1 ), the decision process for a chroma sample as specified in clause 8.8.3.6.8 is invoked with sample values p0,n1, p3,n1, q0,n1, and q3,n1, the variables dpq, β and tC as inputs, and the output is assigned to the decision dSam1.
* Otherwise (edgeType is equal to EDGE\_HOR), f or the sample location ( xCb + xBl + n1, yCb + yBl ), the decision process for a chroma sample as specified in clause 8.8.3.6.8 is invoked with sample values p0,n1, p3,n1, q0,n1 and q3,n1, the variables dpq, β and tC as inputs, and the output is assigned to the decision dSam1.

1. The variable maxFilterLengthCbCr is modified as follows:

* If dSam0 is equal to 1 and dSam1 is equal to 1, maxFilterLengthCbCr is set equal to 3.
* Otherwise, maxFilterLengthCbCr is set equal to 1.

##### Filtering process for chroma block edges

This process is only invoked when ChromaArrayType is not equal to 0.

Inputs to this process are:

* a chroma picture sample array recPicture,
* a chroma location ( xCb, yCb ) specifying the top-left sample of the current chroma coding block relative to the top-left chroma sample of the current picture,
* a chroma location ( xBl, yBl ) specifying the top-left sample of the current chroma block relative to the top-left sample of the current chroma coding block,
* a variable edgeType specifying whether a vertical (EDGE\_VER) or a horizontal (EDGE\_HOR) edge is filtered,
* a variable maxFilterLengthCbCr containing the maximum chroma filter length,
* the variable tC.

Output of this process is the modified chroma picture sample array recPicture.

The variable maxK is derived as follows:

* If edgeType is equal to EDGE\_VER, the following applies:

maxK = ( SubHeightC = = 1 ) ? 3 : 1 (8‑1147)

* Otherwise (edgeType is equal to EDGE\_HOR), the following applies:

maxK = ( SubWidthC = = 1 ) ? 3 : 1 (8‑1148)

The values pi and qi with i = 0..maxFilterLengthCbCr and k = 0..maxK are derived as follows:

* If edgeType is equal to EDGE\_VER, the following applies:

qi,k = recPicture[ xCb + xBl + i ][ yCb + yBl + k ] (8‑1149)

pi,k = recPicture[ xCb + xBl − i − 1 ][ yCb + yBl + k ] (8‑1150)

* Otherwise (edgeType is equal to EDGE\_HOR), the following applies:

qi,k = recPicture[ xCb + xBl + k ][ yCb + yBl + i ] (8‑1151)

pi,k = recPicture[ xCb + xBl + k ][ yCb + yBl − i − 1 ] (8‑1152)

Depending on the value of edgeType, the following applies:

* If edgeType is equal to EDGE\_VER, for each sample location ( xCb + xBl, yCb + yBl + k ), k = 0..maxK, the following ordered steps apply:

1. The filtering process for a chroma sample as specified in clause 8.8.3.6.9 is invoked with the variable maxFilterLengthCbCr, the sample values pi,k, qi,k with i = 0..maxFilterLengthCbCr, the locations ( xCb + xBl − i − 1, yCb + yBl + k ) and ( xCb + xBl + i, yCb + yBl + k ) with i = 0..maxFilterLengthCbCr − 1, and the variable tC as inputs, and the filtered sample values pi′ and qi′ with i = 0..maxFilterLengthCbCr − 1 as outputs.
2. The filtered sample values pi′ and qi′ with i = 0..maxFilterLengthCbCr − 1 replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + i ][ yCb + yBl + k ] = qi′ (8‑1153)

recPicture[ xCb + xBl − i − 1 ][ yCb + yBl + k ] = pi′ (8‑1154)

* Otherwise (edgeType is equal to EDGE\_HOR), for each sample location ( xCb + xBl + k, yCb + yBl ), k = 0..maxK, the following ordered steps apply:

1. The filtering process for a chroma sample as specified in clause 8.8.3.6.9 is invoked with the variable maxFilterLengthCbCr, the sample values pi,k, qi,k, with i = 0..maxFilterLengthCbCr , the locations ( xCb + xBl + k, yCb + yBl − i − 1 ) and ( xCb + xBl + k, yCb + yBl + i ), and the variable tC as inputs, and the filtered sample values pi′ and qi′ as outputs.
2. The filtered sample values pi′ and qi′ replace the corresponding samples inside the sample array recPicture as follows:

recPicture[ xCb + xBl + k ][ yCb + yBl + i ] = qi′ (8‑1155)

recPicture[ xCb + xBl + k ][ yCb + yBl − i − 1 ] = pi′ (8‑1156)

##### Decision process for a luma sample

Inputs to this process are:

* the sample values p0, p3, q0 and q3,
* the variables dpq, sp, sq, spq, sidePisLargeBlk, sideQisLargeBlk, β and tC.

Output of this process is the variable dSam containing a decision.

The variables sp and sq are modified as follows:

* When sidePisLargeBlk is equal to 1, the following applies:

sp = ( sp + Abs( p3 − p0 ) + 1 )  >>  1 (8‑1157)

* When sideQisLargeBlk is equal to 1, the following applies:

sq = ( sq + Abs( q3 − q0 ) + 1 )  >>  1 (8‑1158)

The variable sThr is derived as follows:

* If sidePisLargeBlk is equal to 1 or sideQisLargeBlk is equal to 1, the following applies:

sThr = 3 \* β  >>  5 (8‑1159)

* Otherwise, the following applies:

sThr = β  >>  3 (8‑1160)

The variable dSam is specified as follows:

* If all of the following conditions are true, dSam is set equal to 1:
* dpq is less than ( β  >>  2 ),
* sp + sq is less than sThr,
* spq is less than ( 5 \* tC + 1 )  >>  1.
* Otherwise, dSam is set equal to 0.

##### Filtering process for a luma sample using short filters

Inputs to this process are:

* the sample values pi and qi with i = 0..3,
* the locations of pi and qi, ( xPi, yPi ) and ( xQi, yQi ) with i = 0..2,
* a variable dE,
* the variables dEp and dEq containing decisions to filter samples p1 and q1, respectively,
* a variable tC.

Outputs of this process are:

* the number of filtered samples nDp and nDq,
* the filtered sample values pi′ and qj′ with i = 0..nDp − 1, j = 0..nDq − 1.

Depending on the value of dE, the following applies:

* If the variable dE is equal to 2, nDp and nDq are both set equal to 3 and the following strong filtering applies:

p0′ = Clip3( p0 − 3 \* tC, p0 + 3 \* tC, ( p2 + 2 \* p1 + 2 \* p0 + 2 \* q0 + q1 + 4 )  >>  3 ) (8‑1161)

p1′ = Clip3( p1 − 2 \* tC, p1 + 2 \* tC, ( p2 + p1 + p0 + q0 + 2 )  >>  2 ) (8‑1162)

p2′ = Clip3( p2 − 1 \* tC, p2 + 1\*tC, ( 2 \* p3 + 3 \* p2 + p1 + p0 + q0 + 4 )  >>  3 ) (8‑1163)

q0′ = Clip3( q0 − 3 \* tC, q0 + 3 \* tC, ( p1 + 2 \* p0 + 2 \* q0 + 2 \* q1 + q2 + 4 )  >>  3 ) (8‑1164)

q1′ = Clip3( q1 − 2 \* tC, q1 + 2 \* tC, ( p0 + q0 + q1 + q2 + 2 )  >>  2 ) (8‑1165)

q2′= Clip3( q2 − 1 \* tC, q2 + 1 \* tC, ( p0 + q0 + q1 + 3 \* q2 + 2 \* q3 + 4 )  >>  3 ) (8‑1166)

* Otherwise, nDp and nDq are set both equal to 0 and the following weak filtering applies:
  + The following applies:

Δ = ( 9 \* ( q0 −  p0 ) − 3 \* ( q1 − p1 ) + 8 )  >>  4 (8‑1167)

* + When Abs(Δ) is less than tC \* 10, the following ordered steps apply:
    - The filtered sample values p0′ and q0′ are specified as follows:

Δ = Clip3( −tC, tC, Δ ) (8‑1168)

p0′ = Clip1Y( p0 + Δ ) (8‑1169)

q0′ = Clip1Y( q0 − Δ ) (8‑1170)

* + - When dEp is equal to 1, the filtered sample value p1′ is specified as follows:

Δp = Clip3( −( tC  >>  1 ), tC  >>  1, ( ( ( p2 + p0 + 1 )  >>  1 ) − p1 + Δ )  >>  1 ) (8‑1171)

p1′ = Clip1Y( p1 + Δp ) (8‑1172)

* + - When dEq is equal to 1, the filtered sample value q1′ is specified as follows:

Δq = Clip3( −( tC  >>  1 ), tC  >>  1, ( ( ( q2 + q0 + 1 )  >>  1 ) − q1 − Δ )  >>  1 ) (8‑1173)

q1′ = Clip1Y( q1 + Δq ) (8‑1174)

* + - nDp is set equal to dEp + 1 and nDq is set equal to dEq + 1.

When nDp is greater than 0 and one or more of the following conditions are true, nDp is set equal to 0:

* pred\_mode\_plt\_flag of the coding unit that includes the coding block containing the sample p0 is equal to 1.

When nDq is greater than 0 and one or more of the following conditions are true, nDq is set equal to 0:

* pred\_mode\_plt\_flag of the coding unit that includes the coding block containing the sample q 0 is equal to 1.

##### Filtering process for a luma sample using long filters

Inputs to this process are:

* the variables maxFilterLengthP and maxFilterLengthQ,
* the sample values pi and qj with i = 0..maxFilterLengthP and j = 0..maxFilterLengthQ,
* the locations of pi and qj, ( xPi, yPi ) and ( xQj, yQj ) with i = 0..maxFilterLengthP − 1 and j = 0..maxFilterLengthQ − 1,
* a variable tC.

Outputs of this process are:

* the filtered sample values pi′ and qj′ with i = 0..maxFilterLengthP − 1, j = 0..maxFilterLenghtQ − 1.

The variable refMiddle is derived as follows:

* If maxFilterLengthP is equal to maxFilterLengthQ and maxFilterLengthP is equal to 5, the following applies:

refMiddle = ( p4 + p3 + 2\* ( p2 + p1 + p0 + q0 + q1 + q2 ) + q3 + q4 + 8)  >>  4 (8‑1175)

* Otherwise, if maxFilterLengthP is equal to maxFilterLengthQ and maxFilterLengthP is not equal to 5, the following applies:

refMiddle = ( p6 + p5 + p4 + p3 + p2 + p1 + 2\* ( p0 + q0 ) + q1 + q2 + q3 + q4 + q5 + q6 + 8 )  >>  4 (8‑1176)

* Otherwise, if one of the following conditions are true,
* maxFilterLengthQ is equal to 7 and maxFilterLengthP is equal to 5,
* maxFilterLengthQ is equal to 5 and maxFilterLengthP is equal to 7,

the following applies:

refMiddle = ( p4 + p3 + 2\* ( p2 + p1 + p0 + q0 + q1 + q2 ) + q3 + q4 + 8 )  >>  4 (8‑1177)

* Otherwise, if one of the following conditions are true,
* maxFilterLengthQ is equal to 5 and maxFilterLengthP is equal to 3,
* maxFilterLengthQ is equal to 3 and maxFilterLengthP is equal to 5,

the following applies:

refMiddle = ( p3 + p2 + p1 + p0 + q0 + q1 + q2 + q3 + 4)  >>  3 (8‑1178)

* Otherwise, if maxFilterLengthQ is equal to 7 and maxFilterLengthP is equal to 3, the following applies:

refMiddle = ( 2 \* ( p2 + p1 + p0 + q0 ) + p0 + p1 + q1 + q2 + q3 + q4 + q5 + q6 + 8 )  >>  4 (8‑1179)

* Otherwise, the following applies:

refMiddle = ( p6 + p5 + p4 + p3 + p2 + p1 + 2\*( q2 + q1 + q0 + p0)  + q0 + q1 + 8 )  >>  4 (8‑1180)

The variables refP and refQ are derived as follows:

refP = ( pmaxFilterLengtP + pmaxFilterLengthP-1 + 1 )  >>  1 (8‑1181)

refQ = ( qmaxFilterLengtQ + qmaxFilterLengthQ-1 + 1 )  >>  1 (8‑1182)

The variables fi and tCPDi are defined as follows:

* If maxFilterLengthP is equal to 7, the following applies:

f0..6 = { 59, 50, 41, 32, 23, 14, 5 } (8‑1183)

tCPD0..6 = { 6,  5,  4,  3,  2,  1,  1 } (8‑1184)

* Otherwise, if maxFilterLengthP is equal to 5, the following applies:

f0..4 = { 58, 45, 32, 19, 6 } (8‑1185)

tCPD0..4 = { 6, 5, 4, 3, 2 } (8‑1186)

* Otherwise, the following applies:

f0..2 = { 53, 32, 11 } (8‑1187)

tCPD0..2 = { 6, 4, 2} (8‑1188)

The variables gj and tCQDj are defined as follows:

* If maxFilterLengthQ is equal to 7, the following applies:

g0..6 = { 59, 50, 41, 32, 23, 14, 5 } (8‑1189)

tCQD0..6 = { 6, 5, 4, 3, 2, 1, 1 } (8‑1190)

* Otherwise, if maxFilterLengthQ is equal to 5, the following applies:

g0..4 = { 58, 45, 32, 19, 6 } (8‑1191)

tCQD0..4 = { 6, 5, 4, 3, 2 } (8‑1192)

* Otherwise, the following applies:

g0..2 = { 53, 32, 11 } (8‑1193)

tCQD0..2 = { 6, 4, 2 } (8‑1194)

The filtered sample values pi′ and qj′ with i = 0..maxFilterLengthP − 1 and j = 0..maxFilterLengthQ − 1 are derived as follows:

pi′ = Clip3( pi − ( tC\*tCPDi )  >> 1, pi + ( tC\*tCPDi ) >> 1, ( refMiddle\*fi + refP\*( 64 − fi )  +  32)  >>  6 ) (8‑1195)

qj′ = Clip3( qj − ( tC\*tCQDj ) >> 1, qj + ( tC\*tCQDj ) >> 1, ( refMiddle\*gj + refQ\*(64 − gj ) +  32)  >>  6 ) (8‑1196)

When one or more of the following conditions are true, the filtered sample value, p i′ is substituted by the corresponding input sample value p i with i = 0..maxFilterLengthP − 1:

* pred\_mode\_plt\_flag of the coding unit that includes the coding block containing the sample pi is equal to 1.

When one or more of the following conditions are true, the filtered sample value, q i′ is substituted by the corresponding input sample value q j with j = 0..maxFilterLengthQ − 1:

* pred\_mode\_plt\_flag of the coding unit that includes the coding block containing the sample qi is equal to 1.

##### Decision process for a chroma sample

Inputs to this process are:

* the sample values p0, p3, q0 and q3,
* the variables dpq, β and tC.

Output of this process is the variable dSam containing a decision.

The variable dSam is specified as follows:

* If all of the following conditions are true, dSam is set equal to 1:
* dpq is less than ( β  >>  2 ),
* Abs( p3 − p0 ) + Abs( q0 − q3 ) is less than ( β  >>  3 ),
* Abs( p0 − q0 ) is less than ( 5 \* tC + 1 )  >>  1.
* Otherwise, dSam is set equal to 0.

##### Filtering process for a chroma sample

This process is only invoked when ChromaArrayType is not equal to 0.

Inputs to this process are:

* the variable maxFilterLength,
* the chroma sample values pi and qi with i = 0..maxFilterLengthCbCr,
* the chroma locations of pi and qi, ( xPi, yPi ) and ( xQi, yQi ) with i = 0..maxFilterLengthCbCr − 1,
* a variable tC.

Outputs of this process are the filtered sample values pi′ and qi′ with i = 0..maxFilterLengthCbCr − 1.

The filtered sample values pi′ and qi′ with i = 0..maxFilterLengthCbCr − 1 are derived as follows:

* If maxFilterLengthCbCr is equal to 3, the following strong filtering applies:

p0′ = Clip3( p0 − tC, p0 + tC, ( p3 + p2 + p1 + 2 \* p0 + q0 + q1 + q2  + 4 )  >>  3 ) (8‑1197)

p1′ = Clip3( p1 − tC, p1 + tC, ( 2 \* p3 + p2 + 2 \* p1 + p0 + q0 + q1  + 4 )  >>  3 ) (8‑1198)

p2′ = Clip3( p2 − tC, p2 + tC, ( 3 \* p3 + 2 \* p2 + p1 + p0 + q0 + 4 )  >>  3 ) (8‑1199)

q0′ = Clip3( q0 − tC, q0 + tC, ( p2 + p1 + p0 + 2 \* q0 + q1 + q2 + q3  + 4 )  >>  3 ) (8‑1200)

q1′ = Clip3( q1 − tC, q1 + tC, ( p1 + p0 + q0 + 2 \* q1 + q2 + 2 \* q3  + 4 )  >>  3 ) (8‑1201)

q2′= Clip3( q2 − tC, q2 + tC, ( p0 + q0 + q1 + 2 \* q2 + 3 \* q3 + 4 )  >>  3 ) (8‑1202)

* Otherwise, the following weak filtering applies:

Δ = Clip3( −tC, tC, ( ( ( ( q0 − p0 )  <<  2 ) + p1 − q1 + 4 )  >>  3 ) ) (8‑1203)

p0′ = Clip1C( p0 + Δ ) (8‑1204)

q0′ = Clip1C( q0 − Δ ) (8‑1205)

When one or more of the following conditions are true, the filtered sample value, pi′ is substituted by the corresponding input sample value pi with i = 0..maxFilterLengthCbCr − 1:

* pred\_mode\_plt\_flag of the coding unit that includes the coding block containing the sample pi is equal to 1.

When one or more of the following conditions are true, the filtered sample value, qi′ is substituted by the corresponding input sample value qi with i = 0..maxFilterLengthCbCr − 1:

* pred\_mode\_plt\_flag of the coding unit that includes the coding block containing the sample qi is equal to 1.

### Sample adaptive offset process

#### General

Inputs to this process are the reconstructed picture sample array prior to sample adaptive offset recPictureL and, when ChromaArrayType is not equal to 0, the arrays recPictureCb and recPictureCr.

Outputs of this process are the modified reconstructed picture sample array after sample adaptive offset saoPictureL and, when ChromaArrayType is not equal to 0, the arrays saoPictureCb and saoPictureCr.

This process is performed on a CTB basis after the completion of the deblocking filter process for the decoded picture.

The sample values in the modified reconstructed picture sample array saoPictureL and, when ChromaArrayType is not equal to 0, the arrays saoPictureCb and saoPictureCr are initially set equal to the sample values in the reconstructed picture sample array recPictureL and, when ChromaArrayType is not equal to 0, the arrays recPictureCb and recPictureCr, respectively.

For every CTU with CTB location ( rx, ry ), where rx = 0..PicWidthInCtbsY − 1 and ry = 0..PicHeightInCtbsY − 1, the following applies:

– When slice\_sao\_luma\_flag of the current slice is equal to 1, the CTB modification process as specified in clause 8.8.4.2 is invoked with recPicture set equal to recPictureL, cIdx set equal to 0, ( rx, ry ), and both nCtbSw and nCtbSh set equal to CtbSizeY as inputs, and the modified luma picture sample array saoPictureL as output.

– When ChromaArrayType is not equal to 0 and slice\_sao\_chroma\_flag of the current slice is equal to 1, the CTB modification process as specified in clause 8.8.4.2 is invoked with recPicture set equal to recPictureCb, cIdx set equal to 1, ( rx, ry ), nCtbSw set equal to ( 1  <<  CtbLog2SizeY ) / SubWidthC and nCtbSh set equal to ( 1  <<  CtbLog2SizeY ) / SubHeightC as inputs, and the modified chroma picture sample array saoPictureCb as output.

– When ChromaArrayType is not equal to 0 and slice\_sao\_chroma\_flag of the current slice is equal to 1, the CTB modification process as specified in clause 8.8.4.2 is invoked with recPicture set equal to recPictureCr, cIdx set equal to 2, ( rx, ry ), nCtbSw set equal to ( 1  <<  CtbLog2SizeY ) / SubWidthC and nCtbSh set equal to ( 1  <<  CtbLog2SizeY ) / SubHeightC as inputs, and the modified chroma picture sample array saoPictureCr as output.

#### CTB modification process

Inputs to this process are:

– the picture sample array recPicture for the colour component cIdx,

– a variable cIdx specifying the colour component index,

– a pair of variables ( rx, ry ) specifying the CTB location,

– the CTB width nCtbSw and height nCtbSh.

Output of this process is a modified picture sample array saoPicture for the colour component cIdx.

The variable bitDepth is derived as follows:

– If cIdx is equal to 0, bitDepth is set equal to BitDepthY.

– Otherwise, bitDepth is set equal to BitDepthC.

The variables scaleWidth and scaleHeight are derived as follows:

scaleWidth = ( cIdx = = 0 ) ? 1 : SubWidthC (8‑1206)

scaleHeight = ( cIdx = = 0 ) ? 1 : SubHeightC (8‑1207)

The location ( xCtb, yCtb ), specifying the top-left sample of the current CTB for the colour component cIdx relative to the top-left sample of the current picture component cIdx, is derived as follows:

( xCtb, yCtb ) = ( rx \* nCtbSw, ry \* nCtbSh ) (8‑1208)

The sample locations inside the current CTB are derived as follows:

( xSi, ySj ) = ( xCtb + i, yCtb + j ) (8‑1209)

( xYi, yYj ) = ( cIdx  = =  0 ) ? ( xSi, ySj ) : ( xSi \* SubWidthC, ySj \* SubHeightC ) (8‑1210)

For all sample locations ( xSi, ySj ) and ( xYi, yYj ) with i = 0..nCtbSw − 1 and j = 0..nCtbSh − 1, the following applies:

– If one or more of the following conditions are true, saoPicture[ xSi ][ ySj ] is not modified:

* SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 0.
* pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1 and xSj is equal to ( ( PpsVirtualBoundariesPosX[ n ] / scaleWidth ) − 1 ) for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1 and SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 2 and SaoEoClass[ cIdx ][ rx ][ ry ] is not equal to 1.
* pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1 and xSj is equal to ( PpsVirtualBoundariesPosX[ n ] / scaleWidth ) for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1 and SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 2 and SaoEoClass[ cIdx ][ rx ][ ry ] is not equal to 1.
* pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1 and ySj is equal to ( ( PpsVirtualBoundariesPosY[ n ] / scaleHeight ) − 1 ) for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1 and SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 2 and SaoEoClass[ cIdx ][ rx ][ ry ] is not equal to 0.
* pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1 and ySj is equal to ( PpsVirtualBoundariesPosY[ n ] / scaleHeight ) for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1 and SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 2 and SaoEoClass[ cIdx ][ rx ][ ry ] is not equal to 0.

– Otherwise, if SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 2, the following ordered steps apply:

1. The values of hPos[ k ] and vPos[ k ] for k = 0..1 are specified in Table 8‑19 based on SaoEoClass[ cIdx ][ rx ][ ry ].
2. The variable edgeIdx is derived as follows:

* The modified sample locations ( xSik′, ySjk′ ) and ( xYik′, yYjk′ ) are derived as follows:

( xSik′, ySjk′ ) = ( xSi + hPos[ k ], ySj + vPos[ k ] ) (8‑1211)

( xYik′, yYjk′ ) = ( cIdx  = =  0 ) ? ( xSik′, ySjk′ ) : ( xSik′ \* SubWidthC, ySjk′ \* SubHeightC ) (8‑1212)

* If one or more of the following conditions for all sample locations ( xSik′, ySjk′ ) and ( xYik′, yYjk′ ) with k = 0..1 are true, edgeIdx is set equal to 0:
* The sample at location ( xSik′, ySjk′ ) is outside the picture boundaries.
* The sample at location ( xSik′, ySjk′ ) belongs to a different subpicture and loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] for the subpicture to which the sample recPicture[ xSi ][ ySj ] belongs to is equal to 0.
* loop\_filter\_across\_slices\_enabled\_flag is equal to 0 and the sample at location ( xSik′, ySjk′ ) belongs to a different slice.
* loop\_filter\_across\_bricks\_enabled\_flag is equal to 0 and the sample at location ( xSik′, ySjk′ ) belongs to a different brick.
* Otherwise, edgeIdx is derived as follows:
* The following applies:

edgeIdx = 2 + Sign( recPicture[ xSi ][ ySj ] − recPicture[ xSi + hPos[ 0 ] ][ ySj + vPos[ 0 ] ] ) +  
 Sign( recPicture[ xSi ][ ySj ] − recPicture[ xSi + hPos[ 1 ] ][ ySj + vPos[ 1 ] ] ) (8‑1213)

* When edgeIdx is equal to 0, 1, or 2, edgeIdx is modified as follows:

edgeIdx = ( edgeIdx = = 2 ) ? 0 : ( edgeIdx + 1 ) (8‑1214)

1. The modified picture sample array saoPicture[ xSi ][ ySj ] is derived as follows:

saoPicture[ xSi ][ ySj ] = Clip3( 0, ( 1  <<  bitDepth ) − 1, recPicture[ xSi ][ ySj ] +  
 SaoOffsetVal[ cIdx ][ rx ][ ry ][ edgeIdx ] ) (8‑1215)

* Otherwise (SaoTypeIdx[ cIdx ][ rx ][ ry ] is equal to 1), the following ordered steps apply:

1. The variable bandShift is set equal to bitDepth − 5.
2. The variable saoLeftClass is set equal to sao\_band\_position[ cIdx ][ rx ][ ry ].
3. The list bandTable is defined with 32 elements and all elements are initially set equal to 0. Then, four of its elements (indicating the starting position of bands for explicit offsets) are modified as follows:

for( k = 0; k < 4; k++ )  
 bandTable[ ( k + saoLeftClass ) & 31 ] = k + 1 (8‑1216)

1. The variable bandIdx is set equal to bandTable[ recPicture[ xSi ][ ySj ]  >>  bandShift ].
2. The modified picture sample array saoPicture[ xSi ][ ySj ] is derived as follows:

saoPicture[ xSi ][ ySj ] = Clip3( 0, ( 1  <<  bitDepth ) − 1, recPicture[ xSi ][ ySj ] +  
 SaoOffsetVal[ cIdx ][ rx ][ ry ][ bandIdx ] ) (8‑1217)

Table 8‑19 – Specification of hPos and vPos according to the sample adaptive offset class

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| SaoEoClass[ cIdx ][ rx ][ ry ] | 0 | 1 | 2 | 3 |
| hPos[ 0 ] | −1 | 0 | −1 | 1 |
| hPos[ 1 ] | 1 | 0 | 1 | −1 |
| vPos[ 0 ] | 0 | −1 | −1 | −1 |
| vPos[ 1 ] | 0 | 1 | 1 | 1 |

### Adaptive loop filter process

#### General

Inputs of this process are the reconstructed picture sample array prior to adaptive loop filter recPictureL and, when ChromaArrayType is not equal to 0, the arrays recPictureCb and recPictureCr.

Outputs of this process are the modified reconstructed picture sample array after adaptive loop filter alfPictureL and, when ChromaArrayType is not equal to 0, the arrays alfPictureCb and alfPictureCr.

The sample values in the modified reconstructed picture sample array after adaptive loop filter alfPictureL and, when ChromaArrayType is not equal to 0, the arrays alfPictureCb and alfPictureCr are initially set equal to the sample values in the reconstructed picture sample array prior to adaptive loop filter recPictureL and, when ChromaArrayType is not equal to 0, the arrays recPictureCb and recPictureCr, respectively.

For every coding tree unit with luma coding tree block location ( rx, ry ), where rx = 0..PicWidthInCtbsY − 1 and ry = 0..PicHeightInCtbsY − 1, the following applies:

* + When alf\_ctb\_flag[ 0 ][ rx ][ ry ] is equal to 1, the coding tree block filtering process for luma samples as specified in clause 8.8.5.2 is invoked with recPictureL, alfPictureL, and the luma coding tree block location ( xCtb, yCtb ) set equal to ( rx  <<  CtbLog2SizeY, ry  <<  CtbLog2SizeY ) as inputs, and the output is the modified filtered picture alfPictureL.
  + When ChromaArrayType is not equal to 0 and alf\_ctb\_flag[ 1 ][ rx ][ ry ] is equal to 1, the coding tree block filtering process for chroma samples as specified in clause 8.8.5.4 is invoked with recPicture set equal to recPictureCb, alfPicture set equal to alfPictureCb, the chroma coding tree block location ( xCtbC, yCtbC ) set equal to ( ( rx  <<  CtbLog2SizeY ) / SubWidthC, ( ry  <<  CtbLog2SizeY ) / SubHeightC ), and the alternative chroma filter index altIdx set equal to alf\_ctb\_filter\_alt\_idx[ 0 ][ rx ][ ry ] as inputs, and the output is the modified filtered picture alfPictureCb.
  + When ChromaArrayType is not equal to 0 and alf\_ctb\_flag[ 2 ][ rx ][ ry ] is equal to 1, the coding tree block filtering process for chroma samples as specified in clause 8.8.5.4 is invoked with recPicture set equal to recPictureCr, alfPicture set equal to alfPictureCr, the chroma coding tree block location ( xCtbC, yCtbC ) set equal to ( ( rx  <<  CtbLog2SizeY ) / SubWidthC, ( ry  <<  CtbLog2SizeY ) / SubHeightC ), and the alternative chroma filter index altIdx set equal to alf\_ctb\_filter\_alt\_idx[ 0 ][ rx ][ ry ] as inputs, and the output is the modified filtered picture alfPictureCr.

#### Coding tree block filtering process for luma samples

Inputs of this process are:

* a reconstructed luma picture sample array recPictureL prior to the adaptive loop filtering process,
* a filtered reconstructed luma picture sample array alfPictureL,
* a luma location ( xCtb, yCtb ) specifying the top-left sample of the current luma coding tree block relative to the top left sample of the current picture.

Output of this process is the modified filtered reconstructed luma picture sample array alfPictureL.

The derivation process for filter index clause 8.8.5.3 is invoked with the location ( xCtb, yCtb ) and the reconstructed luma picture sample array recPictureL as inputs, and filtIdx[ x ][ y ] and transposeIdx[ x ][ y ] with x, y = 0..CtbSizeY − 1 as outputs.

For the derivation of the filtered reconstructed luma samples alfPictureL[ x ][ y ], each reconstructed luma sample inside the current luma coding tree block recPictureL[ x ][ y ] is filtered as follows with x, y = 0..CtbSizeY − 1:

* + The array of luma filter coefficients f[ j ] and the array of luma clipping values c[ j ] corresponding to the filter specified by filtIdx[ x ][ y ] is derived as follows with j = 0..11:
  + If AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] is less than 16, the following applies:

i = AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] (8‑1218)

f[ j ] = AlfFixFiltCoeff[ AlfClassToFiltMap[ i ][ filtIdx[ x ][ y ] ] ][ j ] (8‑1219)

c[ j ] = 2BitdepthY (8‑1220)

* + Otherwise (AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] is greater than or equal to 16, the following applies:

i = slice\_alf\_aps\_id\_luma[ AlfCtbFiltSetIdxY[ xCtb >> CtbLog2SizeY ][ yCtb >> CtbLog2SizeY ] − 16 ]  
 (8‑1221)

f[ j ] = AlfCoeffL[ i ][ filtIdx[ x ][ y ] ][ j ] (8‑1222)

c[ j ] = AlfClipL[ i ][ filtIdx[ x ][ y ] ][ j ] (8‑1223)

* + The luma filter coefficients and clipping values index idx are derived depending on transposeIdx[ x ][ y ] as follows:
  + If transposeIndex[ x ][ y ] is equal to 1, the following applies:

idx[ ] = { 9, 4, 10, 8, 1, 5, 11, 7, 3, 0, 2, 6 } (8‑1224)

* + Otherwise, if transposeIndex[ x ][ y ] is equal to 2, the following applies:

idx[ ] = { 0, 3, 2, 1, 8, 7, 6, 5, 4, 9, 10, 11 } (8‑1225)

* + Otherwise, if transposeIndex[ x ][ y ] is equal to 3, the following applies:

idx[ ] = { 9, 8, 10, 4, 3, 7, 11, 5, 1, 0, 2, 6 } (8‑1226)

* + Otherwise, the following applies:

idx[ ] = { 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11 } (8‑1227)

* + The locations ( hx + i, vy + j ) for each of the corresponding luma samples ( x, y ) inside the given array recPicture of luma samples with i, j = −3..3 are derived as follows:
  + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is not equal to 0, and xCtb + x − PpsVirtualBoundariesPosX[ n ] is greater than or equal to 0 and less than 3 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

hx + i = Clip3( PpsVirtualBoundariesPosX[ n ], pic\_width\_in\_luma\_samples − 1, xCtb + x + i ) (8‑1228)

* + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is not equal to 0, and PpsVirtualBoundariesPosX[ n ]− xCtb − x is greater than 0 and less than 4 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

hx + i = Clip3( 0, PpsVirtualBoundariesPosX[ n ] − 1, xCtb + x + i ) (8‑1229)

* + Otherwise, the following applies:

hx + i = Clip3( 0, pic\_width\_in\_luma\_samples − 1, xCtb + x + i ) (8‑1230)

* + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosY[ n ] % CtbSizeY is not equal to 0, and yCtb + y − PpsVirtualBoundariesPosY[ n ] is greater than or equal to 0 and less than 3 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

vy + j = Clip3( PpsVirtualBoundariesPosY[ n ], pic\_height\_in\_luma\_samples − 1, yCtb + y + j ) (8‑1231)

* + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosY[ n ] % CtbSizeY is not equal to 0, and PpsVirtualBoundariesPosY[ n ] − yCtb − y is greater than 0 and less than 4 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

vy + j = Clip3( 0, PpsVirtualBoundariesPosY[ n ] − 1, yCtb + y + j ) (8‑1232)

* + Otherwise, the following applies:

vy + j = Clip3( 0, pic\_height\_in\_luma\_samples − 1, yCtb + y + j ) (8‑1233)

* + The variables clipLeftPos, clipRightPos, clipTopPos and clipBottomPos are derived by invoking the ALF boundary position derivation process as specified in clause 8.8.5.5 with ( xCtb, yCtb ) and ( x, y ) as inputs.
  + The vertical sample position offsets y1, y2 and y3 are specified in Table 8‑20 according to the vertical luma sample position y, clipLeftPos and clipRightPos.
  + The horizontal sample position offsets x1, x2 and x3 are specified in Table 8‑21 according to the horizontal luma sample position x, clipLeftPos and clipRightPos.
  + The variable curr is derived as follows:

curr = recPictureL[ hx, vy ] (8‑1234)

* + The variable sum is derived as follows:

sum = f[ idx[ 0 ] ]   \* (  Clip3( −c[ idx[ 0 ] ], c[ idx[ 0 ] ],     recPictureL[ hx, vy + y3 ] − curr ) +   
 Clip3( −c[ idx[ 0 ] ], c[ idx[ 0 ] ],     recPictureL[ hx, vy − y3 ] − curr ) ) +   
 f[ idx[ 1 ] ]   \* (  Clip3( −c[ idx[ 1 ] ], c[ idx[ 1 ] ],     recPictureL[ hx + x1, vy + y2 ] − curr ) +   
 Clip3( −c[ idx[ 1 ] ], c[ idx[ 1 ] ],     recPictureL[ hx − x1, vy − y2 ] − curr ) ) +   
 f[ idx[ 2 ] ]   \* (  Clip3( −c[ idx[ 2 ] ], c[ idx[ 2 ] ],     recPictureL[ hx, vy + y2 ] − curr ) +   
 Clip3( −c[ idx[ 2 ] ], c[ idx[ 2 ] ],     recPictureL[ hx, vy − y2 ] − curr ) ) +   
 f[ idx[ 3 ] ]   \* (  Clip3( −c[ idx[ 3 ] ], c[ idx[ 3 ] ],     recPictureL[ hx − x1, vy + y2 ] − curr ) +   
 Clip3( −c[ idx[ 3 ] ], c[ idx[ 3 ] ],     recPictureL[ hx + x1, vy − y2 ] − curr ) ) +   
 f[ idx[ 4 ] ]   \* (  Clip3( −c[ idx[ 4 ] ], c[ idx[ 4 ] ],     recPictureL[ hx + x2, vy + y1 ] − curr ) +   
 Clip3( −c[ idx[ 4 ] ], c[ idx[ 4 ] ],     recPictureL[ hx − x2, vy − y1 ] − curr ) ) +   
 f[ idx[ 5 ] ]   \* (  Clip3( −c[ idx[ 5 ] ], c[ idx[ 5 ] ],     recPictureL[ hx + x1, vy + y1 ] − curr ) +   
 Clip3( −c[ idx[ 5 ] ], c[ idx[ 5 ] ],     recPictureL[ hx − x1, vy − y1 ] − curr ) ) +   
 f[ idx[ 6 ] ]   \* (  Clip3( −c[ idx[ 6 ] ], c[ idx[ 6 ] ],     recPictureL[ hx, vy + y1 ] − curr ) +   
 Clip3( −c[ idx[ 6 ] ], c[ idx[ 6 ] ],     recPictureL[ hx, vy − y1 ] − curr ) ) + (8‑1235)  
 f[ idx[ 7 ] ]   \* (  Clip3( −c[ idx[ 7 ] ], c[ idx[ 7 ] ],     recPictureL[ hx − x1, vy + y1 ] − curr ) +   
 Clip3( −c[ idx[ 7 ] ], c[ idx[ 7 ] ],     recPictureL[ hx + x1, vy − y1 ] − curr ) ) +   
 f[ idx[ 8 ] ]   \* (  Clip3( −c[ idx[ 8 ] ], c[ idx[ 8 ] ],     recPictureL[ hx − x2, vy + y1 ] − curr ) +   
 Clip3( −c[ idx[ 8 ] ], c[ idx[ 8 ] ],     recPictureL[ hx + x2, vy − y1 ] − curr ) ) +   
 f[ idx[ 9 ] ]   \* (  Clip3( −c[ idx[ 9 ] ], c[ idx[ 9 ] ],     recPictureL[ hx + x3, vy ] − curr ) +   
 Clip3( −c[ idx[ 9 ] ], c[ idx[ 9 ] ],     recPictureL[ hx − x3, vy ] − curr ) ) +   
 f[ idx[ 10 ] ] \* (  Clip3( −c[ idx[ 10 ] ], c[ idx[ 10 ] ], recPictureL[ hx + x2, vy ] − curr ) +   
 Clip3( −c[ idx[ 10 ] ], c[ idx[ 10 ] ], recPictureL[ hx − x2, vy ] − curr ) ) +   
 f[ idx[ 11 ] ] \* (  Clip3( −c[ idx[ 11 ] ], c[ idx[ 11 ] ], recPictureL[ hx + x1, vy ] − curr ) +   
 Clip3( −c[ idx[ 11 ] ], c[ idx[ 11 ] ], recPictureL[ hx − x1, vy ] − curr ) )

sum = curr + ( ( sum + 64 ) >> 7 ) (8‑1236)

* + The modified filtered reconstructed luma picture sample alfPictureL[ xCtb + x ][ yCtb + y ] is derived as follows:

alfPictureL[ xCtb + x ][ yCtb + y ] = Clip3( 0, ( 1 << BitDepthY ) − 1, sum ) (8‑1237)

Table 8‑20 – Specification of y1, y2, and y3 according to the vertical luma sample position y, clipTopPos and clipBottomPos

|  |  |  |  |
| --- | --- | --- | --- |
| Condition | y1 | y2 | y3 |
| ( y = = clipBottomPos − 1 | | y = = clipTopPos ) | 0 | 0 | 0 |
| ( y = = clipBottomPos − 2 | | y = = clipTopPos + 1 ) | 1 | 1 | 1 |
| ( y = = clipBottomPos − 3 | | y = = clipTopPos + 2 ) && ( clipBottomPos != clipTopPos + 4 ) | 1 | 2 | 2 |
| ( y = = clipTopPos + 2 ) && ( clipBottomPos = = clipTopPos + 4 ) | 1 | 1 | 1 |
| otherwise | 1 | 2 | 3 |

Table 8‑21 – Specification of x1, x2, and x3 according to the horizontal luma sample position x, clipLeftPos and clipRightPos

|  |  |  |  |
| --- | --- | --- | --- |
| Condition | x1 | x2 | x3 |
| ( xCtb + x = = clipLeftPos | | xCtb + x = = clipRightPos − 1 ) | 0 | 0 | 0 |
| ( xCtb + x = = clipLeftPos + 1 | | xCtb + x = = clipRightPos − 2 ) | 1 | 1 | 1 |
| ( xCtb + x = = clipLeftPos + 2 | | xCtb + x = = clipRightPos − 3 ) | 1 | 2 | 2 |
| Otherwise | 1 | 2 | 3 |

#### Derivation process for ALF transpose and filter index for luma samples

Inputs of this process are:

* a luma location ( xCtb, yCtb ) specifying the top-left sample of the current luma coding tree block relative to the top left sample of the current picture,
* a reconstructed luma picture sample array recPictureL prior to the adaptive loop filtering process.

Outputs of this process are

* the classification filter index array filtIdx[ x ][ y ] with x, y = 0..CtbSizeY − 1,
* the transpose index array transposeIdx[ x ][ y ] with x, y = 0..CtbSizeY − 1.

The locations ( hx + i, vy + j ) for each of the corresponding luma samples ( x, y ) inside the given array recPicture of luma samples with i, j = −2..5 are derived as follows:

* + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is not equal to 0, and xCtb + x − PpsVirtualBoundariesPosX[ n ] is greater than or equal to 0 and less than 2 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

hx + i = Clip3( PpsVirtualBoundariesPosX[ n ], pic\_width\_in\_luma\_samples − 1, xCtb + x + i ) (8‑1238)

* + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is not equal to 0, and PpsVirtualBoundariesPosX[ n ] − xCtb − x is greater than 0 and less than 6 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

hx + i = Clip3( 0, PpsVirtualBoundariesPosX[ n ] − 1, xCtb + x + i ) (8‑1239)

* + Otherwise, the following applies:

hx + i = Clip3( 0, pic\_width\_in\_luma\_samples − 1, xCtb + x + i ) (8‑1240)

* + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosY[ n ] % CtbSizeY is not equal to 0, and yCtb + y − PpsVirtualBoundariesPosY[ n ] is greater than or equal to 0 and less than 2 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

vy + j = Clip3( PpsVirtualBoundariesPosY[ n ], pic\_height\_in\_luma\_samples − 1, yCtb + y + j ) (8‑1241)

* + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosY[ n ] % CtbSizeY is not equal to 0, and PpsVirtualBoundariesPosY[ n ] − yCtb − y is greater than 0 and less than 6 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

vy + j = Clip3( 0, PpsVirtualBoundariesPosY[ n ] − 1, yCtb + y + j ) (8‑1242)

* + Otherwise, the following applies:

vy + j = Clip3( 0, pic\_height\_in\_luma\_samples − 1, yCtb + y + j ) (8‑1243)

* + The variables clipLeftPos, clipRightPos, clipTopPos and clipBottomPos are derived by invoking the ALF boundary position derivation process as specified in clause 8.8.5.5 with ( xCtb, yCtb ) and ( x, y ) as inputs.
  + If clipTopPos is not equal to −128, the following applies:

vy + j = Clip3( clipTopPos, pic\_height\_in\_luma\_samples − 1, yCtb + y + j ) (8‑1244)

* + If clipBottomPos is not equal to −128, the following applies:

vy + j = Clip3( 0, clipBottomPos − 1, yCtb + y + j ) (8‑1245)

* + If clipLeftPos is not equal to −128, the following applies:

hx + i = Clip3( clipLeftPos, pic\_width\_in\_luma\_samples − 1, xCtb + x + i ) (8‑1246)

* + If clipRightPos is not equal to −128, the following applies:

hx + i = Clip3( 0, clipRightPos − 1, xCtb + x + i ) (8‑1247)

The classification filter index array filtIdx and the transpose index array transposeIdx are derived by the following ordered steps:

1. The variables filtH[ x ][ y ], filtV[ x ][ y ], filtD0[ x ][ y ] and filtD1[ x ][ y ] with x, y = − 2..CtbSizeY + 1 are derived as follows:

* If both x and y are even numbers or both x and y are not even numbers, the following applies:

filtH[ x ][ y ] = Abs( ( recPicture[ hx, vy ]  <<  1 ) − recPicture[ hx − 1, vy ] −  (8‑1248)  
  recPicture[ hx + 1, vy ] )

filtV[ x ][ y ] = Abs( ( recPicture[ hx, vy ]  <<  1 ) − recPicture[ hx, vy − 1 ] −  (8‑1249)  
  recPicture[ hx, vy + 1 ] )

filtD0[ x ][ y ] = Abs( ( recPicture[ hx, vy ]  <<  1 ) − recPicture[ hx − 1, vy − 1 ] −  (8‑1250)  
 recPicture[ hx + 1, vy + 1 ] )

filtD1[ x ][ y ] = Abs( ( recPicture[ hx, vy ]  <<  1 ) − recPicture[ hx + 1, vy − 1 ] −  (8‑1251)  
 recPicture[ hx − 1, vy + 1 ] )

* Otherwise, filtH[ x ][ y ], filtV[ x ][ y ], filtD0[ x ][ y ] and filtD1[ x ][ y ] are set equal to 0.

1. The variables ac[ x ][ y ], sumH[ x ][ y ], sumV[ x ][ y ], sumD0[ x ][ y ], sumD1[ x ][ y ] and sumOfHV[ x ][ y ] with x, y = 0..( CtbSizeY − 1 ) >> 2 are derived as follows:

* The variables minY, maxY and ac are derived as follows:
* If clipTopPos is not equal to −128 and clipBottomPos is equal to −128 and ( y << 2 ) is equal to clipTopPos, minY is set equal to 0, maxY is set equal to 5.
* Otherwise, if clipTopPos is equal to −128 and clipBottomPos is not equal to −128 and ( y << 2 ) is equal to ( clipBottomPos − 4 ), minY is set equal to −2, maxY is set equal to 3.
* Otherwise, if clipTopPos is not equal to −128 and clipBottomPos is not equal to −128, minY is set equal to 0, maxY is set equal to 3.
* Otherwise, minY is set equal to −2 and maxY is set equal to 5.
* The variables minX, maxX and ac are derived as follows:
* If clipLeftPos is not equal to −128 and ( x << 2 ) is equal to clipLeftPos, minX is set equal to 0, maxX is set equal to 5.
* Otherwise, if clipRightPos is not equal to −128 and ( x << 2 ) is equal to ( clipRightPos − 4 ), minX is set equal to −2, maxX is set equal to 3.
* Otherwise, minX is set equal to −2 and maxX is set equal to 5.
* The variable ac[ x ][ y ] is specified in Table 8‑22 according to minX, maxX, minY, and maxY.
* The variables sumH[ x ][ y ], sumV[ x ][ y ], sumD0[ x ][ y ], sumD1[ x ][ y ] and sumOfHV[ x ][ y ] are derived as follows:

sumH[ x ][ y ] = ΣiΣj filtH[ h(x  <<  2 ) + i − xCtb ][ v(y  <<  2) + j − yCtb ] (8‑1252)  
 with i = minX..maxX, j = minY..maxY

sumV[ x ][ y ] = ΣiΣj filtV[ h(x  <<  2 ) + i − xCtb ][ v(y  <<  2) + j − yCtb ] (8‑1253)  
 with i = minX..maxX, j = minY..maxY

sumD0[ x ][ y ] = ΣiΣj filtD0[ h(x  <<  2 ) + i − xCtb ][ v(y  <<  2) + j − yCtb ] (8‑1254)  
 with i = minX..maxX, j = minY..maxY

sumD1[ x ][ y ] = ΣiΣj filtD1[ h(x  <<  2 ) + i − xCtb ][ v(y  <<  2) + j − yCtb ] (8‑1255)  
 with i = minX..maxX, j = minY..maxY

sumOfHV[ x ][ y ] = sumH[ x ][ y ] + sumV[ x ][ y ] (8‑1256)

1. The variables dir1[ x ][ y ], dir2[ x ][ y ] and dirS[ x ][ y ] with x, y = 0..CtbSizeY − 1 are derived as follows:

* The variables hv1, hv0 and dirHV are derived as follows:
* If sumV[ x >> 2 ][ y >> 2 ] is greater than sumH[ x >> 2 ][ y >> 2 ], the following applies:

hv1 = sumV[ x >> 2 ][ y >> 2 ] (8‑1257)

hv0 = sumH[ x >> 2 ][ y >> 2 ]  8‑1258)

dirHV = 1 (8‑1259)

* Otherwise, the following applies:

hv1 = sumH[ x >> 2 ][ y >> 2 ] (8‑1260)

hv0 = sumV[ x >> 2 ][ y >> 2 ] (8‑1261)

dirHV = 3 (8‑1262)

* The variables d1, d0 and dirD are derived as follows:
* If sumD0[ x >> 2 ][ y >> 2 ] is greater than sumD1[ x >> 2 ][ y >> 2 ], the following applies:

d1 = sumD0[ x >> 2 ][ y >> 2 ] (8‑1263)

d0 = sumD1[ x >> 2 ][ y >> 2 ] (8‑1264)

dirD = 0 (8‑1265)

* Otherwise, the following applies:

d1 = sumD1[ x >> 2 ][ y >> 2 ] (8‑1266)

d0 = sumD0[ x >> 2 ][ y >> 2 ] (8‑1267)

dirD = 2 (8‑1268)

* The variables hvd1, hvd0, are derived as follows:

hvd1 = ( d1 \* hv0 > hv1 \* d0 )  ?  d1  :  hv1 (8‑1269)

hvd0 = ( d1 \* hv0 > hv1 \* d0 )  ?  d0  :  hv0 (8‑1270)

* The variables dirS[ x ][ y ], dir1[ x ][ y ] and dir2[ x ][ y ] derived as follows:

dir1[ x ][ y ] = ( d1 \* hv0 > hv1 \* d0 )  ?  dirD  :  dirHV (8‑1271)

dir2[ x ][ y ] = ( d1 \* hv0 > hv1 \* d0 )  ?  dirHV  :  dirD (8‑1272)

dirS[ x ][ y ] = ( hvd1 > 2 \* hvd0 )  ?  1  :  ( ( hvd1 \* 2 > 9 \* hvd0 )  ?  2  :  0 ) (8‑1273)

1. The variable avgVar[ x ][ y ] with x, y = 0..CtbSizeY − 1 is derived as follows:

varTab[ ] = { 0, 1, 2, 2, 2, 2, 2, 3, 3, 3, 3, 3, 3, 3, 3, 4 } (8‑1274)

avgVar[ x ][ y ] = varTab[ Clip3( 0, 15, (8‑1275)  
 ( sumOfHV[ x >> 2 ][ y >> 2 ] \* ac[ x ][ y ] ) >> ( 3 + BitDepthY ) ) ]

1. The classification filter index array filtIdx[ x ][ y ] and the transpose index array transposeIdx[ x ][ y ] with x = y = 0..CtbSizeY − 1 are derived as follows:

transposeTable[ ] = { 0, 1, 0, 2, 2, 3, 1, 3 }

transposeIdx[ x ][ y ] = transposeTable[ dir1[ x ][ y ] \* 2 + ( dir2[ x ][ y ] >> 1 ) ]

filtIdx[ x ][ y ] = avgVar[ x ][ y ]

When dirS[ x ][ y ] is not equal 0, filtIdx[ x ][ y ] is modified as follows:

filtIdx[ x ][ y ] += ( ( ( dir1[ x ][ y ] & 0x1 ) << 1 ) + dirS[ x ][ y ] ) \* 5 (8‑1276)

Table 8‑22 – Specification of ac[ x ][ y ] according to minX, maxX, minY, and maxY

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **(maxY** − **minY + 1)** | 8 | 8 | 6 | 6 | 4 | 4 |
| **(maxX** − **minX + 1)** | 8 | 6 | 8 | 6 | 8 | 6 |
| **ac[ x ][ y ]** | 64 | 96 | 96 | 112 | 128 | 192 |

#### Coding tree block filtering process for chroma samples

Inputs of this process are:

* a reconstructed chroma picture sample array recPicture prior to the adaptive loop filtering process,
* a filtered reconstructed chroma picture sample array alfPicture,
* a chroma location ( xCtbC, yCtbC ) specifying the top-left sample of the current chroma coding tree block relative to the top left sample of the current picture,
* an alternative chroma filter index altIdx.

Output of this process is the modified filtered reconstructed chroma picture sample array alfPicture.

The width and height of the current chroma coding tree block ctbWidthC and ctbHeightC is derived as follows:

ctbWidthC = CtbSizeY / SubWidthC (8‑1277)

ctbHeightC = CtbSizeY / SubHeightC (8‑1278)

For the derivation of the filtered reconstructed chroma samples alfPicture[ x ][ y ], each reconstructed chroma sample inside the current chroma coding tree block recPicture[ x ][ y ] is filtered as follows with x = 0..ctbWidthC − 1, y = 0..ctbHeightC − 1:

* + The locations ( hx + i, vy + j ) for each of the corresponding chroma samples ( x, y ) inside the given array recPicture of chroma samples with i, j = −2..2 are derived as follows:
  + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is not equal to 0 and xCtbC + x − PpsVirtualBoundariesPosX[ n ] / SubWidthC is greater than or equal to 0 and less than 2 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

hx + i = Clip3( PpsVirtualBoundariesPosX[ n ] / SubWidthC, (8‑1279)  
 pic\_width\_in\_luma\_samples / SubWidthC − 1, xCtbC + x + i )

* + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is not equal to 0 and PpsVirtualBoundariesPosX[ n ] / SubWidthC − xCtbC − x is greater than 0 and less than 3 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

hx + i = Clip3( 0, PpsVirtualBoundariesPosX[ n ] / SubWidthC − 1, xCtbC + x + i ) (8‑1280)

* + Otherwise, the following applies:

hx + i = Clip3( 0, pic\_width\_in\_luma\_samples / SubWidthC − 1, xCtbC + x + i ) (8‑1281)

* + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosY[ n ] % CtbSizeY is not equal to 0 and yCtbC + y − PpsVirtualBoundariesPosY[ n ] / SubHeightC is greater than or equal to 0 and less than 2 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

vy + j = Clip3( PpsVirtualBoundariesPosY[ n ] / SubHeightC , (8‑1282)  
 pic\_height\_in\_luma\_samples / SubHeightC − 1, yCtbC + y + j )

* + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosY[ n ] % CtbSizeY is not equal to 0 and PpsVirtualBoundariesPosY[ n ] / SubHeightC − yCtbC − y is greater than 0 and less than 3 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

vy + j = Clip3( 0, PpsVirtualBoundariesPosY[ n ] / SubHeightC − 1, yCtbC + y + j ) (8‑1283)

* + Otherwise, the following applies:

vy + j = Clip3( 0, pic\_height\_in\_luma\_samples / SubHeightC − 1, yCtbC + y + j ) (8‑1284)

* + The variables clipLeftPos, clipRightPos, clipTopPos and clipBottomPos are derived by invoking the ALF boundary position derivation process as specified in clause 8.8.5.5 with ( xCtbC \* SubWidthC, yCtbC \* SubHeightC ) and ( x \* SubWidthC, y \*SubHeightC ) as inputs.
  + The variable clipLeftPos is set equal to clipLeftPos / SubWidthC.
  + The variable clipRightPos is set equal to clipRightPos / SubWidthC.
  + The variable clipTopPos is set equal to clipTopPos / SubHeightC.
  + The variable clipBottomPos is set equal to clipBottomPos / SubHeightC.
  + The vertical sample position offsets y1 and y2 are specified in Table 8‑20 according to the vertical chroma sample position y, clipTopPos and clipBottomPos.
  + The horizontal sample position offsets x1 and x2 are specified in Table 8‑24 according to the horizontal chroma sample position x, clipLeftPos and clipRightPos.
  + The variable curr is derived as follows:

curr = recPicture[ hx, vy ] (8‑1285)

* + The array of chroma filter coefficients f[ j ] and the array of chroma clipping values c[ j ] is derived as follows with j = 0..5:

f[ j ] = AlfCoeffC[ slice\_alf\_aps\_id\_chroma ][ altIdx ][ j ] (8‑1286)

c[ j ] = AlfClipC[ slice\_alf\_aps\_id\_chroma ][ altIdx ][ j ] (8‑1287)

* + The variable sum is derived as follows:

sum = f[ 0 ] \* (  Clip3( −c[ 0 ], c[ 0 ], recPicture[ hx, vy + y2 ] − curr ) +   
 Clip3( −c[ 0 ], c[ 0 ], recPicture[ hx, vy− y2 ] − curr ) ) +   
 f[ 1 ] \* ( Clip3( −c[ 1 ], c[ 1 ], recPicture[ hx + x1, vy + y1 ] − curr ) +   
 Clip3( −c[ 1 ], c[ 1 ], recPicture[ hx − x1, vy − y1 ] − curr ) ) +   
 f[ 2 ] \* ( Clip3( −c[ 2 ], c[ 2 ], recPicture[ hx, vy + y1 ] − curr ) +   
 Clip3( −c[ 2 ], c[ 2 ], recPicture[ hx, vy − y1 ] − curr ) ) + (8‑1288)  
 f[ 3 ] \* ( Clip3( −c[ 3 ], c[ 3 ], recPicture[ hx − x1, vy + y1 ] − curr ) +   
 Clip3( −c[ 3 ], c[ 3 ], recPicture[ hx + x1, vy − y1 ] − curr ) ) +   
 f[ 4 ] \* ( Clip3( −c[ 4 ], c[ 4 ], recPicture[ hx + x2, vy ] − curr ) +   
 Clip3( −c[ 4 ], c[ 4 ], recPicture[ hx − x2, vy ] − curr ) ) +   
 f[ 5 ] \* ( Clip3( −c[ 5 ], c[ 5 ], recPicture[ hx + x1, vy ] − curr ) +   
 Clip3( −c[ 5 ], c[ 5 ], recPicture[ hx − x1, vy ] − curr ) )

sum = curr + ( sum + 64 ) >> 7 ) (8‑1289)

* + The modified filtered reconstructed chroma picture sample alfPicture[ xCtbC + x ][ yCtbC + y ] is derived as follows:

alfPicture[ xCtbC + x ][ yCtbC + y ] = Clip3( 0, ( 1 << BitDepthC ) − 1, sum ) (8‑1290)

Table 8‑23 – Specification of y1 and y2 according to the vertical chroma sample position y, clipTopPos and clipBottomPos

|  |  |  |
| --- | --- | --- |
| Condition | y1 | y2 |
| ( y = = clipBottomPos − 1 | | y = = clipTopPos ) | 0 | 0 |
| ( y = = clipBottomPos − 2 | | y = = clipTopPos + 1 ) && ( clipBottomPos != clipTopPos + 2 ) | 1 | 1 |
| ( y = = clipTopPos + 1 ) && ( clipBottomPos = = clipTopPos + 2 ) | 0 | 0 |
| otherwise | 1 | 2 |

Table 8‑24 – Specification of x1 and x2 according to horizontal chroma sample position x, clipLeftPos and clipRightPos

|  |  |  |
| --- | --- | --- |
| Condition | x1 | x2 |
| ( xCtbC + x = = clipLeftPos | | xCtbC + x = = clipRightPos − 1 ) | 0 | 0 |
| ( xCtbC + x = = clipLeftPos + 1 | | xCtbC + x = = clipRightPos − 2 ) | 1 | 1 |
| Otherwise | 1 | 2 |

#### ALF boundary position derivation process

Inputs of this process are:

* + a luma location ( xCtb, yCtb ) specifying the top-left sample of the current luma coding tree block relative to the top left sample of the current picture,
  + a luma location ( x, y ) specifying the current sample relative to the top-left sample of the current luma coding tree block.

Output of this process are:

* + the left vertical boundary position clipLeftPos,
  + the right vertical boundary position clipRightPos,
  + the above horizontal boundary position clipTopPos,
  + the below horizontal boundary position clipBottomPos.

The variables clipLeftPos, clipRightPos, clipTopPos and clipBottomPos are set equal to −128.

The variable clipTopPos is modified as follows:

* + If the bottom boundary of the current coding tree block is not the bottom boundary of the picture and y − ( CtbSizeY − 4 ) is greater than or equal to 0, the variable clipTopPos is set equal to yCtb + CtbSizeY − 4.
  + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosY[ n ] % CtbSizeY is equal to 0, and yCtb + y − PpsVirtualBoundariesPosY[ n ] is greater than or equal to 0 and less than 3 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

clipTopPos =  PpsVirtualBoundariesPosY[ n ] (8‑1291)

* + Otherwise, if y is less than 3, and the top boundary of the current coding tree block is not the top boundary of the picture, and one or more of the following conditions are true, the variable clipTopPos is set equal to yCtb:
    - If the top boundary of the current coding tree block is the top boundary of the brick, and loop\_filter\_across\_bricks\_enabled\_flag is equal to 0.
    - If the top boundary of the current coding tree block is the top boundary of the slice, and loop\_filter\_across\_slices\_enabled\_flag is equal to 0.
    - If the top boundary of the current coding tree block is the top boundary of the subpicture, and loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] is equal to 0.

The variable clipBottomPos is modified as follows:

* + If the bottom boundary of the current coding tree block is not the bottom boundary of the picture and CtbSizeY − 4 − y is greater than 0 and is less than 4, the variable clipBottomPos is set equal to yCtb + CtbSizeY − 4.
  + Otherwise, if pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, PpsVirtualBoundariesPosY[ n ] % CtbSizeY is equal to 0, PpsVirtualBoundariesPosY[ n ] is not equal to pic\_height\_in\_luma\_samples − 1 or 0, and PpsVirtualBoundariesPosY[ n ] − yCtb − y is greater than 0 and less than 4 for any n = 0..pps\_num\_hor\_virtual\_boundaries − 1, the following applies:

clipBottomPos =  PpsVirtualBoundariesPosY[ n ] (8‑1292)

* + Otherwise, if CtbSizeY − y is less than 4, and the bottom boundary of the current coding tree block is not the bottom boundary of the picture, and one or more of the following conditions are true, the variable clipBottomPos is set equal to yCtb + CtbSizeY:
    - If the bottom boundary of the current coding tree block is the bottom boundary of the brick, and loop\_filter\_across\_bricks\_enabled\_flag is equal to 0.
    - If the bottom boundary of the current coding tree block is the bottom boundary of the slice, and loop\_filter\_across\_slices\_enabled\_flag is equal to 0.
    - If the bottom boundary of the current coding tree block is the bottom boundary of the subpicture, and loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] is equal to 0.

The variable clipLeftPos is modified as follows:

* + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is equal to 0, and xCtb + x − PpsVirtualBoundariesPosX[ n ] is greater than or equal to 0 and less than 3 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

clipLeftPos = PpsVirtualBoundariesPosX[ n ] (8‑1293)

* + Otherwise, if x is less than 3, the left boundary of the current coding tree block is not the left boundary of the picture and one or more of the following conditions are true, the variable clipLeftPos is set equal to xCtb:
    - If the left boundary of the current coding tree block is the left boundary of the brick, and loop\_filter\_across\_bricks\_enabled\_flag is equal to 0.
    - If the left boundary of the current coding tree block is the left boundary of the slice, and loop\_filter\_across\_slices\_enabled\_flag is equal to 0.
    - If the left boundary of the current coding tree block is the left boundary of the subpicture, and loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] is equal to 0.

The variable clipRightPos is modified as follows:

* + If pps\_loop\_filter\_across\_virtual\_boundaries\_disabled\_flag is equal to 1, and PpsVirtualBoundariesPosX[ n ] % CtbSizeY is equal to 0, and PpsVirtualBoundariesPosX[ n ]− xCtb − x is greater than 0 and less than 4 for any n = 0..pps\_num\_ver\_virtual\_boundaries − 1, the following applies:

clipRightPos = PpsVirtualBoundariesPosX[ n ] (8‑1294)

* + Otherwise, if CtbSizeY − x is less than 4, and the right boundary of the current coding tree block is not the right boundary of the picture, and one or more of the following conditions are true, the variable clipRightPos is set equal to xCtb + CtbSizeY:
    - If the right boundary of the current coding tree block is the right boundary of the brick, and loop\_filter\_across\_bricks\_enabled\_flag is equal to 0.
    - If the right boundary of the current coding tree block is the right boundary of the slice, and loop\_filter\_across\_slices\_enabled\_flag is equal to 0.
    - if the right boundary of the current coding tree block is the right boundary of the subpicture, and loop\_filter\_across\_subpic\_enabled\_flag[ SubPicIdx ] is equal to 0.

# Parsing process

## General

Inputs to this process are bits from the RBSP.

Outputs of this process are syntax element values.

This process is invoked when the descriptor of a syntax element in the syntax tables is equal to ue(v), se(v), uek(v) (see clause 9.2), or ae(v) (see clause 9.3).

## Parsing process for k-th order Exp-Golomb codes

### General

This process is invoked when the descriptor of a syntax element in the syntax tables is equal to ue(v), uek(v) or se(v).

Inputs to this process are bits from the RBSP.

Outputs of this process are syntax element values.

Syntax elements coded as ue(v) or se(v) are Exp-Golomb-coded with order k equal to 0 and syntax elements coded as uek(v) are Exp-Golomb-coded with order k. The parsing process for these syntax elements begins with reading the bits starting at the current location in the bitstream up to and including the first non-zero bit, and counting the number of leading bits that are equal to 0. This process is specified as follows:

leadingZeroBits = −1  
for( b = 0; !b; leadingZeroBits++ ) (9‑1)  
 b = read\_bits( 1 )

The variable codeNum is then assigned as follows:

codeNum = ( 2leadingZeroBits − 1 ) \* 2k + read\_bits( leadingZeroBits + k ) (9‑2)

where the value returned from read\_bits( leadingZeroBits ) is interpreted as a binary representation of an unsigned integer with most significant bit written first.

Table 9‑1 illustrates the structure of the 0-th order Exp-Golomb code by separating the bit string into "prefix" and "suffix" bits. The "prefix" bits are those bits that are parsed as specified above for the computation of leadingZeroBits, and are shown as either 0 or 1 in the bit string column of Table 9‑1. The "suffix" bits are those bits that are parsed in the computation of codeNum and are shown as xi in Table 9‑1, with i in the range of 0 to leadingZeroBits − 1, inclusive. Each xi is equal to either 0 or 1.

Table 9‑1 – Bit strings with "prefix" and "suffix" bits and assignment to codeNum ranges (informative)

|  |  |
| --- | --- |
| **Bit string form** | **Range of codeNum** |
| 1 | 0 |
| 0 1 x0 | 1..2 |
| 0 0 1 x1 x0 | 3..6 |
| 0 0 0 1 x2 x1 x0 | 7..14 |
| 0 0 0 0 1 x3 x2 x1 x0 | 15..30 |
| 0 0 0 0 0 1 x4 x3 x2 x1 x0 | 31..62 |
| ... | ... |

Table 9‑2 illustrates explicitly the assignment of bit strings to codeNum values.

Table 9‑2 – Exp-Golomb bit strings and codeNum in explicit form and used as ue(v) (informative)

|  |  |
| --- | --- |
| **Bit string** | **codeNum** |
| 1 | 0 |
| 0 1 0 | 1 |
| 0 1 1 | 2 |
| 0 0 1 0 0 | 3 |
| 0 0 1 0 1 | 4 |
| 0 0 1 1 0 | 5 |
| 0 0 1 1 1 | 6 |
| 0 0 0 1 0 0 0 | 7 |
| 0 0 0 1 0 0 1 | 8 |
| 0 0 0 1 0 1 0 | 9 |
| ... | ... |

Depending on the descriptor, the value of a syntax element is derived as follows:

* If the syntax element is coded as ue(v), the value of the syntax element is equal to codeNum.
* Otherwise (the syntax element is coded as se(v)), the value of the syntax element is derived by invoking the mapping process for signed Exp-Golomb codes as specified in clause 9.2.2 with codeNum as input.

### Mapping process for signed Exp-Golomb codes

Input to this process is codeNum as specified in clause 9.2.

Output of this process is a value of a syntax element coded as se(v).

The syntax element is assigned to the codeNum by ordering the syntax element by its absolute value in increasing order and representing the positive value for a given absolute value with the lower codeNum. Table 9‑3 provides the assignment rule.

Table 9‑3 – Assignment of syntax element to codeNum for signed Exp-Golomb coded syntax elements se(v)

|  |  |
| --- | --- |
| **codeNum** | **syntax element value** |
| 0 | 0 |
| 1 | 1 |
| 2 | −1 |
| 3 | 2 |
| 4 | −2 |
| 5 | 3 |
| 6 | −3 |
| k | (−1)k + 1 Ceil( k ÷ 2 ) |

## CABAC parsing process for slice data

### General

Inputs to this process are a request for a value of a syntax element and values of prior parsed syntax elements.

Output of this process is the value of the syntax element.

The initialization process as specified in clause 9.3.2 is invoked when starting the parsing of the CTU syntax specified in clause 7.3.8.2 and one or more of the following conditions are true:

* The CTU is the first CTU in a brick.
* The value of entropy\_coding\_sync\_enabled\_flag is equal to 1 and the CTU is the first CTU in a CTU row of a brick.

The parsing of syntax elements proceeds as follows:

For each requested value of a syntax element a binarization is derived as specified in subclause 9.3.3.

The binarization for the syntax element and the sequence of parsed bins determines the decoding process flow as described in subclause 9.3.4.

The storage process for context variables is applied as follows:

* When ending the parsing of the CTU syntax in clause 7.3.8.2, entropy\_coding\_sync\_enabled\_flag is equal to 1, and either CtbAddrInRs % PicWidthInCtbsY is equal to 0 or BrickId[ CtbAddrInBs ] is not equal to BrickId[ CtbAddrRsToBs[ CtbAddrInRs − 1 ] ], the storage process for context variables as specified in clause 9.3.2.3 is invoked with TableStateIdx0Wpp, TableStateIdx1Wpp, and TableMpsValWpp as outputs.

The whole CABAC parsing process for a syntax element synEl is illustrated in Figure 9‑1.
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Figure 9‑1 – Illustration of CABAC parsing process for a syntax element synEl (informative)

### Initialization process

#### General

Outputs of this process are initialized CABAC internal variables.
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Figure 9‑2 – Spatial neighbour T that is used to invoke the CTB availability derivation process relative to the current CTB (informative)

The context variables of the arithmetic decoding engine are initialized as follows:

– If the CTU is the first CTU in a brick, the initialization process for context variables is invoked as specified in clause 9.3.2.2 and the variable PredictorPaletteSize is initialized to 0.

– Otherwise, if entropy\_coding\_sync\_enabled\_flag is equal to 1 and either CtbAddrInRs % PicWidthInCtbsY is equal to 0 or BrickId[ CtbAddrInBs ] is not equal to BrickId[ CtbAddrRsToBs[ CtbAddrInRs − 1 ] ], the following applies:

– The location ( xNbT, yNbT ) of the top-left luma sample of the spatial neighbouring block T (Figure 9‑2) is derived using the location ( x0, y0 ) of the top-left luma sample of the current CTB as follows:

( xNbT, yNbT ) = ( x0, y0 − CtbSizeY ) (9‑3)

– The derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( x0, y0 ), the neighbouring location ( xNbY, yNbY ) set equal to ( xNbT, yNbT ), checkPredModeY set equal to FALSE, and cIdx set equal to 0 as inputs, and the output is assigned to availableFlagT.

– The synchronization process for context variables is invoked as follows:

– If availableFlagT is equal to 1, the synchronization process for context variables as specified in clause 9.3.2.4 is invoked with TableStateIdx0Wpp, TableStateIdx1Wpp, TableMpsValWpp as inputs and the variable PredictorPaletteSize is initialized to 0.

– Otherwise, the initialization process for context variables is invoked as specified in clause 9.3.2.2 and the variable PredictorPaletteSize is initialized to 0.

– Otherwise, the initialization process for context variables is invoked as specified in clause 9.3.2.2 and the variable PredictorPaletteSize is initialized to 0.

The decoding engine registers ivlCurrRange and ivlOffset both in 16 bit register precision are initialized by invoking the initialization process for the arithmetic decoding engine as specified in subclause 9.3.2.5.

The whole initialization process for a syntax element synEl is illustrated in the flowchart of Figure 9‑3.
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Figure 9‑3 – Illustration of CABAC initialization process (informative)

#### Initialization process for context variables

Outputs of this process are the initialized CABAC context variables indexed by ctxTable and ctxIdx.

For each context variable, the two variables pStateIdx0 and pStateIdx1 are initialized as follows:

* Table 9‑5 to Table 9‑77 contain the values of the 6 bit variable initValue used in the initialization of context variables that are assigned to all syntax elements in subclauses 7.3.8.1 through 7.3.8.11, except end\_of\_brick\_one\_bit.
* From the 6 bit table entry initValue, the two 3 bit variables slopeIdx and offsetIdx are derived as follows:

slopeIdx = initValue >> 3  
offsetIdx = initValue & 7 (9‑4)

* The variables m and n, used in the initialization of context variables, are derived from slopeIdx and offsetIdx as follows:

m = slopeIdx − 4  
n = ( offsetIdx \* 18 ) + 1 (9‑5)

* The two values assigned to pStateIdx0 and pStateIdx1 for the initialization are derived from SliceQpY, which is derived in Equation 7‑117. Given the variables m and n, the initialization is specified as follows:

preCtxState = Clip3( 1, 127, ( ( m \* ( Clip3( 0, 51, SliceQpY ) − 16 ) ) >> 1 ) + n ) (9‑6)

* The two values assigned to pStateIdx0 and pStateIdx1 for the initialization are derived as follows:

pStateIdx0 = preCtxState << 3  
pStateIdx1 = preCtxState << 7 (9‑7)

NOTE 1 – The variables pStateIdx0 and pStateIdx1 correspond to probability state indices as further described in subclause 9.3.4.3.

In Table 9‑4, the ctxIdx for which initialization is needed for each of the three initialization types, specified by the variable initType, are listed. Also listed is the table number that includes the values of initValue needed for the initialization for each value of ctxIdx. For P and B slice types, the derivation of initType depends on the value of the cabac\_init\_flag syntax element. The variable initType is derived as follows:

if( slice\_type = = I )  
 initType = 0  
else if( slice\_type = = P )  
 initType = cabac\_init\_flag ? 2 : 1 (9‑8)  
else  
 initType = cabac\_init\_flag ? 1 : 2

| Table 9‑4 – Association of ctxIdx and syntax elements for each initializationType in the initialization process | | | | | |
| --- | --- | --- | --- | --- | --- |
| **Syntax structure** | **Syntax element** | **ctxTable** | **initType** | | | |
| **0** | **1** | **2** | |
| coding\_tree\_unit( ) | alf\_ctb\_flag[ ][ ][ ] | Table 9‑5 | 0..8 | 9..17 | 18..26 | |
| alf\_ctb\_use\_first\_aps\_flag | Table 9‑6 | 0 | 1 | 2 | |
| alf\_use\_aps\_flag | Table 9‑7 | 0 | 1 | 2 | |
| alf\_ctb\_filter\_alt\_idx[ ][ ][ ] | Table 9‑8 | 0..1 | 2..3 | 4..5 | |
| sao( ) | sao\_merge\_left\_flag sao\_merge\_up\_flag | Table 9‑9 | 0 | 1 | 2 | |
| sao\_type\_idx\_luma sao\_type\_idx\_chroma | Table 9‑10 | 0 | 1 | 2 | |
| coding\_tree( ) | split\_cu\_flag | Table 9‑11 | 0..8 | 9..17 | 18..26 | |
| split\_qt\_flag | Table 9‑12 | 0..5 | 6..11 | 12..17 | |
| mtt\_split\_cu\_vertical\_flag | Table 9‑13 | 0..4 | 5..9 | 10..14 | |
| mtt\_split\_cu\_binary\_flag | Table 9‑14 | 0..3 | 4..7 | 8..11 | |
| mode\_constraint\_flag | Table 9‑15 | 0..1 | 2..3 | 4..5 | |
| coding\_unit( ) | cu\_skip\_flag[ ][ ] | Table 9‑16 | 0..2 | 3..5 | 6..8 | |
| pred\_mode\_ibc\_flag | Table 9‑17 | 0..3 | 4..7 | 8..11 | |
| pred\_mode\_flag | Table 9‑18 |  | 0..1 | 2..3 | |
| pred\_mode\_plt\_flag | Table 9‑19 | 0 | 1 | 2 | |
| intra\_bdpcm\_flag | Table 9‑20 | 0 | 1 | 2 | |
| intra\_bdpcm\_dir\_flag | Table 9‑21 | 0 | 1 | 2 | |
| intra\_mip\_flag[ ][ ] | Table 9‑22 | 0..3 | 4..7 | 8..11 | |
| intra\_luma\_ref\_idx[ ][ ] | Table 9‑23 | 0..1 | 2..3 | 4..5 | |
| intra\_subpartitions\_mode\_flag | Table 9‑24 | 0 | 1 | 2 | |
| intra\_subpartitions\_split\_flag | Table 9‑25 | 0 | 1 | 2 | |
| intra\_luma\_mpm\_flag[ ][ ] | Table 9‑26 | 0 | 1 | 2 | |
| cclm\_mode\_flag | Table 9‑27 | 0 | 1 | 2 | |
| intra\_chroma\_pred\_mode | Table 9‑28 | 0 | 1 | 2 | |
| general\_merge\_flag[ ][ ] | Table 9‑29 | 0 | 1 | 2 | |
| inter\_pred\_idc[ x0 ][ y0 ] | Table 9‑30 |  | 0..4 | 5..9 | |
| inter\_affine\_flag[ ][ ] | Table 9‑31 |  | 0..2 | 3..5 | |
| cu\_affine\_type\_flag[ ][ ] | Table 9‑32 |  | 0 | 1 | |
| sym\_mvd\_flag[ ][ ] | Table 9‑33 |  | 0 | 1 | |
| ref\_idx\_l0[ ][ ] | Table 9‑34 |  | 0..1 | 2..3 | |
| mvp\_l0\_flag[ ][ ] | Table 9‑35 | 0..1 | 2..3 | 4..5 | |
| ref\_idx\_l1[ ][ ] | Table 9‑36 |  | 0..1 | 2..3 | |
| mvp\_l1\_flag[ ][ ] | Table 9‑37 |  | 0..1 | 2..3 | |
| avmr\_flag[ ][ ] | Table 9‑38 |  | 0..1 | 2..3 | |
| amvr\_precision\_idx[ ][ ] | Table 9‑39 | 0..1 | 2..3 | 4..5 | |
| bcw\_idx[ ][ ] | Table 9‑40 |  | 0 | 1 | |
| cu\_cbf | Table 9‑41 | 0 | 1 | 2 | |
| cu\_sbt\_flag | Table 9‑42 |  | 0..1 | 2..3 | |
| cu\_sbt\_quad\_flag | Table 9‑43 |  | 0 | 1 | |
| cu\_sbt\_horizontal\_flag | Table 9‑44 |  | 0..2 | 3..5 | |
| cu\_sbt\_pos\_flag | Table 9‑45 |  | 0 | 1 | |
| lfnst\_idx[ ][ ] | Table 9‑46 | 0..1 | 2..3 | 4..5 | |
| palette\_coding( ) | copy\_above\_indices\_for\_final\_run\_flag copy\_above\_palette\_indices\_flag | Table 9‑47 | 0..1 | 2..3 | 4..5 | |
| palette\_transpose\_flag | Table 9‑48 | 0..1 | 2..3 | 4..5 | |
| palette\_run\_prefix | Table 9‑49 | 0..7 | 8..15 | 16..23 | |
| merge\_data( ) | regular\_merge\_flag[ ][ ] | Table 9‑50 |  | 0..1 | 2..3 | |
| mmvd\_merge\_flag[ ][ ] | Table 9‑51 |  | 0 | 1 | |
| mmvd\_cand\_flag[ ][ ] | Table 9‑52 |  | 0 | 1 | |
| mmvd\_distance\_idx[ ][ ] | Table 9‑53 |  | 0 | 1 | |
| ciip\_flag[ ][ ] | Table 9‑54 |  | 0 | 1 | |
| merge\_subblock\_flag[ ][ ] | Table 9‑55 |  | 0..2 | 3..5 | |
| merge\_subblock\_idx[ ][ ] | Table 9‑56 |  | 0 | 1 | |
| merge\_triangle\_idx0[ ][ ] | Table 9‑57 |  | 0 | 1 | |
| merge\_triangle\_idx1[ ][ ] | Table 9‑58 |  | 0 | 1 | |
| merge\_idx[ ][ ] | Table 9‑59 | 0 | 1 | 2 | |
| mvd\_coding( ) | abs\_mvd\_greater0\_flag[ ] | Table 9‑60 | 0 | 1 | 2 | |
| abs\_mvd\_greater1\_flag[ ] | Table 9‑61 | 0 | 1 | 2 | |
| transform\_unit( ) | tu\_cbf\_luma[ ][ ][ ] | Table 9‑62 | 0..3 | 4..7 | 8..11 | |
| tu\_cbf\_cb[ ][ ][ ] | Table 9‑63 | 0 | 1 | 2 | |
| tu\_cbf\_cr[ ][ ][ ] | Table 9‑64 | 0..1 | 2..3 | 4..5 | |
| cu\_qp\_delta\_abs | Table 9‑65 | 0..1 | 2..3 | 4..5 | |
| cu\_chroma\_qp\_offset\_flag | Table 9‑66 | 0 | 1 | 2 | |
| cu\_chroma\_qp\_offset\_idx | Table 9‑67 | 0 | 1 | 2 | |
| transform\_skip\_flag[ ][ ] | Table 9‑68 | 0 | 1 | 2 | |
| tu\_mts\_idx[ ][ ] | Table 9‑69 | 0..3 | 4..7 | 8..11 | |
| tu\_joint\_cbcr\_residual\_flag[ ][ ] | Table 9‑70 | 0..2 | 3..5 | 6..8 | |
| residual\_coding( ) | last\_sig\_coeff\_x\_prefix | Table 9‑71 | 0..22 | 23..45 | 46..68 | |
| last\_sig\_coeff\_y\_prefix | Table 9‑72 | 0..22 | 23..45 | 46..68 | |
| coded\_sub\_block\_flag[ ][ ] | Table 9‑73 | 0..7 | 8..15 | 16..23 | |
| sig\_coeff\_flag[ ][ ] | Table 9‑74 | 0..93 | 94..187 | 188..281 | |
| par\_level\_flag[ ] | Table 9‑75 | 0..32 | 33..65 | 66..98 | |
| abs\_level\_gtx\_flag[ ][ ] | Table 9‑76 | 0..73 | 74..147 | 148..220 | |
| coeff\_sign\_flag[ ] | Table 9‑77 | 0..5 | 6..11 | 12..17 | |

Table 9‑5 – Specification of initValue and shiftIdx for ctxIdx of alf\_ctb\_flag

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of alf\_ctb\_flag** | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑6 – Specification of initValue and shiftIdx for ctxIdx of alf\_ctb\_use\_first\_aps\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of alf\_ctb\_use\_first\_aps\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑7 – Specification of initValue and shiftIdx for ctxIdx of alf\_use\_aps\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of alf\_use\_aps\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑8 – Specification of initValue and shiftIdx for ctxIdx of alf\_ctb\_filter\_alt\_idx

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of alf\_ctb\_filter\_alt\_idx** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑9 – Specification of initValue and shiftIdx for ctxIdx of sao\_merge\_left\_flag and sao\_merge\_up\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of sao\_merge\_left\_flag and sao\_merge\_up\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑10 – Specification of initValue and shiftIdx for ctxInc of sao\_type\_idx\_luma and sao\_type\_idx\_chroma

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of sao\_type\_idx\_luma and sao\_type\_idx\_chroma** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑11 – Specification of initValue and shiftIdx for ctxInc of split\_cu\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of split\_cu\_flag** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** |  |  |  |  |  |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |  |  |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |  |  |  |  |  |

Table 9‑12 – Specification of initValue and shiftIdx for ctxInc of split\_qt\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of split\_qt\_flag** | | | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** | **16** | **17** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑13 – Specification of initValue and shiftIdx for ctxInc of mtt\_split\_cu\_vertical\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of mtt\_split\_cu\_vertical\_flag** | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑14 – Specification of initValue and shiftIdx for ctxInc of mtt\_split\_cu\_binary\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of mtt\_split\_cu\_binary\_flag** | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑15 – Specification of initValue and shiftIdx for ctxIdx of mode\_constraint\_flag

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of mode\_constraint\_flag** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑16 – Specification of initValue and shiftIdx for ctxIdx of cu\_skip\_flag

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_skip\_flag** | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 4 | 0 | 0 | 1 | 0 | 0 | 1 |

Table 9‑17 – Specification of initValue and shiftIdx for ctxInc of pred\_mode\_ibc\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of pred\_mode\_ibc\_flag** | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑18 – Specification of initValue and shiftIdx for ctxIdx of pred\_mode\_flag

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of pred\_mode\_flag** | | | |
| **0** | **1** | **2** | **3** |
| **initValue** | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 |

Table 9‑19 – Specification of initValue and shiftIdx for ctxInc of pred\_mode\_plt\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of pred\_mode\_plt\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑20 – Specification of initValue and shiftIdx for ctxInc of intra\_bdpcm\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_bdpcm\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑21 – Specification of initValue and shiftIdx for ctxInc of intra\_bdpcm\_dir\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_bdpcm\_dir\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑22 – Specification of initValue and shiftIdx for ctxInc of intra\_mip\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_mip\_flag** | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑23 – Specification of initValue and shiftIdx for ctxIdx of intra\_luma\_ref\_idx

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_luma\_ref\_idx** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑24 – Specification of initValue and shiftIdx for ctxInc of intra\_subpartitions\_mode\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_subpartitions\_mode\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑25 – Specification of initValue and shiftIdx for ctxInc of intra\_subpartitions\_split\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_subpartitions\_split\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑26 – Specification of initValue and shiftIdx for ctxInc of intra\_luma\_mpm\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_luma\_mpm\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑27 – Specification of initValue and shiftIdx for ctxInc of cclm\_mode\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cclm\_mode\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑28 – Specification of initValue and shiftIdx for ctxInc of intra\_chroma\_pred\_mode

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of intra\_chroma\_pred\_mode** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑29 – Specification of initValue and shiftIdx for ctxInc of general\_merge\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of general\_merge\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑30 – Specification of initValue and shiftIdx for ctxInc of inter\_pred\_idc

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of inter\_pred\_idc** | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑31 – Specification of initValue and shiftIdx for ctxIdx of inter\_affine\_flag

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of inter\_affine\_flag** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑32 – Specification of initValue and shiftIdx for ctxInc of cu\_affine\_type\_flag

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_affine\_type\_flag** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑33 – Specification of initValue and shiftIdx for ctxInc of sym\_mvd\_flag

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of sym\_mvd\_flag** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑34 – Specification of initValue and shiftIdx for ctxIdx of ref\_idx\_l0

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of ref\_idx\_l0** | | | |
| **0** | **1** | **2** | **3** |
| **initValue** | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 |

Table 9‑35 – Specification of initValue and shiftIdx for ctxIdx of mvp\_l0\_flag

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of mvp\_l0\_flag** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑36 – Specification of initValue and shiftIdx for ctxIdx of ref\_idx\_l1

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of ref\_idx\_l1** | | | |
| **0** | **1** | **2** | **3** |
| **initValue** | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 |

Table 9‑37 – Specification of initValue and shiftIdx for ctxIdx of mvp\_l1\_flag

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of mvp\_l1\_flag** | | | |
| **0** | **1** | **2** | **3** |
| **initValue** | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 |

Table 9‑38 – Specification of initValue and shiftIdx for ctxIdx of avmr\_flag

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of avmr\_flag** | | | |
| **0** | **1** | **2** | **3** |
| **initValue** | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 |

Table 9‑39 – Specification of initValue and shiftIdx for ctxIdx of amvr\_precision\_idx

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of amvr\_precision\_idx** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑40 – Specification of initValue and shiftIdx for ctxInc of bcw\_idx

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of bcw\_idx** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑41 – Specification of initValue and shiftIdx for ctxInc of cu\_cbf

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_cbf** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑42 – Specification of initValue and shiftIdx for ctxIdx of cu\_sbt\_flag

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_sbt\_flag** | | | |
| **0** | **1** | **2** | **3** |
| **initValue** | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 |

Table 9‑43 – Specification of initValue and shiftIdx for ctxInc of cu\_sbt\_quad\_flag

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_sbt\_quad\_flag** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑44 – Specification of initValue and shiftIdx for ctxIdx of cu\_sbt\_horizontal\_flag

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_sbt\_horizontal\_flag** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 4 | 0 | 0 | 1 |

Table 9‑45 – Specification of initValue and shiftIdx for ctxInc of cu\_sbt\_pos\_flag

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_sbt\_pos\_flag** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑46 – Specification of initValue and shiftIdx for ctxIdx of lfnst\_idx

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of lfnst\_idx** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑47 – Specification of initValue and shiftIdx for ctxIdx of copy\_above\_indices\_for\_final\_run\_flag and copy\_above\_palette\_indices\_flag

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of copy\_above\_indices\_for\_final\_run\_flag and copy\_above\_palette\_indices\_flag** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑48 – Specification of initValue and shiftIdx for ctxIdx of palette\_transpose\_flag

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of palette\_transpose\_flag** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑49 – Specification of initValue and shiftIdx for ctxInc of palette\_run\_prefix

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of palette\_run\_prefix** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** |  |  |  |  |  |  |  |  |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP |  |  |  |  |  |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |  |  |  |  |  |  |  |  |

Table 9‑50 – Specification of initValue and shiftIdx for ctxIdx of regular\_merge\_flag

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of regular\_merge\_flag** | | | |
| **0** | **1** | **2** | **3** |
| **initValue** | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 |

Table 9‑51 – Specification of initValue and shiftIdx for ctxInc of mmvd\_merge\_flag

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of mmvd\_merge\_flag** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑52 – Specification of initValue and shiftIdx for ctxInc of mmvd\_cand\_flag

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of mmvd\_cand\_flag** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑53 – Specification of initValue and shiftIdx for ctxInc of mmvd\_distance\_idx

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of mmvd\_distance\_idx** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑54 – Specification of initValue and shiftIdx for ctxInc of ciip\_flag

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of ciip\_flag** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑55 – Specification of initValue and shiftIdx for ctxIdx of merge\_subblock\_flag

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of merge\_subblock\_flag** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 4 | 0 | 0 | 1 |

Table 9‑56 – Specification of initValue and shiftIdx for ctxInc of merge\_subblock\_idx

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of merge\_subblock\_idx** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑57 – Specification of initValue and shiftIdx for ctxInc of merge\_triangle\_idx0

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of merge\_triangle\_idx0** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑58 – Specification of initValue and shiftIdx for ctxInc of merge\_triangle\_idx1

|  |  |  |
| --- | --- | --- |
| **Initialization variable** | **ctxIdx of merge\_triangle\_idx0** | |
| **0** | **1** |
| **initValue** | EP | EP |
| **shiftIdx** | 0 | 0 |

Table 9‑59 – Specification of initValue and shiftIdx for ctxInc of merge\_idx

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of merge\_idx** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑60 – Specification of initValue and shiftIdx for ctxInc of abs\_mvd\_greater0\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of abs\_mvd\_greater0\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑61 – Specification of initValue and shiftIdx for ctxInc of abs\_mvd\_greater1\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of abs\_mvd\_greater1\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑62 – Specification of initValue and shiftIdx for ctxInc of tu\_cbf\_luma

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of tu\_cbf\_luma** | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑63 – Specification of initValue and shiftIdx for ctxInc of tu\_cbf\_cb

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of tu\_cbf\_cb** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑64 – Specification of initValue and shiftIdx for ctxIdx of tu\_cbf\_cr

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of tu\_cbf\_cr** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑65 – Specification of initValue and shiftIdx for ctxIdx of cu\_qp\_delta\_abs

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_qp\_delta\_abs** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** |
| **initValue** | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑66 – Specification of initValue and shiftIdx for ctxInc of cu\_chroma\_qp\_offset\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_chroma\_qp\_offset\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑67 – Specification of initValue and shiftIdx for ctxInc of cu\_chroma\_qp\_offset\_idx

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of cu\_chroma\_qp\_offset\_idx** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑68 – Specification of initValue and shiftIdx for ctxInc of transform\_skip\_flag

|  |  |  |  |
| --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of transform\_skip\_flag** | | |
| **0** | **1** | **2** |
| **initValue** | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 |

Table 9‑69 – Specification of initValue and shiftIdx for ctxInc of tu\_mts\_idx

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of tu\_mts\_idx** | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑70 – Specification of initValue and shiftIdx for ctxIdx of tu\_joint\_cbcr\_residual\_flag

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of tu\_joint\_cbcr\_residual\_flag** | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 4 | 0 | 0 | 1 | 0 | 0 | 1 |

Table 9‑71 – Specification of initValue and shiftIdx for ctxInc of last\_sig\_coeff\_x\_prefix

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of last\_sig\_coeff\_x\_prefix** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **32** | **33** | **34** | **35** | **36** | **37** | **38** | **39** | **40** | **41** | **42** | **43** | **44** | **45** | **46** | **47** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **48** | **49** | **50** | **51** | **52** | **53** | **54** | **55** | **56** | **57** | **58** | **59** | **60** | **61** | **62** | **63** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **64** | **65** | **66** | **67** | **68** |  |  |  |  |  |  |  |  |  |  |  |
| **initValue** | EP | EP | EP | EP | EP |  |  |  |  |  |  |  |  |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 |  |  |  |  |  |  |  |  |  |  |  |

Table 9‑72 – Specification of initValue and shiftIdx for ctxInc of last\_sig\_coeff\_y\_prefix

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of last\_sig\_coeff\_y\_prefix** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **32** | **33** | **34** | **35** | **36** | **37** | **38** | **39** | **40** | **41** | **42** | **43** | **44** | **45** | **46** | **47** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **48** | **49** | **50** | **51** | **52** | **53** | **54** | **55** | **56** | **57** | **58** | **59** | **60** | **61** | **62** | **63** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **64** | **65** | **66** | **67** | **68** |  |  |  |  |  |  |  |  |  |  |  |
| **initValue** | EP | EP | EP | EP | EP |  |  |  |  |  |  |  |  |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 |  |  |  |  |  |  |  |  |  |  |  |

Table 9‑73 – Specification of initValue and shiftIdx for ctxInc of coded\_sub\_block\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of coded\_sub\_block\_flag** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP |  |  |  |  |  |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |  |  |  |  |  |  |  |  |

Table 9‑74 – Specification of initValue and shiftIdx for ctxInc of sig\_coeff\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of sig\_coeff\_flag** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **32** | **33** | **34** | **35** | **36** | **37** | **38** | **39** | **40** | **41** | **42** | **43** | **44** | **45** | **46** | **47** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **48** | **49** | **50** | **51** | **52** | **53** | **54** | **55** | **56** | **57** | **58** | **59** | **60** | **61** | **62** | **63** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **64** | **65** | **66** | **67** | **68** | **69** | **70** | **71** | **72** | **73** | **74** | **75** | **76** | **77** | **78** | **79** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **80** | **81** | **82** | **83** | **84** | **85** | **86** | **87** | **88** | **89** | **90** | **91** | **92** | **93** | **94** | **95** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **96** | **97** | **98** | **99** | **100** | **101** | **102** | **103** | **104** | **105** | **106** | **107** | **108** | **109** | **110** | **111** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **112** | **113** | **114** | **115** | **116** | **117** | **118** | **119** | **120** | **121** | **122** | **123** | **124** | **125** | **126** | **127** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **128** | **129** | **130** | **131** | **132** | **133** | **134** | **135** | **136** | **137** | **138** | **139** | **140** | **141** | **142** | **143** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **128** | **129** | **130** | **131** | **132** | **133** | **134** | **135** | **136** | **137** | **138** | **139** | **140** | **141** | **142** | **143** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **160** | **161** | **162** | **163** | **164** | **165** | **166** | **167** | **168** | **169** | **170** | **171** | **172** | **173** | **174** | **175** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **176** | **177** | **178** | **179** | **180** | **181** | **182** | **183** | **184** | **185** | **186** | **187** | **188** | **189** | **190** | **191** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **192** | **193** | **194** | **195** | **196** | **197** | **198** | **199** | **200** | **201** | **202** | **203** | **204** | **205** | **206** | **207** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **208** | **209** | **210** | **211** | **212** | **213** | **214** | **215** | **216** | **217** | **218** | **219** | **220** | **221** | **222** | **223** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **224** | **225** | **226** | **227** | **228** | **229** | **230** | **231** | **232** | **233** | **234** | **235** | **236** | **237** | **238** | **239** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **240** | **241** | **242** | **243** | **244** | **245** | **246** | **247** | **248** | **249** | **250** | **251** | **252** | **253** | **254** | **255** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **256** | **257** | **258** | **259** | **260** | **261** | **262** | **263** | **264** | **265** | **266** | **267** | **268** | **269** | **270** | **271** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **272** | **273** | **274** | **275** | **276** | **277** | **278** | **279** | **280** | **281** |  |  |  |  |  |  |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |  |  |  |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |  |  |  |  |  |  |

Table 9‑75 – Specification of initValue and shiftIdx for ctxInc of par\_level\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of par\_level\_flag** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **32** | **33** | **34** | **35** | **36** | **37** | **38** | **39** | **40** | **41** | **42** | **43** | **44** | **45** | **46** | **47** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **48** | **49** | **50** | **51** | **52** | **53** | **54** | **55** | **56** | **57** | **58** | **59** | **60** | **61** | **62** | **63** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **64** | **65** | **66** | **67** | **68** | **69** | **70** | **71** | **72** | **73** | **74** | **75** | **76** | **77** | **78** | **79** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **80** | **81** | **82** | **83** | **84** | **85** | **86** | **87** | **88** | **89** | **90** | **91** | **92** | **93** | **94** | **95** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **96** | **97** | **98** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **initValue** | EP | EP | EP |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

Table 9‑76 – Specification of initValue and shiftIdx for ctxInc of abs\_level\_gtx\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of abs\_level\_gtx\_flag** | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **32** | **33** | **34** | **35** | **36** | **37** | **38** | **39** | **40** | **41** | **42** | **43** | **44** | **45** | **46** | **47** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **48** | **49** | **50** | **51** | **52** | **53** | **54** | **55** | **56** | **57** | **58** | **59** | **60** | **61** | **62** | **63** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **64** | **65** | **66** | **67** | **68** | **69** | **70** | **71** | **72** | **73** | **74** | **75** | **76** | **77** | **78** | **79** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **80** | **81** | **82** | **83** | **84** | **85** | **86** | **87** | **88** | **89** | **90** | **91** | **92** | **93** | **94** | **95** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **96** | **97** | **98** | **99** | **100** | **101** | **102** | **103** | **104** | **105** | **106** | **107** | **108** | **109** | **110** | **111** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **112** | **113** | **114** | **115** | **116** | **117** | **118** | **119** | **120** | **121** | **122** | **123** | **124** | **125** | **126** | **127** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **128** | **129** | **130** | **131** | **132** | **133** | **134** | **135** | **136** | **137** | **138** | **139** | **140** | **141** | **142** | **143** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **128** | **129** | **130** | **131** | **132** | **133** | **134** | **135** | **136** | **137** | **138** | **139** | **140** | **141** | **142** | **143** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **160** | **161** | **162** | **163** | **164** | **165** | **166** | **167** | **168** | **169** | **170** | **171** | **172** | **173** | **174** | **175** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **176** | **177** | **178** | **179** | **180** | **181** | **182** | **183** | **184** | **185** | **186** | **187** | **188** | **189** | **190** | **191** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **192** | **193** | **194** | **195** | **196** | **197** | **198** | **199** | **200** | **201** | **202** | **203** | **204** | **205** | **206** | **207** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
|  | **208** | **209** | **210** | **211** | **212** | **213** | **214** | **215** | **216** | **217** | **218** | **219** | **220** |  |  |  |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |  |  |  |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |  |  |  |

Table 9‑77 – Specification of initValue and shiftIdx for ctxInc of coeff\_sign\_flag

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Initialization variable** | **ctxIdx of coeff\_sign\_flag** | | | | | | | | | | | | | | | | | |
| **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** | **16** | **17** |
| **initValue** | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP | EP |
| **shiftIdx** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

#### Storage process for context variables

Inputs to this process are:

– The CABAC context variables indexed by ctxTable and ctxIdx.

Outputs of this process are:

– The variables tableStateSync0, tableStateSync1, and tableMPSSync containing the values of the variables pStateIdx0, pStateIdx1, and valMps used in the initialization process of context variables that are assigned to all syntax elements in clauses 7.3.8.1 through 7.3.8.11, except end\_of\_brick\_one\_bit, and end\_of\_subset\_one\_bit.

For each context variable, the corresponding entries pStateIdx0, pStateIdx1, and valMps of tables tableStateSync0, tableStateSync1, and tableMPSSync are initialized to the corresponding pStateIdx0, pStateIdx1, and valMps.

#### Synchronization process for context variables

Inputs to this process are:

– The variables tableStateSync0, tableStateSync1, and tableMPSSync containing the values of the variables pStateIdx0, pStateIdx1, and valMps used in the storage process of context variables that are assigned to all syntax elements in clauses 7.3.8.1 through 7.3.8.11, except end\_of\_brick\_one\_bit, and end\_of\_subset\_one\_bit.

Outputs of this process are:

– The initialized CABAC context variables indexed by ctxTable and ctxIdx.

For each context variable, the corresponding context variables pStateIdx0, pStateIdx1, and valMps are initialized to the corresponding entries pStateIdx0, pStateIdx1, and valMps of tables tableStateSync0, tableStateSync1, and tableMPSSync.

#### Initialization process for the arithmetic decoding engine

Outputs of this process are the initialized decoding engine registers ivlCurrRange and ivlOffset both in 16 bit register precision.

The status of the arithmetic decoding engine is represented by the variables ivlCurrRange and ivlOffset. In the initialization procedure of the arithmetic decoding process, ivlCurrRange is set equal to 510 and ivlOffset is set equal to the value returned from read\_bits( 9 ) interpreted as a 9 bit binary representation of an unsigned integer with the most significant bit written first.

The bitstream shall not contain data that result in a value of ivlOffset being equal to 510 or 511.

NOTE – The description of the arithmetic decoding engine in this Specification utilizes 16 bit register precision. However, a minimum register precision of 9 bits is required for storing the values of the variables ivlCurrRange and ivlOffset after invocation of the arithmetic decoding process (DecodeBin) as specified in subclause 9.3.4.3. The arithmetic decoding process for a binary decision (DecodeDecision) as specified in subclause 9.3.4.3.2 and the decoding process for a binary decision before termination (DecodeTerminate) as specified in subclause 9.3.4.3.5 require a minimum register precision of 9 bits for the variables ivlCurrRange and ivlOffset. The bypass decoding process for binary decisions (DecodeBypass) as specified in subclause 9.3.4.3.4 requires a minimum register precision of 10 bits for the variable ivlOffset and a minimum register precision of 9 bits for the variable ivlCurrRange.

### Binarization process

#### General

Input to this process is a request for a syntax element.

Output of this process is the binarization of the syntax element.

Table 9‑78 specifies the type of binarization process associated with each syntax element and corresponding inputs.

The specification of the truncated Rice (TR) binarization process, the truncated binary (TB) binarization process, the k-th order Exp-Golomb (EGk) binarization process and the fixed-length (FL) binarization process are given in clauses 9.3.3.3 through 9.3.3.7, respectively.

| Table 9‑78 – Syntax elements and associated binarizations | | | |
| --- | --- | --- | --- |
| **Syntax structure** | **Syntax element** | **Binarization** | |
| **Process** | **Input parameters** |
| slice\_data( ) | end\_of\_brick\_one\_bit | FL | cMax = 1 |
| coding\_tree\_unit( ) | alf\_ctb\_flag[ ][ ][ ] | FL | cMax = 1 |
| alf\_ctb\_use\_first\_aps\_flag | FL | cMax = 1 |
| alf\_use\_aps\_flag | FL | cMax = 1 |
| alf\_luma\_fixed\_filter\_idx | TB | cMax = 15 |
| alf\_luma\_prev\_filter\_idx\_minus1 | TB | cMax = slice\_num\_alf\_aps\_ids\_luma − 2 |
| alf\_ctb\_filter\_alt\_idx[ ][ ][ ] | TR | cMax = alf\_chroma\_num\_alt\_filters\_minus1, cRiceParam = 0 |
| sao( ) | sao\_merge\_left\_flag | FL | cMax = 1 |
| sao\_merge\_up\_flag | FL | cMax = 1 |
| sao\_type\_idx\_luma | TR | cMax = 2, cRiceParam = 0 |
| sao\_type\_idx\_chroma | TR | cMax = 2, cRiceParam = 0 |
| sao\_offset\_abs[ ][ ][ ][ ] | TR | cMax = ( 1  <<  ( Min( bitDepth, 10 ) − 5 ) ) − 1, cRiceParam = 0 |
| sao\_offset\_sign[ ][ ][ ][ ] | FL | cMax = 1 |
| sao\_band\_position[ ][ ][ ] | FL | cMax = 31 |
| sao\_eo\_class\_luma | FL | cMax = 3 |
| sao\_eo\_class\_chroma | FL | cMax = 3 |
| coding\_tree( ) | split\_cu\_flag | FL | cMax = 1 |
| split\_qt\_flag | FL | cMax = 1 |
| mtt\_split\_cu\_vertical\_flag | FL | cMax = 1 |
| mtt\_split\_cu\_binary\_flag | FL | cMax = 1 |
| mode\_constraint\_flag | FL | cMax = 1 |
| coding\_unit( ) | cu\_skip\_flag[ ][ ] | FL | cMax = 1 |
| pred\_mode\_ibc\_flag | FL | cMax = 1 |
| pred\_mode\_plt\_flag | FL | cMax = 1 |
| pred\_mode\_flag | FL | cMax = 1 |
| intra\_bdpcm\_flag | FL | cMax = 1 |
| intra\_bdpcm\_dir\_flag | FL | cMax = 1 |
| intra\_mip\_flag[ ][ ] | FL | cMax = 1 |
| intra\_mip\_mode[ ][ ] | TB | cMax = (cbWidth = = 4 && cbHeight = = 4) ? 34 : ( (cbWidth <= 8 && cbHeight <= 8) ? 18 : 10) |
| intra\_luma\_ref\_idx[ ][ ] | TR | cMax = 2, cRiceParam = 0 |
| intra\_subpartitions\_mode\_flag | FL | cMax = 1 |
| intra\_subpartitions\_split\_flag | FL | cMax = 1 |
| intra\_luma\_mpm\_flag[ ][ ] | FL | cMax = 1 |
| intra\_luma\_not\_planar\_flag[ ][ ] | FL | cMax = 1 |
| intra\_luma\_mpm\_idx[ ][ ] | TR | cMax = 4, cRiceParam = 0 |
| intra\_luma\_mpm\_remainder[ ][ ] | TB | cMax = 60 |
| cclm\_mode\_flag | FL | cMax = 1 |
| cclm\_mode\_idx | TR | cMax = 2, cRiceParam = 0 |
| intra\_chroma\_pred\_mode | 9.3.3.8 | - |
| general\_merge\_flag[ ][ ] | FL | cMax = 1 |
| inter\_pred\_idc[ x0 ][ y0 ] | 9.3.3.9 | cbWidth, cbHeight |
| inter\_affine\_flag[ ][ ] | FL | cMax = 1 |
| cu\_affine\_type\_flag[ ][ ] | FL | cMax = 1 |
| sym\_mvd\_flag[ ][ ] | FL | cMax = 1 |
| ref\_idx\_l0[ ][ ] | TR | cMax = NumRefIdxActive[ 0 ] − 1, cRiceParam = 0 |
| mvp\_l0\_flag[ ][ ] | FL | cMax = 1 |
| ref\_idx\_l1[ ][ ] | TR | cMax = NumRefIdxActive[ 1 ] − 1, cRiceParam = 0 |
| mvp\_l1\_flag[ ][ ] | FL | cMax = 1 |
| avmr\_flag[ ][ ] | FL | cMax = 1 |
| amvr\_precision\_idx[ ][ ] | FL | cMax = ( inter\_affine\_flag = = 0 && CuPredMode[ 0 ][ x0 ][ y0 ]  ! =  MODE\_IBC ) ? 2 : 1, cRiceParam = 0 |
| bcw\_idx[ ][ ] | TR | cMax = NoBackwardPredFlag ? 4: 2 |
| cu\_cbf | FL | cMax = 1 |
| cu\_sbt\_flag | FL | cMax = 1 |
| cu\_sbt\_quad\_flag | FL | cMax = 1 |
| cu\_sbt\_horizontal\_flag | FL | cMax = 1 |
| cu\_sbt\_pos\_flag | FL | cMax = 1 |
| lfnst\_idx[ ][ ] | TR | cMax = 2, cRiceParam = 0 |
| palette\_coding( ) | palette\_predictor\_run | EG0 | - |
| num\_signalled\_palette\_entries | EG0 | - |
| new\_palette\_entries | FL | cMax = cIdx = = 0 ? ( ( 1  <<  BitDepthY ) − 1 ) : ( (1  <<  BitDepthC ) − 1 ) |
| palette\_escape\_val\_present\_flag | FL | cMax = 1 |
| num\_palette\_indices\_minus1 | 9.5.3.13 | MaxPaletteIndex |
| palette\_idx\_idc | 9.5.3.14 | MaxPaletteIndex |
| copy\_above\_indices\_for\_final\_run\_flag | FL | cMax = 1 |
| palette\_transpose\_flag | FL | cMax = 1 |
| copy\_above\_palette\_indices\_flag | FL | cMax = 1 |
| palette\_run\_prefix | TR | cMax = Floor( Log2( PaletteMaxRunMinus1 ) ) + 1, cRiceParam = 0 |
| palette\_run\_suffix | TB | cMax = ( PrefixOffset  <<  1 ) > PaletteMaxRunMinus1 ? ( PalletMaxRun − PrefixOffset ) : ( PrefixOffset − 1 ) |
| palette\_escape\_val | EG3 |  |
| merge\_data( ) | regular\_merge\_flag[ ][ ] | FL | cMax = 1 |
| mmvd\_merge\_flag[ ][ ] | FL | cMax = 1 |
| mmvd\_cand\_flag[ ][ ] | FL | cMax = 1 |
| mmvd\_distance\_idx[ ][ ] | TR | cMax = 7, cRiceParam = 0 |
| mmvd\_direction\_idx[ ][ ] | FL | cMax = 3 |
| ciip\_flag[ ][ ] | FL | cMax = 1 |
| merge\_subblock\_flag[ ][ ] | FL | cMax = 1 |
| merge\_subblock\_idx[ ][ ] | TR | cMax = MaxNumSubblockMergeCand − 1, cRiceParam = 0 |
| merge\_triangle\_split\_dir[ ][ ] | FL | cMax = 1 |
| merge\_triangle\_idx0[ ][ ] | TR | cMax = MaxNumTriangleMergeCand − 1, cRiceParam = 0 |
| merge\_triangle\_idx1[ ][ ] | TR | cMax = MaxNumTriangleMergeCand − 2, cRiceParam = 0 |
| merge\_idx[ ][ ] | TR | cMax = MaxNumMergeCand − 1, cRiceParam = 0 |
| mvd\_coding( ) | abs\_mvd\_greater0\_flag[ ] | FL | cMax = 1 |
| abs\_mvd\_greater1\_flag[ ] | FL | cMax = 1 |
| abs\_mvd\_minus2[ ] | EG1 | - |
| mvd\_sign\_flag[ ] | FL | cMax = 1 |
| transform\_unit( ) | tu\_cbf\_luma[ ][ ][ ] | FL | cMax = 1 |
| tu\_cbf\_cb[ ][ ][ ] | FL | cMax = 1 |
| tu\_cbf\_cr[ ][ ][ ] | FL | cMax = 1 |
| cu\_qp\_delta\_abs | 9.3.3.10 | - |
| cu\_qp\_delta\_sign\_flag | FL | cMax = 1 |
| cu\_chroma\_qp\_offset\_flag | FL | cMax = 1 |
| cu\_chroma\_qp\_offset\_idx | TR | cMax = chroma\_qp\_offset\_list\_len\_minus1, cRiceParam = 0 |
| transform\_skip\_flag[ ][ ] | FL | cMax = 1 |
| tu\_mts\_idx[ ][ ] | TR | cMax = 4, cRiceParam = 0 |
| tu\_joint\_cbcr\_residual\_flag[ ][ ] | FL | cMax = 1 |
| residual\_coding( ) | last\_sig\_coeff\_x\_prefix | TR | cMax = ( log2ZoTbWidth << 1 ) − 1, cRiceParam = 0 |
| last\_sig\_coeff\_y\_prefix | TR | cMax = ( log2ZoTbHeight << 1 ) − 1, cRiceParam = 0 |
| last\_sig\_coeff\_x\_suffix | FL | cMax = ( 1  <<  ( ( last\_sig\_coeff\_x\_prefix  >>  1 ) − 1 ) − 1 ) |
| last\_sig\_coeff\_y\_suffix | FL | cMax = ( 1  <<  ( ( last\_sig\_coeff\_y\_prefix  >>  1 ) − 1 ) − 1 ) |
| coded\_sub\_block\_flag[ ][ ] | FL | cMax = 1 |
| sig\_coeff\_flag[ ][ ] | FL | cMax = 1 |
| par\_level\_flag[ ] | FL | cMax = 1 |
| abs\_level\_gtx\_flag[ ][ ] | FL | cMax = 1 |
| abs\_remainder[ ] | 9.3.3.11 | cIdx, current sub-block index i, x0, y0, xC, yC, log2TbWidth, log2TbHeight |
| dec\_abs\_level[ ] | 9.3.3.12 | cIdx, x0, y0, xC, yC, log2TbWidth, log2TbHeight |
| coeff\_sign\_flag[ ] | FL | cMax = 1 |

#### Rice parameter derivation process for abs\_remainder[ ] and dec\_abs\_level[ ]

Inputs to this process are the base level baseLevel, the colour component index cIdx, the luma location ( x0, y0 ) specifying the top-left sample of the current transform block relative to the top-left sample of the current picture, the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight.

Output of this process is the Rice parameter cRiceParam.

Given the array AbsLevel[ x ][ y ] for the transform block with component index cIdx and the top-left luma location ( x0, y0 ), the variable locSumAbs is derived as specified by the following pseudo code:

* If transform\_skip\_flag[ x0 ][ y0 ] is equal to 1, trafoSkip is set equal to 1 and the following applies:

locSumAbs = 0  
if( xC > 0 )  
 locSumAbs += AbsLevel[ xC − 1 ][ yC ]  
if( yC > 0 ) (9‑9)  
 locSumAbs += AbsLevel[ xC ][ yC − 1 ]  
locSumAbs = Clip3( 0, 31, locSumAbs )

* Otherwise (transform\_skip\_flag[ x0 ][ y0 ] is equal to 0), trafoSkip is set equal to 0 and the following applies:

locSumAbs = 0  
if( xC < (1 << log2TbWidth) − 1 ) {  
 locSumAbs += AbsLevel[ xC + 1 ][ yC ]  
 if( xC < (1 << log2TbWidth) − 2 )  
 locSumAbs += AbsLevel[ xC + 2 ][ yC ]  
 if( yC < (1 << log2TbHeight) − 1 )  
 locSumAbs += AbsLevel[ xC + 1 ][ yC + 1 ] (9‑10)  
}  
if( yC < (1 << log2TbHeight) − 1 ) {  
 locSumAbs += AbsLevel[ xC ][ yC + 1 ]  
 if( yC < (1 << log2TbHeight) − 2 )  
 locSumAbs += AbsLevel [ xC ][ yC + 2 ]  
}   
locSumAbs = Clip3( 0, 31, locSumAbs − baseLevel \* 5 )

The following applies:

* If baseLevel is equal to 0, the variable s is set equal to Max( 0, QState − 1 ) and given the variables locSumAbs, trafoSkip and s, the Rice parameter cRiceParam and the variable ZeroPos[ n ] are derived as specified in Table 9‑79.
* Otherwise (baseLevel is greater than 0), given the variables locSumAbs and trafoSkip, the Rice parameter cRiceParam is derived as specified in Table 9‑79.

Table 9‑79 – Specification of cRiceParam and ZeroPos[ n ] based on locSumAbs, trafoSkip and s

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **trafoSkip** | **s** | **locSumAbs** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **0** |  | cRiceParam | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 2 | 2 |
| **1** |  | cRiceParam | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 1 | 1 |
|  | **0** | ZeroPos[ n ] | 0 | 0 | 0 | 0 | 0 | 1 | 2 | 2 | 2 | 2 | 2 | 2 | 4 | 4 | 4 | 4 |
|  | **1** | ZeroPos[ n ] | 1 | 1 | 1 | 1 | 2 | 3 | 4 | 4 | 4 | 6 | 6 | 6 | 8 | 8 | 8 | 8 |
|  | **2** | ZeroPos[ n ] | 1 | 1 | 2 | 2 | 2 | 3 | 4 | 4 | 4 | 6 | 6 | 6 | 8 | 8 | 8 | 8 |
|  |  | **locSumAbs** | **16** | **17** | **18** | **19** | **20** | **21** | **22** | **23** | **24** | **25** | **26** | **27** | **28** | **29** | **30** | **31** |
| **0** |  | cRiceParam | 2 | 2 | 2 | 2 | 2 | 2 | 2 | 2 | 2 | 2 | 2 | 2 | 3 | 3 | 3 | 3 |
| **1** |  | cRiceParam | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 2 | 2 | 2 | 2 | 2 | 2 | 2 |
|  | **0** | ZeroPos[ n ] | 4 | 4 | 4 | 4 | 4 | 4 | 4 | 8 | 8 | 8 | 8 | 8 | 16 | 16 | 16 | 16 |
|  | **1** | ZeroPos[ n ] | 4 | 4 | 12 | 12 | 12 | 12 | 12 | 12 | 12 | 12 | 16 | 16 | 16 | 16 | 16 | 16 |
|  | **2** | ZeroPos[ n ] | 8 | 8 | 12 | 12 | 12 | 12 | 12 | 12 | 12 | 16 | 16 | 16 | 16 | 16 | 16 | 16 |

#### Truncated Rice binarization process

Input to this process is a request for a truncated Rice (TR) binarization, cMax and cRiceParam.

Output of this process is the TR binarization associating each value symbolVal with a corresponding bin string.

A TR bin string is a concatenation of a prefix bin string and, when present, a suffix bin string.

For the derivation of the prefix bin string, the following applies:

* The prefix value of symbolVal, prefixVal, is derived as follows:

prefixVal = symbolVal  >>  cRiceParam (9‑11)

* The prefix of the TR bin string is specified as follows:
* If prefixVal is less than cMax  >>  cRiceParam, the prefix bin string is a bit string of length prefixVal + 1 indexed by binIdx. The bins for binIdx less than prefixVal are equal to 1. The bin with binIdx equal to prefixVal is equal to 0. Table 9‑80 illustrates the bin strings of this unary binarization for prefixVal.
* Otherwise, the bin string is a bit string of length cMax  >>  cRiceParam with all bins being equal to 1.

Table 9‑80 – Bin string of the unary binarization (informative)

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **prefixVal** | **Bin string** | | | | | |
| 0 | 0 |  |  |  |  |  |
| 1 | 1 | 0 |  |  |  |  |
| 2 | 1 | 1 | 0 |  |  |  |
| 3 | 1 | 1 | 1 | 0 |  |  |
| 4 | 1 | 1 | 1 | 1 | 0 |  |
| 5 | 1 | 1 | 1 | 1 | 1 | 0 |
| ... |  |  |  |  |  |  |
| binIdx | 0 | 1 | 2 | 3 | 4 | 5 |

When cMax is greater than symbolVal and cRiceParam is greater than 0, the suffix of the TR bin string is present and it is derived as follows:

* The suffix value suffixVal is derived as follows:

suffixVal = symbolVal − ( ( prefixVal )  <<  cRiceParam ) (9‑12)

* The suffix of the TR bin string is specified by invoking the fixed-length (FL) binarization process as specified in clause 9.3.3.7 for suffixVal with a cMax value equal to ( 1  <<  cRiceParam ) − 1.

NOTE – For the input parameter cRiceParam = 0, the TR binarization is exactly a truncated unary binarization and it is always invoked with a cMax value equal to the largest possible value of the syntax element being decoded.

#### Truncated Binary (TB) binarization process

Input to this process is a request for a TB binarization for a syntax element with value synVal and cMax. Output of this process is the TB binarization of the syntax element.The bin string of the TB binarization process of a syntax element synVal is specified as follows:

n = cMax + 1  
k = Floor( Log2( n ) ) (9‑13)  
u = ( 1  <<  ( k + 1) ) − n

* If synVal is less than u, the TB bin string is derived by invoking the FL binarization process specified in clause 9.3.3.7 for synVal with a cMax value equal to ( 1  <<  k ) − 1.
* Otherwise (synVal is greater than or equal to u), the TB bin string is derived by invoking the FL binarization process specified in clause 9.3.3.7 for ( synVal + u ) with a cMax value equal to ( 1  <<  ( k + 1) ) − 1.

#### k-th order Exp-Golomb binarization process

Inputs to this process is a request for a k-th order Exp-Golomb (EGk) binarization.

Output of this process is the EGk binarization associating each value symbolVal with a corresponding bin string.

The bin string of the EGk binarization process for each value symbolVal is specified as follows, where each call of the function put( X ), with X being equal to 0 or 1, adds the binary value X at the end of the bin string:

absV = Abs( symbolVal )  
stopLoop = 0  
do  
 if( absV >= ( 1 << k ) ) {  
 put( 1 )  
 absV = absV − ( 1 << k )  
 k++  
 } else {  
 put( 0 ) (9‑14)  
 while( k− − )  
 put( ( absV >> k ) & 1 )  
 stopLoop = 1  
 }  
while( !stopLoop )

NOTE – The specification for the k-th order Exp-Golomb (EGk) code uses 1's and 0's in reverse meaning for the unary part of the Exp-Golomb code of k-th order as specified in clause 9.2.

#### Limited k-th order Exp-Golomb binarization process

Inputs to this process is a request for a limited k-th order Exp-Golomb (EGk) binarization and the Rice parameter riceParam.

Output of this process is the limited EGk binarization associating each value symbolVal with a corresponding bin string.

The variables log2TransformRange and maxPreExtLen are derived as follows:

log2TransformRange = 15 (9‑15)

maxPreExtLen = 26 − log2TransformRange (9‑16)

The bin string of the limited EGk binarization process for each value symbolVal is specified as follows, where each call of the function put( X ), with X being equal to 0 or 1, adds the binary value X at the end of the bin string:

codeValue = symbolVal >> riceParam  
preExtLen = 0  
while( ( preExtLen < maxPreExtLen ) && ( codeValue > ( ( 2 << preExtLen ) − 2 ) ) ) {  
 preExtLen++  
 put( 1 )  
}  
if( preExtLen = = maxPreExtLen ) (9‑17)  
 escapeLength = log2TransformRange  
else {  
 escapeLength = preExtLen + riceParam  
 put( 0 )   
}  
symbolVal = symbolVal − ( ( ( 1 << preExtLen ) − 1 ) << riceParam )  
while( ( escapeLength− − ) > 0 )  
 put( ( symbolVal >> escapeLength ) & 1 )

#### Fixed-length binarization process

Inputs to this process are a request for a fixed-length (FL) binarization and cMax.

Output of this process is the FL binarization associating each value symbolVal with a corresponding bin string.

FL binarization is constructed by using the fixedLength‑bit unsigned integer bin string of the symbol value symbolVal, where fixedLength = Ceil( Log2( cMax + 1 ) ). The indexing of bins for the FL binarization is such that the binIdx = 0 relates to the most significant bit with increasing values of binIdx towards the least significant bit.

#### Binarization process for intra\_chroma\_pred\_mode

Input to this process is a request for a binarization for the syntax element intra\_chroma\_pred\_mode.

Output of this process is the binarization of the syntax element.

The binarization for the syntax element intra\_chroma\_pred\_mode is specified in Table 9‑81.

Table 9‑81 – Binarization for intra\_chroma\_pred\_mode

|  |  |
| --- | --- |
| **Value of intra\_chroma\_pred\_mode** | **Bin string** |
| 0 | 100 |
| 1 | 101 |
| 2 | 110 |
| 3 | 111 |
| 4 | 0 |

#### Binarization process for inter\_pred\_idc

Input to this process is a request for a binarization for the syntax element inter\_pred\_idc, the current luma coding block width cbWidth and the current luma coding block height cbHeight.

Output of this process is the binarization of the syntax element.

The binarization for the syntax element inter\_pred\_idc is specified in Table 9‑82.

Table 9‑82 – Binarization for inter\_pred\_idc

|  |  |  |  |
| --- | --- | --- | --- |
| **Value of inter\_pred\_idc** | **Name of inter\_pred\_idc** | **Bin string** | |
| ( cbWidth + cbHeight )  >  12 | ( cbWidth + cbHeight )  = =  12 |
| 0 | PRED\_L0 | 00 | 0 |
| 1 | PRED\_L1 | 01 | 1 |
| 2 | PRED\_BI | 1 | - |

#### Binarization process for cu\_qp\_delta\_abs

Input to this process is a request for a binarization for the syntax element cu\_qp\_delta\_abs.

Output of this process is the binarization of the syntax element.

The binarization of the syntax element cu\_qp\_delta\_abs is a concatenation of a prefix bin string and (when present) a suffix bin string.

For the derivation of the prefix bin string, the following applies:

* The prefix value of cu\_qp\_delta\_abs, prefixVal, is derived as follows:

prefixVal = Min( cu\_qp\_delta\_abs, 5 ) (9‑18)

* The prefix bin string is specified by invoking the TR binarization process as specified in clause 9.3.3.3 for prefixVal with cMax = 5 and cRiceParam = 0.

When prefixVal is greater than 4, the suffix bin string is present and it is derived as follows:

* The suffix value of cu\_qp\_delta\_abs, suffixVal, is derived as follows:

suffixVal = cu\_qp\_delta\_abs − 5 (9‑19)

* The suffix bin string is specified by invoking the k-th order EGk binarization process as specified in clause 9.3.3.5 for suffixVal with the Exp-Golomb order k set equal to 0.

#### Binarization process for abs\_remainder[ ]

Input to this process is a request for a binarization for the syntax element abs\_remainder[ n ], the colour component cIdx, the current sub-block index i, and the luma location ( x0, y0 ) specifying the top-left sample of the current luma transform block relative to the top-left luma sample of the picture, the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight.

Output of this process is the binarization of the syntax element.

The variables lastAbsRemainder and lastRiceParam are derived as follows:

* If this process is invoked for the first time for the current sub-block index i, lastAbsRemainder and lastRiceParam are both set equal to 0.
* Otherwise (this process is not invoked for the first time for the current sub-block index i), lastAbsRemainder and lastRiceParam are set equal to the values of abs\_remainder[ n ] and cRiceParam, respectively, that have been derived during the last invocation of the binarization process for the syntax element abs\_remainder[ n ] as specified in this clause.

The rice parameter cRiceParam is derived by invoking the rice parameter derivation process for abs\_remainder[] as specified in clause 9.3.3.2 with the variable baseLevel set equal to 4, the colour component index cIdx, the luma location ( x0, y0 ), the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight as inputs.

The variable cMax is derived from cRiceParam as:

cMax = 6  <<  cRiceParam (9‑20)

The binarization of the syntax element abs\_remainder[ n ] is a concatenation of a prefix bin string and (when present) a suffix bin string.

For the derivation of the prefix bin string, the following applies:

* The prefix value of abs\_remainder[ n ], prefixVal, is derived as follows:

prefixVal = Min( cMax, abs\_remainder[ n ] ) (9‑21)

* The prefix bin string is specified by invoking the TR binarization process as specified in clause 9.3.3.3 for prefixVal with the variables cMax and cRiceParam as inputs.

When the prefix bin string is equal to the bit string of length 6 with all bits equal to 1, the suffix bin string is present and it is derived as follows:

* The suffix value of abs\_remainder[ n ], suffixVal, is derived as follows:

suffixVal = abs\_remainder[ n ] − cMax (9‑22)

* The suffix bin string is specified by invoking the limited k-th order EGk binarization process as specified in clause 9.3.3.6 for the binarization of suffixVal with the Exp-Golomb order k set equal to cRiceParam + 1 and cRiceParam as input.

#### Binarization process for dec\_abs\_level[ ]

Input to this process is a request for a binarization of the syntax element dec\_abs\_level[ n ], the colour component cIdx, the luma location ( x0, y0 ) specifying the top-left sample of the current transform block relative to the top-left luma sample of the picture, the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight.

Output of this process is the binarization of the syntax element.

The rice parameter cRiceParam is derived by invoking the rice parameter derivation process for dec\_abs\_level[] as specified in clause 9.3.3.2 with the variable baseLevel set equal to 0, the colour component index cIdx, the luma location ( x0, y0 ), the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight as inputs.

The variable cMax is derived from cRiceParam as:

cMax = 6  <<  cRiceParam (9‑23)

The binarization of dec\_abs\_level[ n ] is a concatenation of a prefix bin string and (when present) a suffix bin string.

For the derivation of the prefix bin string, the following applies:

* The prefix value of dec\_abs\_level[ n ], prefixVal, is derived as follows:

prefixVal = Min( cMax, dec\_abs\_level[ n ] ) (9‑24)

* The prefix bin string is specified by invoking the TR binarization process as specified in clause 9.3.3.3 for prefixVal with the variables cMax and cRiceParam as inputs.

When the prefix bin string is equal to the bit string of length 6 with all bits equal to 1, the suffix bin string is present and it is derived as follows:

* The suffix value of dec\_abs\_level[ n ], suffixVal, is derived as follows:

suffixVal = dec\_abs\_level[ n ] − cMax (9‑25)

* The suffix bin string is specified by invoking the limited k-th order EGk binarization process as specified in clause 9.3.3.6 for the binarization of suffixVal with the Exp-Golomb order k set equal to cRiceParam + 1 and cRiceParam as input.

#### Binarization process for num\_palette\_indices\_minus1

Input to this process is a request for a binarization for the syntax element num\_palette\_indices\_minus1, and MaxPaletteIndex.

Output of this process is the binarization of the syntax element.

The variables cRiceParam is derived as follows:

cRiceParam = 3 + ( ( MaxPaletteIndex + 1 ) >> 3 ) (9‑26)

The variable cMax is derived from cRiceParam as:

cMax = 4 << cRiceParam (9‑27)

The binarization of the syntax element num\_palette\_indices\_minus1 is a concatenation of a prefix bin string and (when present) a suffix bin string.

For the derivation of the prefix bin string, the following applies:

* The prefix value of num\_palette\_indices\_minus1, prefixVal, is derived as follows:

prefixVal = Min( cMax, num\_palette\_indices\_minus1 ) (9‑28)

* The prefix bin string is specified by invoking the TR binarization process as specified in clause 9.3.3.3 for prefixVal with the variables cMax and cRiceParam as inputs.

When the prefix bin string is equal to the bit string of length 4 with all bits equal to 1, the suffix bin string is present and it is derived as follows:

* The suffix value of num\_palette\_indices\_minus1, suffixVal, is derived as follows:

suffixVal = num\_palette\_indices\_minus1 – cMax (9‑29)

* The suffix bin string is specified by invoking the k-th order EGk binarization process as specified in clause 9.3.3.5 for the binarization of suffixVal with the Exp-Golomb order k set equal to cRiceParam + 1.

#### Binarization process for palette\_idx\_idc

Input to this process is a request for a binarization for the syntax element palette\_idx\_idc and the variable MaxPaletteIndex.

Output of this process is the binarization of the syntax element.

The variable cMax is derived as follows:

* If this process is invoked for the first time for the current block, cMax is set equal to MaxPaletteIndex.
* Otherwise (this process is not invoked for the first time for the current block), cMax is set equal to MaxPaletteIndex minus 1.

The binarization for the palette\_idx\_idc is derived by invoking the TB binarization process specified in clause 9.3.3.4 with cMax.

### Decoding process flow

#### General

Inputs to this process are all bin strings of the binarization of the requested syntax element as specified in clause 9.3.3.

Output of this process is the value of the syntax element.

This process specifies how each bin of a bin string is parsed for each syntax element. After parsing each bin, the resulting bin string is compared to all bin strings of the binarization of the syntax element and the following applies:

– If the bin string is equal to one of the bin strings, the corresponding value of the syntax element is the output.

– Otherwise (the bin string is not equal to one of the bin strings), the next bit is parsed.

While parsing each bin, the variable binIdx is incremented by 1 starting with binIdx being set equal to 0 for the first bin.

The parsing of each bin is specified by the following two ordered steps:

1. The derivation process for ctxTable, ctxIdx, and bypassFlag as specified in clause 9.3.4.2 is invoked with binIdx as input and ctxTable, ctxIdx and bypassFlag as outputs.

2. The arithmetic decoding process as specified in clause 9.3.4.3 is invoked with ctxTable, ctxIdx and bypassFlag as inputs and the value of the bin as output.

#### Derivation process for ctxTable, ctxIdx and bypassFlag

##### General

Input to this process is the position of the current bin within the bin string, binIdx.

Outputs of this process are ctxTable, ctxIdx and bypassFlag.

The values of ctxTable, ctxIdx and bypassFlag are derived as follows based on the entries for binIdx of the corresponding syntax element in Table 9‑83:

* If the entry in Table 9‑83 is not equal to "bypass", "terminate" or "na", the values of binIdx are decoded by invoking the DecodeDecision process as specified in clause 9.3.4.3.2 and the following applies:
* ctxTable is specified in Table 9‑4
* The variable ctxInc is specified by the corresponding entry in Table 9‑83 and when more than one value is listed in Table 9‑83 for a binIdx, the assignment process for ctxInc for that binIdx is further specified in the clauses given in parenthesis.
* The variable ctxIdxOffset is specified in Table 9‑4 depending on the current value of initType.
* ctxIdx is set equal to the sum of ctxInc and ctxIdxOffset.
* bypassFlag is set equal to 0.
* Otherwise, if the entry in Table 9‑83 is equal to "bypass", the values of binIdx are decoded by invoking the DecodeBypass process as specified in clause 9.3.4.3.4 and the following applies:
* ctxTable is set equal to 0.
* ctxIdx is set equal to 0.
* bypassFlag is set equal to 1.a
* Otherwise, if the entry in Table 9‑83 is equal to "terminate", the values of binIdx are decoded by invoking the DecodeTerminate process as specified in clause 9.3.4.3.5 and the following applies:
* ctxTable is set equal to 0.
* ctxIdx is set equal to 0.
* bypassFlag is set equal to 0.
* Otherwise (the entry in Table 9‑83 is equal to "na"), the values of binIdx do not occur for the corresponding syntax element.

| Table 9‑83 – Assignment of ctxInc to syntax elements with context coded bins | | | | | | |
| --- | --- | --- | --- | --- | --- | --- |
| **Syntax element** | **binIdx** | | | | | |
| **0** | **1** | **2** | **3** | **4** | **>= 5** |
| end\_of\_brick\_one\_bit | terminate | na | na | na | na | na |
| alf\_ctb\_flag[ ][ ][ ] | 0..8 (clause 9.3.4.2.2) | na | na | na | na | na |
| alf\_ctb\_use\_first\_aps\_flag | 0 | na | na | na | na | na |
| alf\_use\_aps\_flag | 0 | na | na | na | na | na |
| alf\_luma\_fixed\_filter\_idx | bypass | bypass | bypass | bypass | bypass | bypass |
| alf\_luma\_prev\_filter\_idx\_minus1 | bypass | bypass | bypass | bypass | bypass | bypass |
| alf\_ctb\_filter\_alt\_idx[ 0 ][ ][ ] | 0 | 0 | 0 | 0 | 0 | 0 |
| alf\_ctb\_filter\_alt\_idx[ 1 ][ ][ ] | 1 | 1 | 1 | 1 | 1 | 1 |
| sao\_merge\_left\_flag | 0 | na | na | na | na | na |
| sao\_merge\_up\_flag | 0 | na | na | na | na | na |
| sao\_type\_idx\_luma | 0 | bypass | na | na | na | na |
| sao\_type\_idx\_chroma | 0 | bypass | na | na | na | na |
| sao\_offset\_abs[ ][ ][ ][ ] | bypass | bypass | bypass | bypass | bypass | na |
| sao\_offset\_sign[ ][ ][ ][ ] | bypass | na | na | na | na | na |
| sao\_band\_position[ ][ ][ ] | bypass | bypass | bypass | bypass | bypass | bypass |
| sao\_eo\_class\_luma | bypass | bypass | na | na | na | na |
| sao\_eo\_class\_chroma | bypass | bypass | na | na | na | na |
| split\_cu\_flag | 0..8 (clause 9.3.4.2.2) | na | na | na | na | na |
| split\_qt\_flag | 0..5 (clause 9.3.4.2.2) | na | na | na | na | na |
| mtt\_split\_cu\_vertical\_flag | 0..4 (clause 9.3.4.2.3) | na | na | na | na | na |
| mtt\_split\_cu\_binary\_flag | ( 2 \* mtt\_split\_cu\_vertical\_flag ) + ( mttDepth < = 1 ? 1 : 0 ) | na | na | na | na | na |
| mode\_constraint\_flag | 0,1 (clause 9.3.4.2.2) | na | na | na | na | na |
| cu\_skip\_flag[ ][ ] | 0,1,2 (clause 9.3.4.2.2) | na | na | na | na | na |
| pred\_mode\_flag | 0,1 (clause 9.3.4.2.2) | na | na | na | na | na |
| pred\_mode\_ibc\_flag | 0,1,2 (clause 9.3.4.2.2) | na | na | na | na | na |
| pred\_mode\_plt\_flag | 0 | na | na | na | na | na |
| intra\_bdpcm\_flag | 0 | na | na | na | na | na |
| intra\_bdpcm\_dir\_flag | 0 | na | na | na | na | na |
| intra\_mip\_flag[ ][ ] | (Abs( Log2(cbWidth) − Log2(cbHeight) ) > 1) ?  3 : ( 0,1,2 (clause 9.3.4.2.2) ) | na | na | na | na | na |
| intra\_mip\_mode[ ][ ] | bypass | bypass | bypass | bypass | bypass | bypass |
| intra\_luma\_ref\_idx[ ][ ] | 0 | 1 | na | na | na | na |
| intra\_subpartitions\_mode\_flag | 0 | na | na | na | na | na |
| intra\_subpartitions\_split\_flag | 0 | na | na | na | na | na |
| intra\_luma\_mpm\_flag[ ][ ] | 0 | na | na | na | na | na |
| intra\_luma\_not\_planar\_flag[ ][ ] | intra\_subpartitions\_mode\_flag | na | na | na | na | na |
| intra\_luma\_mpm\_idx[ ][ ] | bypass | bypass | bypass | bypass | na | na |
| intra\_luma\_mpm\_remainder[ ][ ] | bypass | bypass | bypass | bypass | bypass | bypass |
| cclm\_mode\_flag | 0 | na | na | na | na | na |
| cclm\_mode\_idx | 0 | bypass | na | na | na | na |
| intra\_chroma\_pred\_mode | 0 | bypass | bypass | na | na | na |
| palette\_predictor\_run | bypass | bypass | bypass | bypass | bypass | bypass |
| num\_signalled\_palette\_entries | bypass | bypass | bypass | bypass | bypass | bypass |
| new\_palette\_entries | bypass | bypass | bypass | bypass | bypass | bypass |
| palette\_escape\_val\_present\_flag | bypass | na | na | na | na | na |
| palette\_transpose\_flag | 0 | na | na | na | na | na |
| num\_palette\_indices\_minus1 | bypass | bypass | bypass | bypass | bypass | bypass |
| palette\_idx\_idc | bypass | bypass | bypass | bypass | bypass | bypass |
| copy\_above\_palette\_indices\_flag | 0 | na | na | na | na | na |
| copy\_above\_indices\_for\_final\_run\_flag | 0 | na | na | na | na | na |
| palette\_run\_prefix | 0..7 (clause 9.3.4.2.11) |  |  |  |  |  |
| palette\_run\_suffix | bypass | bypass | bypass | bypass | bypass | bypass |
| palette\_escape\_val | bypass | bypass | bypass | bypass | bypass | bypass |
| general\_merge\_flag[ ][ ] | 0 | na | na | na | na | na |
| regular\_merge\_flag[ ][ ] | cu\_skip\_flag[ ][ ] ? 0 : 1 | na | na | na | na | na |
| mmvd\_merge\_flag[ ][ ] | 0 | na | na | na | na | na |
| mmvd\_cand\_flag[ ][ ] | 0 | na | na | na | na | na |
| mmvd\_distance\_idx[ ][ ] | 0 | bypass | bypass | bypass | bypass | bypass |
| mmvd\_direction\_idx[ ][ ] | bypass | bypass | na | na | na | na |
| merge\_subblock\_flag[ ][ ] | 0,1,2 (clause 9.3.4.2.2) | na | na | na | na | na |
| merge\_subblock\_idx[ ][ ] | 0 | bypass | bypass | bypass | bypass | na |
| ciip\_flag[ ][ ] | 0 | na | na | na | na | na |
| merge\_idx[ ][ ] | 0 | bypass | bypass | bypass | bypass | na |
| merge\_triangle\_split\_dir[ ][ ] | bypass | na | na | na | na | na |
| merge\_triangle\_idx0[ ][ ] | 0 | bypass | bypass | bypass | bypass | na |
| merge\_triangle\_idx1[ ][ ] | 0 | bypass | bypass | bypass | na | na |
| inter\_pred\_idc[ x0 ][ y0 ] | ( cbWidth + cbHeight ) > 12 ? 7 − ( ( 1 +  Log2( cbWidth ) + Log2( cbHeight ) ) >> 1 )   : 4 | 4 | na | na | na | na |
| inter\_affine\_flag[ ][ ] | 0,1,2 (clause 9.3.4.2.2) | na | na | na | na | na |
| cu\_affine\_type\_flag[ ][ ] | 0 | na | na | na | na | na |
| sym\_mvd\_flag[ ][ ] | 0 | na | na | na | na | na |
| ref\_idx\_l0[ ][ ] | 0 | 1 | bypass | bypass | bypass | bypass |
| ref\_idx\_l1[ ][ ] | 0 | 1 | bypass | bypass | bypass | bypass |
| mvp\_l0\_flag[ ][ ] | 0 | na | na | na | na | na |
| mvp\_l1\_flag[ ][ ] | 0 | na | na | na | na | na |
| amvr\_flag[ ][ ] | inter\_affine\_flag[ ][ ] ? 1 : 0 | na | na | na | na | na |
| amvr\_precision\_idx[ ][ ] | 0 | 1 | na | na | na | na |
| bcw\_idx[ ][ ] NoBackwardPredFlag = = 0 | 0 | bypass | na | na | na | na |
| bcw\_idx[ ][ ]  NoBackwardPredFlag = = 1 | 0 | bypass | bypass | bypass | na | na |
| cu\_cbf | 0 | na | na | na | na | na |
| cu\_sbt\_flag | ( cbWidth \*  cbHeight < 256 ) ? 1 : 0 | na | na | na | na | na |
| cu\_sbt\_quad\_flag | 0 | na | na | na | na | na |
| cu\_sbt\_horizontal\_flag | ( cbWidth = = cbHeight ) ? 0 : ( cbWidth < cbHeight ) ? 1 : 2 | na | na | na | na | na |
| cu\_sbt\_pos\_flag | 0 | na | na | na | na | na |
| lfnst\_idx[ ][ ] | ( tu\_mts\_idx[ x0 ][ y0 ]  = =  0 && treeType != SINGLE\_TREE ) ? 1 : 0 | bypass | na | na | na | na |
| abs\_mvd\_greater0\_flag[ ] | 0 | na | na | na | na | na |
| abs\_mvd\_greater1\_flag[ ] | 0 | na | na | na | na | na |
| abs\_mvd\_minus2[ ] | bypass | bypass | bypass | bypass | bypass | bypass |
| mvd\_sign\_flag[ ] | bypass | na | na | na | na | na |
| tu\_cbf\_luma[ ][ ][ ] | 0,1,2,3 (clause 9.3.4.2.5) | na | na | na | na | na |
| tu\_cbf\_cb[ ][ ][ ] | 0 | na | na | na | na | na |
| tu\_cbf\_cr[ ][ ][ ] | tu\_cbf\_cb[ ][ ][ ] | na | na | na | na | na |
| cu\_qp\_delta\_abs | 0 | 1 | 1 | 1 | 1 | bypass |
| cu\_qp\_delta\_sign\_flag | bypass | na | na | na | na | na |
| cu\_chroma\_qp\_offset\_flag | 0 | na | na | na | na | na |
| cu\_chroma\_qp\_offset\_idx | 0 | 0 | 0 | 0 | 0 | na |
| transform\_skip\_flag[ ][ ] | 0 | na | na | na | na | na |
| tu\_mts\_idx[ ][ ] | 0 | 1 | 2 | 3 | na | na |
| tu\_joint\_cbcr\_residual\_flag[ ][ ] | 2\*tu\_cbf\_cb[ ][ ] + tu\_cbf\_cr[ ][ ] − 1 | na | na | na | na | na |
| last\_sig\_coeff\_x\_prefix | 0..22 (clause 9.3.4.2.4) | | | | | |
| last\_sig\_coeff\_y\_prefix | 0..22 (clause 9.3.4.2.4) | | | | | |
| last\_sig\_coeff\_x\_suffix | bypass | bypass | bypass | bypass | bypass | bypass |
| last\_sig\_coeff\_y\_suffix | bypass | bypass | bypass | bypass | bypass | bypass |
| coded\_sub\_block\_flag[ ][ ] | 0..7 (clause 9.3.4.2.6) | na | na | na | na | na |
| sig\_coeff\_flag[ ][ ] | ( MaxCcbs > 0)  ?  ( 0..93 (clause 9.3.4.2.8) ) : bypass | na | na | na | na | na |
| par\_level\_flag[ ] | ( MaxCcbs > 0)  ?  ( 0..32 (clause 9.3.4.2.9) ) : bypass | na | na | na | na | na |
| abs\_level\_gtx\_flag[ ] | ( MaxCcbs > 0)  ?  ( 0..73 (clause 9.3.4.2.9) ) : bypass | na | na | na | na | na |
| abs\_remainder[ ] | bypass | bypass | bypass | bypass | bypass | bypass |
| dec\_abs\_level[ ] | bypass | bypass | bypass | bypass | bypass | bypass |
| coeff\_sign\_flag[ ]  transform\_skip\_flag[ x0 ][ y0 ] = = 0 | bypass | na | na | na | na | na |
| coeff\_sign\_flag[ ] transform\_skip\_flag[ x0 ][ y0 ] = = 1 | ( MaxCcbs > 0)  ?   ( 0..5 (clause 9.3.4.2.10) )  :  bypass | na | na | na | na | na |

##### Derivation process of ctxInc using left and above syntax elements

Input to this process is the luma location ( x0, y0 ) specifying the top-left luma sample of the current luma block relative to the top-left sample of the current picture, the colour component cIdx, the current coding quadtree depth cqtDepth, the dual tree channel type chType, the width and the height of the current coding block in luma samples cbWidth and cbHeight, and the variables allowSplitBtVer, allowSplitBtHor, allowSplitTtVer, allowSplitTtHor, and allowSplitQt as derived in the coding tree semantics in clause 7.4.9.4.

Output of this process is ctxInc.

The location ( xNbL, yNbL ) is set equal to ( x0 − 1, y0 ) and the derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( x0, y0 ), the neighbouring location ( xNbY, yNbY ) set equal to ( xNbL, yNbL ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availableL.

The location ( xNbA, yNbA ) is set equal to ( x0, y0 − 1 ) and the derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( x0, y0 ), the neighbouring location ( xNbY, yNbY ) set equal to ( xNbA, yNbA ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availableA.

The assignment of ctxInc is specified as follows with condL and condA specified in Table 9‑84:

* For the syntax elements alf\_ctb\_flag[ x0 ][ y0 ][ cIdx ], split\_qt\_flag, split\_cu\_flag, cu\_skip\_flag[ x0 ][ y0 ], pred\_mode\_ibc\_flag[ x0 ][ y0 ], intra\_mip\_flag[ x0 ][ y0 ], inter\_affine\_flag[ x0 ][ y0 ] and merge\_subblock\_flag[ x0 ][ y0 ]:

ctxInc = ( condL  &&  availableL ) + ( condA  &&  availableA ) + ctxSetIdx \* 3 (9‑30)

* For the syntax elements pred\_mode\_flag[ x0 ][ y0 ] and mode\_constraint\_flag:

ctxInc = ( condL  &&  availableL ) | | ( condA  &&  availableA ) (9‑31)

Table 9‑84 – Specification of ctxInc using left and above syntax elements

|  |  |  |  |
| --- | --- | --- | --- |
| **Syntax element** | **condL** | **condA** | **ctxSetIdx** |
| alf\_ctb\_flag[ x0 ][ y0 ][ cIdx ] | alf\_ctb\_flag[ xNbL ][ yNbL ][ cIdx ] | alf\_ctb\_flag[ xNbA ][ yNbA ][cIdx ] | cIdx |
| split\_qt\_flag | CqtDepth[ chType ][ xNbL ][ yNbL ] > cqtDepth | CqtDepth[ chType ][ xNbA ][ yNbA ] > cqtDepth | ( cqtDepth < 2) ? 0 : 1 |
| split\_cu\_flag | CbHeight[ chType ][ xNbL ][ yNbL ] < cbHeight | CbWidth[ chType ][ xNbA ][ yNbA ] < cbWidth | ( allowSplitBtVer +   allowSplitBtHor +   allowSplitTtVer +   allowSplitTtHor +   2 \* allowSplitQt − 1 ) / 3 |
| mode\_constraint\_flag | CuPredMode[ chType ][ xNbL ][ yNbL ] = = MODE\_INTRA | CuPredMode[ chType ][ xNbA ][ yNbA ] = = MODE\_INTRA | 0 |
| cu\_skip\_flag[ x0 ][ y0 ] | cu\_skip\_flag[ xNbL ][ yNbL ] | cu\_skip\_flag[ xNbA ][ yNbA ] | 0 |
| pred\_mode\_flag[ x0 ][ y0 ] | CuPredMode[ chType ][ xNbL ][ yNbL ] = = MODE\_INTRA | CuPredMode[ chType ][ xNbA ][ yNbA ] = = MODE\_INTRA | 0 |
| pred\_mode\_ibc\_flag[ x0 ][ y0 ] | CuPredMode[ chType ][ xNbL ][ yNbL ] = = MODE\_IBC | CuPredMode[ chType ][ xNbA ][ yNbA ] = = MODE\_IBC | 0 |
| intra\_mip\_flag[ x0 ][ y0 ] | intra\_mip\_flag[ xNbL ][ yNbL ] | intra\_mip\_flag[ xNbA ][ yNbA ] | 0 |
| merge\_subblock\_flag[ x0 ][ y0 ] | merge\_subblock\_flag[ xNbL ][ yNbL ] | inter\_affine\_flag[ xNbL ][ yNbL ] | merge\_subblock\_flag[ xNbA ][ yNbA ] | inter\_affine\_flag[ xNbA ][ yNbA ] | 0 |
| inter\_affine\_flag [ x0 ][ y0 ] | merge\_subblock\_flag[ xNbL ][ yNbL ] | inter\_affine\_flag[ xNbL ][ yNbL ] | merge\_subblock\_flag[ xNbA ][ yNbA ] | inter\_affine\_flag[ xNbA ][ yNbA ] | 0 |

##### Derivation process of ctxIncfor the syntax element mtt\_split\_cu\_vertical\_flag

Input to this process is the luma location ( x0, y0 ) specifying the top-left luma sample of the current luma block relative to the top-left sample of the current picture, the width and the height of the current coding block in luma samples cbWidth and cbHeight, and the variables allowSplitBtVer, allowSplitBtHor, allowSplitTtVer, allowSplitTtHor, and allowSplitQt as derived in the coding tree semantics in clause 7.4.9.4.

Output of this process is ctxInc.

The location ( xNbL, yNbL ) is set equal to ( x0 − 1, y0 ) and the derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( x0, y0 ) and the neighbouring location ( xNbY, yNbY ) set equal to ( xNbL, yNbL ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availableL.

The location ( xNbA, yNbA ) is set equal to ( x0, y0 − 1 ) and tthe derivation process for neighbouring block availability as specified in clause 6.4.4 is invoked with the location ( xCurr, yCurr ) set equal to ( x0, y0 ), the neighbouring location ( xNbY, yNbY ) set equal to ( xNbA, yNbA ), checkPredModeY set equal to FALSE, and cIdx as inputs, and the output is assigned to availableA.

The assignment of ctxInc is specified as follows:

* If allowSplitBtVer + allowSplitBtHor is greater than allowSplitTtVer + allowSplitTtHor, ctxInc is set equal to 4.
* Otherwise, if allowSplitBtVer + allowSplitBtHor is less than allowSplitTtVer + allowSplitTtHor, ctxInc is set equal to 4.
* Otherwise, the following applies:
* The variables dA and dL are derived as follows

dA = cbWidth / ( availableA  ?  CbWidth[ chType ][ xNbA ][ yNbA ]  :  1 ) (9‑32)

dL = cbHeight / ( availableL  ?  CbHeight[ chType ][ xNbL ][ yNbL ]  :  1 ) (9‑33)

* If any of the following conditions is true, ctxInc is set equal to 0:
* dA is equal to dL,
* availableA is equal to FALSE,
* availableL is equal to FALSE.
* Otherwise, if dA is less then dL, ctxInc is set equal to 1.
* Otherwise, ctxInc is set equal to 0.

##### Derivation process of ctxInc for the syntax elements last\_sig\_coeff\_x\_prefix and last\_sig\_coeff\_y\_prefix

Inputs to this process are the variable binIdx, the colour component index cIdx, the binary logarithm of the transform block width log2TbWidth and the transform block height log2TbHeight.

Output of this process is the variable ctxInc.

The variable log2TbSize is derived as follows:

* If the syntax element to be parsed is last\_sig\_coeff\_x\_prefix, log2TbSize is set equal to log2TbWidth.
* Otherwise (the syntax element to be parsed is last\_sig\_coeff\_y\_prefix), log2TbSize is set equal to log2TbHeight.

The variables ctxOffset and ctxShift are derived as follows:

* If cIdx is equal to 0, ctxOffset is set equal to offsetY[ log2TbSize − 2 ] and ctxShift is set equal to ( log2TbSize + 1 )  >>  2 with the list offsetY specified as follows:

offsetY[] = {0, 3, 6, 10, 15} (9‑34)

* Otherwise (cIdx is greater than 0), ctxOffset is set equal to 20 and ctxShift is set equal to Clip3( 0, 2, 2log2TbSize >> 3 ).

The variable ctxInc is derived as follows:

ctxInc = ( binIdx >> ctxShift ) + ctxOffset (9‑35)

##### Derivation process of ctxInc for the syntax element tu\_cbf\_luma

Inputs to this process are the variable binIdx, the colour component index cIdx, the binary logarithm of the transform block width log2TbWidth and the transform block height log2TbHeight and the current transform tree depth trDepth.

Output of this process is the variable ctxInc.

The variable ctxInc is derived as follows:

* If intra\_bdpcm\_flag is equal to 1, ctxInc is set equal to 1.
* Otherwise, if IntraSubpartitionsSplitType is equal to ISP\_NO\_SPLIT, ctxInc is set equal to 0.
* Otherwise ( intra\_bdpcm\_flag is equal to 0 and IntraSubpartitionsSplitType is not equal to ISP\_NO\_SPLIT ), the following applies:
* The variable prevTuCbfY is derived as follows:
* If the current transform unit is the first one to be parsed in a coding unit, prevTuCbfY is set equal to 0.
* Otherwise, prevTuCbfY is set equal to the value of tu\_cbf\_luma of the previous luma transform unit in the current coding unit.
* The variable ctxInc is derived as follows:

ctxInc = 2 + prevTuCbfY (9‑36)

##### Derivation process of ctxInc for the syntax element coded\_sub\_block\_flag

Inputs to this process are the colour component index cIdx, the current sub-block scan location ( xS, yS ), the previously decoded bins of the syntax element coded\_sub\_block\_flag and the binary logarithm of the transform block width log2TbWidth and the transform block height log2TbHeight.

Output of this process is the variable ctxInc.

The variable csbfCtx is derived using the current location ( xS, yS ), two previously decoded bins of the syntax element coded\_sub\_block\_flag in scan order, log2TbWidth and log2TbHeight, as follows:

* The variables log2SbWidth and log2SbHeight are dervied as follows:

log2SbWidth = ( Min( log2TbWidth, log2TbHeight ) < 2 ? 1 : 2 ) (9‑37)

log2SbHeight = log2SbWidth (9‑38)

* The variables log2SbWidth and log2SbHeight are modified as follows:
* If log2TbWidth is less than 2 and cIdx is equal to 0, the following applies

log2SbWidth = log2TbWidth (9‑39)

log2SbHeight = 4 − log2SbWidth (9‑40)

* Otherwise, if log2TbHeight is less than 2 and cIdx is equal to 0, the following applies

log2SbHeight = log2TbHeight (9‑41)

log2SbWidth = 4 − log2SbHeight (9‑42)

* The variable csbfCtx is initialized with 0 and modified as follows:
* If transform\_skip\_flag[ xS ][ yS ] is equal to 1, the following applies:
* When xS is greater than 0, csbfCtx is modified as follows:

csbfCtx += coded\_sub\_block\_flag[ xS − 1 ][ yS ] (9‑43)

* When yS is greater than 0, csbfCtx is modified as follows:

csbfCtx += coded\_sub\_block\_flag[ xS ][ yS − 1 ] (9‑44)

* Otherwise (transform\_skip\_flag[ xS ][ yS ] is equal to 0), the following applies:
* When xS is less than ( 1  <<  ( log2TbWidth − log2SbWidth ) ) − 1, csbfCtx is modified as follows:

csbfCtx += coded\_sub\_block\_flag[ xS + 1 ][ yS ] (9‑45)

* When yS is less than ( 1  <<  ( log2TbHeight − log2SbHeight ) ) − 1, csbfCtx is modified as follows:

csbfCtx += coded\_sub\_block\_flag[ xS ][ yS + 1 ] (9‑46)

The context index increment ctxInc is derived using the colour component index cIdx and csbfCtx as follows:

* If cIdx is equal to 0, ctxInc is derived as follows:
* If transform\_skip\_flag[ xS ][ yS ] is equal to 1, the following applies:

ctxInc = 4 + csbfCtx (9‑47)

* Otherwise (transform\_skip\_flag[ xS ][ yS ] is equal to 0), the following applies:

ctxInc = Min( csbfCtx, 1 ) (9‑48)

* Otherwise (cIdx is greater than 0), ctxInc is derived as follows:

ctxInc = 2 + Min( csbfCtx, 1 ) (9‑49)

##### Derivation process for the variables locNumSig, locSumAbsPass1

Inputs to this process are the colour component index cIdx, the luma location ( x0, y0 ) specifying the top-left sample of the current transform block relative to the top-left sample of the current picture, the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight.

Outputs of this process are the variables locNumSig and locSumAbsPass1.

Given the syntax elements sig\_coeff\_flag[ x ][ y ] and the array AbsLevelPass1[ x ][ C ] for the transform block with component index cIdx and the top-left luma location ( x0, y0 ), the variables locNumSig and locSumAbsPass1 are derived as specified by the following pseudo code:

locNumSig = 0  
locSumAbsPass1 = 0  
if( transform\_skip\_flag[ xS ][ yS ] ) {  
 if( xC > 0 ) {  
 locNumSig += sig\_coeff\_flag[ xC − 1 ][ yC ]  
 locSumAbsPass1 += AbsLevelPass1[ xC − 1 ][ yC ]  
 }  
 if( yC > 0 ) {  
 locNumSig += sig\_coeff\_flag[ xC ][ yC − 1 ]   
 locSumAbsPass1 += AbsLevelPass1[ xC ][ yC − 1 ]  
 }  
} else {  
 if( xC < (1 << log2TbWidth) − 1 ) {  
 locNumSig += sig\_coeff\_flag[ xC + 1 ][ yC ]  
 locSumAbsPass1 += AbsLevelPass1[ xC + 1 ][ yC ]  
 if( xC < (1 << log2TbWidth) − 2 ) {  
 locNumSig += sig\_coeff\_flag[ xC + 2 ][ yC ]   
 locSumAbsPass1 += AbsLevelPass1[ xC + 2 ][ yC ]  
 }  
 if( yC < (1 << log2TbHeight) − 1 ) {  
 locNumSig += sig\_coeff\_flag[ xC + 1 ][ yC + 1 ] (9‑50)  
 locSumAbsPass1 += AbsLevelPass1[ xC + 1 ][ yC + 1 ]  
 }  
 }  
 if( yC < (1 << log2TbHeight) − 1 ) {  
 locNumSig += sig\_coeff\_flag[ xC ][ yC + 1 ]   
 locSumAbsPass1 += AbsLevelPass1[ xC ][ yC + 1 ]  
 if( yC < (1 << log2TbHeight) − 2 ) {  
 locNumSig += sig\_coeff\_flag[ xC ][ yC + 2 ]   
 locSumAbsPass1 += AbsLevelPass1[ xC ][ yC + 2 ]  
 }  
 }  
}

##### Derivation process of ctxInc for the syntax element sig\_coeff\_flag

Inputs to this process are the colour component index cIdx, the luma location ( x0, y0 ) specifying the top-left sample of the current transform block relative to the top-left sample of the current picture, the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight.

Output of this process is the variable ctxInc.

The variable locSumAbsPass1 is derived by invoking the derivation process for the variables locNumSig and locSumAbsPass1 specifies in clause 9.3.4.2.7 with colour component index cIdx, the luma location ( x0, y0), the current coefficient scan location (xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight as input.

The variable d is set equal to xC + yC.

The variable ctxInc is derived as follows:

* If transform\_skip\_flag[ xS ][ yS ] is equal to 1, the following applies:

ctxInc = 90 + locSumSig (9‑51)

* Otherwise ( transform\_skip\_flag[ xS ][ yS ] is equal to 1 ), the following applies:
* If cIdx is equal to 0, ctxInc is derived as follows:

ctxInc = 12 \* Max( 0, QState − 1) + Min( ( locSumAbsPass1 + 1 ) >> 1, 3 ) + (9‑52)  
 ( d < 2  ?  8  :  ( d < 5  ?  4  :  0 ) )

* Otherwise (cIdx is greater than 0), ctxInc is derived as follows:

ctxInc = 36 + 8 \* Max( 0, QState − 1) + Min( ( locSumAbsPass1 + 1 ) >> 1, 3 ) + ( d < 2  ?  4  :  0 ) (9‑53)

##### Derivation process of ctxInc for the syntax elements par\_level\_flag and abs\_level\_gtx\_flag

Inputs to this process are the colour component index cIdx, the luma location ( x0, y0 ) specifying the top-left sample of the current transform block relative to the top-left sample of the current picture, the current coefficient scan location ( xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight.

Output of this process is the variable ctxInc.

The variable ctxInc is derived as follows:

* If transform\_skip\_flag[ xS ][ yS ] is equal to 1, the following applies:
* If the syntax element is par\_level\_flag, the following applies:

ctxInc = 33 (9‑54)

* Otherwise, if the syntax element is abs\_level\_gtx\_flag[ n ][ 0 ], the following applies:
* If intra\_bdpcm\_flag is equal to 1, ctxInc is derived as follows:

ctxInc = 68 (9‑55)

* Otherwise, if xC is greater than 0 and yC is greater than 0, ctxInc is derived as follows:

ctxInc = 65 + sig\_coeff\_flag[ xC − 1 ][ yC ] + sig\_coeff\_flag[ xC ][ yC − 1 ] (9‑56)

* Otherwise, if xC is greater than 0, ctxInc is derived as follows:

ctxInc = 65 + sig\_coeff\_flag[ xC − 1 ][ yC ] (9‑57)

* Otherwise, if yC is greater than 0, ctxInc is derived as follows:

ctxInc = 65 + sig\_coeff\_flag[ xC ][ yC − 1 ] (9‑58)

* Otherwise, ctxInc is derived as follows:

ctxInc = 65 (9‑59)

* Otherwise, if the syntax element is abs\_level\_gtx\_flag[ n ][ j ] with j > 0, the following applies:

ctxInc = 68 + j (9‑60)

* Otherwise (transform\_skip\_flag[ xS ][ yS ] is equal to 0), the following applies:
* The variable locNumSig and locSumAbsPass1 is derived by invoking the derivation process for the variables locNumSig and locSumAbsPass1 specifies in clause 9.3.4.2.7 with colour component index cIdx, the luma location ( x0, y0), the current coefficient scan location (xC, yC ), the binary logarithm of the transform block width log2TbWidth, and the binary logarithm of the transform block height log2TbHeight as input.
* The variable ctxOffset is set equal to Min( locSumAbsPass1 − locNumSig, 4 ).
* The variable d is set equal to xC + yC.
* If xC is equal to LastSignificantCoeffX and yC is equal to LastSignificantCoeffY, ctxInc is derived as follows:

ctxInc = ( cIdx  = =  0  ?  0  :  21 ) (9‑61)

* Otherwise, if cIdx is equal to 0, ctxInc is derived as follows:

ctxInc = 1 + ctxOffset + ( d  = =  0  ?  15  :  ( d < 3  ?  10  :  ( d < 10  ?  5  :  0 ) ) ) (9‑62)

* Otherwise (cIdx is greater than 0), ctxInc is derived as follows:

ctxInc = 22 + ctxOffset + ( d  = =  0  ?  5  :  0 ) (9‑63)

##### Derivation process of ctxInc for the syntax element coeff\_sign\_flag for transform skip mode

Inputs to this process are the colour component index cIdx, the luma location ( x0, y0 ) specifying the top-left sample of the current transform block relative to the top-left sample of the current picture, the current coefficient scan location ( xC, yC )

Output of this process is the variable ctxInc.

The variables rightSign and belowSign are set as follows:

rightSign = ( xC = = 0 ) ? 0 : CoeffSignLevel[ xC − 1 ][ yC ] (9‑64)

belowSign = ( yC = = 0 ) ? 0 : CoeffSignLevel[ xC ][ yC − 1 ] (9‑65)

The variable ctxInc is derived as follows:

* If rightSign is equal to 0 and belowSign is equal to 0, or if rightSign is equal to −belowSign, the following applies:

ctxInc = ( intra\_bdpcm\_flag  = =  0  ?  0  :  3 ) (9‑66)

* Otherwise, if rightSign is greater than or equal to 0 and belowSign is greater than or equal to 0, the following applies:

ctxInc = ( intra\_bdpcm\_flag  = =  0  ?  1  :  4 ) (9‑67)

* Otherwise, the following applies:

ctxInc = ( intra\_bdpcm\_flag  = =  0  ?  2  :  5 ) (9‑68)

##### Derivation process of ctxInc for the syntax element palette\_run\_prefix

Inputs to this process are the bin index binIdx and the syntax elements copy\_above\_palette\_indices\_flag and palette\_idx\_idc.

Output of this process is the variable ctxInc.

The variable ctxInc is derived as follows:

* If copy\_above\_palette\_indices\_flag is equal to 0 and binIdx is equal to 0, ctxInc is derived as follows:

ctxInc = ( palette\_idx\_idc < 1 ) ? 0 : ( ( palette\_idx\_idc < 3 ) ? 1 : 2 ) (9‑69)

* Otherwise, ctxInc is provided by Table 9‑85:

Table 9‑85 – Specification of ctxIdxMap[ copy\_above\_palette\_indices\_flag ][ binIdx ]

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **binIdx** | **0** | **1** | **2** | **3** | **4** | **> 4** |
| copy\_above\_palette\_indices\_flag = = 1 | 5 | 6 | 6 | 7 | 7 | bypass |
| copy\_above\_palette\_indices\_flag = = 0 | 0, 1, 2 | 3 | 3 | 4 | 4 | bypass |

#### Arithmetic decoding process

##### General

Inputs to this process are ctxTable, ctxIdx, and bypassFlag, as derived in subclause 9.3.4.2, and the state variables ivlCurrRange and ivlOffset of the arithmetic decoding engine.

Output of this process is the value of the bin.

Figure 9‑4 illustrates the whole arithmetic decoding process for a single bin. For decoding the value of a bin, the context index table ctxTable, the ctxIdx and the bypassFlag are passed to the arithmetic decoding process DecodeBin( ctxTable, ctxIdx, bypassFlag ), which is specified as follows:

– If bypassFlag is equal to 1, DecodeBypass( ) as specified in subclause 9.3.4.3.4 is invoked.

– Otherwise, if bypassFlag is equal to 0, ctxTable is equal to 0, and ctxIdx is equal to 0, DecodeTerminate( ) as specified in subclause 9.3.4.3.5 is invoked.

– Otherwise (bypassFlag is equal to 0 and ctxTable is not equal to 0), DecodeDecision( ctxTable, ctxIdx ) as specified in subclause 9.3.4.3.2 is invoked.
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Figure 9‑4 – Overview of the arithmetic decoding process for a single bin (informative)

NOTE – Arithmetic coding is based on the principle of recursive interval subdivision. Given a probability estimation p( 0 ) and p( 1 ) = 1 − p( 0 ) of a binary decision ( 0, 1 ), an initially given code sub-interval with the range ivlCurrRange will be subdivided into two sub-intervals having range p( 0 ) \* ivlCurrRange and ivlCurrRange − p( 0 ) \* ivlCurrRange, respectively. Depending on the decision, which has been observed, the corresponding sub-interval will be chosen as the new code interval, and a binary code string pointing into that interval will represent the sequence of observed binary decisions. It is useful to distinguish between the most probable symbol(MPS) and the least probable symbol(LPS), so that binary decisions have to be identified as either MPS or LPS, rather than 0 or 1. Given this terminology, each context is specified by the probability pLPS of the LPS and the value of MPS (valMps), which is either 0 or 1. The arithmetic core engine in this Specification has three distinct properties:

– The probability estimation is performed by means of a finite-state machine with a table-based transition process between 64 different representative probability states { pLPS( pStateIdx ) | 0  <=  pStateIdx < 64 } for the LPS probability pLPS. The numbering of the states is arranged in such a way that the probability state with indexpStateIdx = 0 corresponds to an LPS probability value of 0.5, with decreasing LPS probability towards higher state indices.

– The range ivlCurrRange representing the state of the coding engine is quantized to a small set {Q1,…,Q4} of pre-set quantization values prior to the calculation of the new interval range. Storing a table containing all 64x4 pre-computed product values of Qi \* pLPS( pStateIdx ) allows a multiplication-free approximation of the product ivlCurrRange \* pLPS( pStateIdx ).

– For syntax elements or parts thereof for which an approximately uniform probability distribution is assumed to be given a separate simplified encoding and decoding bypass process is used.

##### Arithmetic decoding process for a binary decision

###### General

Inputs to this process are the variables ctxTable, ctxIdx, ivlCurrRange, and ivlOffset.

Outputs of this process are the decoded value binVal, and the updated variables ivlCurrRange and ivlOffset.

Figure 9‑5 shows the flowchart for decoding a single decision (DecodeDecision):

1. The value of the variable ivlLpsRange is derived as follows:

– Given the current value of ivlCurrRange, the variable qRangeIdx is derived as follows:

qRangeIdx = ivlCurrRange >> 5 (9‑70)

– Given qRangeIdx, pStateIdx0 and pStateIdx1 associated with ctxTable and ctxIdx, valMps and ivlLpsRange are derived as follows:

pState = pStateIdx1 + 16 \* pStateIdx0  
valMps = pState >> 14  
ivlLpsRange = ( qRangeIdx \* ( (valMps ? 32767 − pState : pState ) >> 9 ) >> 1 ) + 4 (9‑71)

1. The variable ivlCurrRange is set equal to ivlCurrRange − ivlLpsRange and the following applies:

– If ivlOffset is greater than or equal to ivlCurrRange, the variable binVal is set equal to 1 − valMps, ivlOffset is decremented by ivlCurrRange, and ivlCurrRange is set equal to ivlLpsRange.

– Otherwise, the variable binVal is set equal to valMps.

Given the value of binVal, the state transition isperformed as specified in subclause 9.3.4.3.2.2. Depending on the current value of ivlCurrRange, renormalization is performed as specified in subclause 9.3.4.3.3.

###### State transition process

Inputs to this process are the current pStateIdx0 and pStateIdx1, and the decoded value binVal.

Outputs of this process are the updated pStateIdx0 and pStateIdx1 of the context variable associated with ctxIdx.

The variable ctxIdxOffset is specified in Table 9‑4 depending on the current value of initType and ctxInc set equal to ctxIdx − ctxIdxOffset.

The variables shift0 and shift1 are derived from the shiftIdx value associated with ctxTable and ctxInc in clause 9.3.2.2.

shift0 = (shiftIdx >> 2) + 2   
shift1 = (shiftIdx & 3) + 3 + shift0 (9‑72)

Depending on the decoded value binVal, the update of the two variables pStateIdx0 and pStateIdx1 associated with ctxIdx is derived as follows:

pStateIdx0 = pStateIdx0 − (pStateIdx0 >> shift0) + (1023 \* binVal >> shift0)  
pStateIdx1 = pStateIdx1 − (pStateIdx1 >> shift1) + (16383 \* binVal >> shift1) (9‑73)
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Figure 9‑5 – Flowchart for decoding a decision

##### Renormalization process in the arithmetic decoding engine

Inputs to this process are bits from slice data and the variables ivlCurrRange and ivlOffset.

Outputs of this process are the updated variables ivlCurrRange and ivlOffset.

A flowchart of the renormalization is shown in Figure 9‑6. The current value of ivlCurrRange is first compared to 256 and further steps are specified as follows:

– If ivlCurrRange is greater than or equal to 256, no renormalization is needed and the RenormD process is finished;

– Otherwise (ivlCurrRange is less than 256), the renormalization loop is entered. Within this loop, the value of ivlCurrRange is doubled, i.e. left-shifted by 1 and a single bit is shifted into ivlOffset by using read\_bits( 1 ).

The bitstream shall not contain data that result in a value of ivlOffset being greater than or equal to ivlCurrRange upon completion of this process.
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Figure 9‑6 – Flowchart of renormalization

##### Bypass decoding process for binary decisions

Inputs to this process are bits from slice data and the variables ivlCurrRange and ivlOffset.

Outputs of this process are the updated variable ivlOffset and the decoded value binVal.

The bypass decoding process is invoked when bypassFlag is equal to 1. Figure 9‑7 shows a flowchart of the corresponding process.

First, the value of ivlOffset is doubled, i.e. left-shifted by 1 and a single bit is shifted into ivlOffset by using read\_bits( 1 ). Then, the value of ivlOffset is compared to the value of ivlCurrRange and further steps are specified as follows:

– If ivlOffset is greater than or equal to ivlCurrRange, the variable binVal is set equal to 1 and ivlOffset is decremented by ivlCurrRange.

– Otherwise (ivlOffset is less than ivlCurrRange), the variable binVal is set equal to 0*.*

The bitstream shall not contain data that result in a value of ivlOffset being greater than or equal to ivlCurrRange upon completion of this process.
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Figure 9‑7 – Flowchart of bypass decoding process

##### Decoding process for binary decisions before termination

Inputs to this process are bits from slice data and the variables ivlCurrRange and ivlOffset.

Outputs of this process are the updated variables ivlCurrRange and ivlOffset, and the decoded value binVal.

This decoding process applies to decoding of end\_of\_brick\_one\_bit corresponding to ctxTable equal to 0 and ctxIdx equal to 0. Figure 9‑8 shows the flowchart of the corresponding decoding process, which is specified as follows:

First, the value of ivlCurrRange is decremented by 2. Then, the value of ivlOffset is compared to the value of ivlCurrRange and further steps are specified as follows:

– If ivlOffset is greater than or equal to ivlCurrRange, the variable binVal is set equal to 1, no renormalization is carried out, and CABAC decoding is terminated. The last bit inserted in register ivlOffset is equal to 1. When decoding end\_of\_brick \_one\_bit, this last bit inserted in register ivlOffset is interpreted as rbsp\_stop\_one\_bit.

– Otherwise (ivlOffset is less than ivlCurrRange), the variable binVal is set equal to 0 and renormalization is performed as specified in subclause 9.3.4.3.3.

NOTE – This procedure may also be implemented using DecodeDecision( ctxTable, ctxIdx, bypassFlag ) with ctxTable = 0, ctxIdx = 0 and bypassFlag = 0. In the case where the decoded value is equal to 1, seven more bits would be read by DecodeDecision( ctxTable, ctxIdx, bypassFlag ) and a decoding process would have to adjust its bitstream pointer accordingly to properly decode following syntax elements.
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Figure 9‑8 – Flowchart of decoding a decision before termination

# Sub-bitstream extraction process

Inputs to this process are a bitstream, a target nuh\_layer\_id list lIdTargetList, and a target highest TemporalId value tIdTarget.

Output of this process is a sub-bitstream.

It is a requirement of bitstream conformance for the input bitstream that any output sub-bitstream that is the output of the process specified in this clause with the bitstream, lIdTargetList containing of any particular nuh\_layer\_id value in the range of vps\_layer\_id[ 0 ] to vps\_layer\_id[ vps\_max\_layers\_minus1 ], inclusive, when vps\_all\_independent\_layers\_flag is equal to 1, or lIdTargetList containing all nuh\_layer\_id value in the range of vps\_layer\_id[ 0 ] to vps\_layer\_id[ vps\_max\_layers\_minus1 ], inclusive, when vps\_all\_independent\_layers\_flag is equal to 0, and tIdTarget equal to any value in the range of 0 to 6, inclusive, as inputs, and that satisfies the following conditions shall be a conforming bitstream:

– The output sub-bitstream contains at least one VCL NAL unit with nuh\_layer\_id equal to each of the nuh\_layer\_id values in the lIdTargetList.

– The output sub-bitstream contains at least one VCL NAL unit with TemporalId equal to tIdTarget.

NOTE – A conforming bitstream contains one or more coded slice NAL units with TemporalId equal to 0.

The output sub-bitstream is derived as follows:

– Remove all NAL units with TemporalId greater than tIdTarget.

– Remove all NAL units with nuh\_layer\_id not included in lIdTargetList.

1. Annex A  
     
   Profiles, tiers and levels

(This annex forms an integral part of this Recommendation | International Standard.)

* 1. Overview of profiles, tiers and levels

Profiles, tiers and levels specify restrictions on bitstreams and hence limits on the capabilities needed to decode the bitstreams. Profiles, tiers and levels may also be used to indicate interoperability points between individual decoder implementations.

1. Annex B  
     
   Byte stream format

(This annex forms an integral part of this Recommendation | International Standard.)

* 1. General

This annex specifies syntax and semantics of a byte stream format specified for use by applications that deliver some or all of the NAL unit stream as an ordered stream of bytes or bits within which the locations of NAL unit boundaries need to be identifiable from patterns in the data, such as Rec. ITU-T H.222.0 | ISO/IEC 13818-1 systems or Recommendation ITU‑T H.320 systems. For bit-oriented delivery, the bit order for the byte stream format is specified to start with the MSB of the first byte, proceed to the LSB of the first byte, followed by the MSB of the second byte, etc.

The byte stream format consists of a sequence of byte stream NAL unit syntax structures. Each byte stream NAL unit syntax structure contains one start code prefix followed by one nal\_unit( NumBytesInNalUnit ) syntax structure. It may (and under some circumstances, it shall) also contain an additional zero\_byte syntax element. It may also contain one or more additional trailing\_zero\_8bits syntax elements. When it is the first byte stream NAL unit in the bitstream, it may also contain one or more additional leading\_zero\_8bits syntax elements.

* 1. **Byte stream NAL unit syntax and semantics**
     1. **Byte stream NAL unit syntax**

|  |  |
| --- | --- |
| byte\_stream\_nal\_unit( NumBytesInNalUnit ) { | **Descriptor** |
| while( next\_bits( 24 ) != 0x000001 && next\_bits( 32 ) != 0x00000001 ) |  |
| **leading\_zero\_8bits** /\* equal to 0x00 \*/ | f(8) |
| if( next\_bits( 24 ) != 0x000001 ) |  |
| **zero\_byte** /\* equal to 0x00 \*/ | f(8) |
| **start\_code\_prefix\_one\_3bytes** /\* equal to 0x000001 \*/ | f(24) |
| nal\_unit( NumBytesInNalUnit ) |  |
| while( more\_data\_in\_byte\_stream( ) && next\_bits( 24 ) != 0x000001 &&  next\_bits( 32 ) != 0x00000001 ) |  |
| **trailing\_zero\_8bits** /\* equal to 0x00 \*/ | f(8) |
| } |  |

* + 1. **Byte stream NAL unit semantics**

The order of byte stream NAL units in the byte stream shall follow the decoding order of the NAL units contained in the byte stream NAL units (see clause 7.4.2.4). The content of each byte stream NAL unit is associated with the same access unit as the NAL unit contained in the byte stream NAL unit (see clause 7.4.2.4.3).

**leading\_zero\_8bits** is a byte equal to 0x00.

NOTE – The leading\_zero\_8bits syntax element can only be present in the first byte stream NAL unit of the bitstream, because (as shown in the syntax diagram of clause B.2.1) any bytes equal to 0x00 that follow a NAL unit syntax structure and precede the four-byte sequence 0x00000001 (which is to be interpreted as a zero\_byte followed by a start\_code\_prefix\_one\_3bytes) will be considered to be trailing\_zero\_8bits syntax elements that are part of the preceding byte stream NAL unit.

**zero\_byte** is a single byte equal to 0x00.

When one or more of the following conditions are true, the zero\_byte syntax element shall be present:

– The nal\_unit\_type within the nal\_unit( ) syntax structure is equal to DPS\_NUT, VPS\_NUT, SPS\_NUT, PPS\_NUT, or APS\_NUT.

– The byte stream NAL unit syntax structure contains the first NAL unit of an access unit in decoding order, as specified in clause 7.4.2.4.3.

**start\_code\_prefix\_one\_3bytes** is a fixed-value sequence of 3 bytes equal to 0x000001. This syntax element is called a start code prefix.

**trailing\_zero\_8bits** is a byte equal to 0x00.

* 1. **Byte stream NAL unit decoding process**

Input to this process consists of an ordered stream of bytes consisting of a sequence of byte stream NAL unit syntax structures.

Output of this process consists of a sequence of NAL unit syntax structures.

At the beginning of the decoding process, the decoder initializes its current position in the byte stream to the beginning of the byte stream. It then extracts and discards each leading\_zero\_8bits syntax element (when present), moving the current position in the byte stream forward one byte at a time, until the current position in the byte stream is such that the next four bytes in the bitstream form the four-byte sequence 0x00000001.

The decoder then performs the following step-wise process repeatedly to extract and decode each NAL unit syntax structure in the byte stream until the end of the byte stream has been encountered (as determined by unspecified means) and the last NAL unit in the byte stream has been decoded:

1. When the next four bytes in the bitstream form the four-byte sequence 0x00000001, the next byte in the byte stream (which is a zero\_byte syntax element) is extracted and discarded and the current position in the byte stream is set equal to the position of the byte following this discarded byte.
2. The next three-byte sequence in the byte stream (which is a start\_code\_prefix\_one\_3bytes) is extracted and discarded and the current position in the byte stream is set equal to the position of the byte following this three‑byte sequence.
3. NumBytesInNalUnit is set equal to the number of bytes starting with the byte at the current position in the byte stream up to and including the last byte that precedes the location of one or more of the following conditions:

– A subsequent byte-aligned three-byte sequence equal to 0x000000,

– A subsequent byte-aligned three-byte sequence equal to 0x000001,

– The end of the byte stream, as determined by unspecified means.

1. NumBytesInNalUnit bytes are removed from the bitstream and the current position in the byte stream is advanced by NumBytesInNalUnit bytes. This sequence of bytes is nal\_unit( NumBytesInNalUnit ) and is decoded using the NAL unit decoding process.
2. When the current position in the byte stream is not at the end of the byte stream (as determined by unspecified means) and the next bytes in the byte stream do not start with a three-byte sequence equal to 0x000001 and the next bytes in the byte stream do not start with a four byte sequence equal to 0x00000001, the decoder extracts and discards each trailing\_zero\_8bits syntax element, moving the current position in the byte stream forward one byte at a time, until the current position in the byte stream is such that the next bytes in the byte stream form the four-byte sequence 0x00000001 or the end of the byte stream has been encountered (as determined by unspecified means).
   1. **Decoder byte-alignment recovery (informative)**

This clause does not form an integral part of this Specification.

Many applications provide data to a decoder in a manner that is inherently byte aligned, and thus have no need for the bit-oriented byte alignment detection procedure described in this clause.

A decoder is said to have byte alignment with a bitstream when the decoder has determined whether or not the positions of data in the bitstream are byte-aligned. When a decoder does not have byte alignment with the bitstream, the decoder may examine the incoming bitstream for the binary pattern '00000000 00000000 00000000 00000001' (31 consecutive bits equal to 0 followed by a bit equal to 1). The bit immediately following this pattern is the first bit of an aligned byte following a start code prefix. Upon detecting this pattern, the decoder will be byte-aligned with the bitstream and positioned at the start of a NAL unit in the bitstream.

Once byte aligned with the bitstream, the decoder can examine the incoming bitstream data for subsequent three-byte sequences 0x000001 and 0x000003.

When the three-byte sequence 0x000001 is detected, this is a start code prefix.

When the three-byte sequence 0x000003 is detected, the third byte (0x03) is an emulation\_prevention\_three\_byte to be discarded as specified in clause 7.4.2.

When an error in the bitstream syntax is detected (e.g., a non-zero value of the forbidden\_zero\_bit or one of the three‑byte or four-byte sequences that are prohibited in clause 7.4.2), the decoder may consider the detected condition as an indication that byte alignment may have been lost and may discard all bitstream data until the detection of byte alignment at a later position in the bitstream as described above in this clause.

1. Annex C  
     
   Hypothetical reference decoder

(This annex forms an integral part of this Recommendation | International Standard.)

* 1. General

This annex specifies the hypothetical reference decoder (HRD) and its use to check bitstream and decoder conformance.

Two types of bitstreams or bitstream subsets are subject to HRD conformance checking for this Specification. The first type, called a Type I bitstream, is a NAL unit stream containing only the VCL NAL units and NAL units with nal\_unit\_type equal to FD\_NUT (filler data NAL units) for all access units in the bitstream. The second type, called a Type II bitstream, contains, in addition to the VCL NAL units and filler data NAL units for all access units in the bitstream, at least one of the following:

– additional non-VCL NAL units other than filler data NAL units,

– all leading\_zero\_8bits, zero\_byte, start\_code\_prefix\_one\_3bytes and trailing\_zero\_8bits syntax elements that form a byte stream from the NAL unit stream (as specified in Annex B).

NOTE 1 – Decoders conforming to profiles specified in Annex A do not use NAL units with nuh\_layer\_id greater than 0 (e.g., access unit delimiter NAL units with nuh\_layer\_id greater than 0) for access unit boundary detection, except for identification of whether a NAL unit is a VCL or non-VCL NAL unit. Consequently, hypothetical reference decoder (HRD) parameters carried in buffering period, picture timing and decoding unit information SEI messages apply to access units that are identified based on such access unit boundary detection.

Figure C.1 shows the types of bitstream conformance points checked by the HRD.
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Figure C.1 – Structure of byte streams and NAL unit streams for HRD conformance checks

The syntax elements of non-VCL NAL units (or their default values for some of the syntax elements), required for the HRD, are specified in the semantic clauses of clause 7 and Annexes D and E.

Two types of HRD parameter sets (NAL HRD parameters and VCL HRD parameters) are used. The HRD parameter sets are signalled through the general\_hrd\_parameters( ) syntax structure, which is part of the SPS syntax structure.

A set of bitstream conformance tests is needed for checking the conformance of a bitstream, which is referred to as the entire bitstream, denoted as entireBitstream. The set of bitstream conformance tests are for testing the conformance of the entire bitstream and its temporal subsets.

For each test, the following ordered steps apply in the order listed, followed by the processes described after these steps in this clause:

1. An operation point under test, denoted as TargetOp, is selected by selecting a target highest TemporalId value OpTid. The value of OpTid is in the range of 0 to sps\_max\_sub\_layers\_minus1, inclusive. The value of OpTid is such that the sub-bitstream BitstreamToDecode that is the output by invoking the sub-bitstream extraction process as specified in clause 10 with entireBitstream, lIdTarget equal to 0, and OpTid as inputs satisify the following condition:

– There is at least one VCL NAL unit with TemporalId equal to OpTid in BitstreamToDecode.

1. HighestTid is set equal to OpTid of TargetOp.
2. The general\_hrd\_parameters( ) syntax structure and the sub\_layer\_hrd\_parameters( ) syntax structure applicable to TargetOp are selected. The general\_hrd\_parameters( ) syntax structure in the SPS (or provided through an external means not specified in this Specification) is selected. Within the selected general\_hrd\_parameters( ) syntax structure, if BitstreamToDecode is a Type I bitstream, the sub\_layer\_hrd\_parameters( HighestTid ) syntax structure that immediately follows the condition "if( vcl\_hrd\_parameters\_present\_flag )" is selected and the variable NalHrdModeFlag is set equal to 0; otherwise (BitstreamToDecode is a Type II bitstream), the sub\_layer\_hrd\_parameters( HighestTid ) syntax structure that immediately follows either the condition "if( vcl\_hrd\_parameters\_present\_flag )" (in this case the variable NalHrdModeFlag is set equal to 0) or the condition "if( nal\_hrd\_parameters\_present\_flag )" (in this case the variable NalHrdModeFlag is set equal to 1) is selected. When BitstreamToDecode is a Type II bitstream and NalHrdModeFlag is equal to 0, all non-VCL NAL units except filler data NAL units, and all leading\_zero\_8bits, zero\_byte, start\_code\_prefix\_one\_3bytes and trailing\_zero\_8bits syntax elements that form a byte stream from the NAL unit stream (as specified in Annex B), when present, are discarded from BitstreamToDecode and the remaining bitstream is assigned to BitstreamToDecode.
3. An access unit associated with a buffering period SEI message (present in BitstreamToDecode or available through external means not specified in this Specification) applicable to TargetOp is selected as the HRD initialization point and referred to as access unit 0.
4. When decoding\_unit\_hrd\_params\_present\_flag in the selected general\_hrd\_parameters( ) syntax structure is equal to 1, the CPB is scheduled to operate either at the access unit level (in which case the variable DecodingUnitHrdFlag is set equal to 0) or at the decoding unit level (in which case the variable DecodingUnitHrdFlag is set equal to 1). Otherwise, decoding\_unit\_hrd\_params\_present\_flag is set equal to 0 and the CPB is scheduled to operate at the access unit level.
5. For each access unit in BitstreamToDecode starting from access unit 0, the buffering period SEI message (present in BitstreamToDecode or available through external means not specified in this Specification) that is associated with the access unit and applies to TargetOp is selected, and the picture timing SEI message (present in BitstreamToDecode or available through external means not specified in this Specification) that is associated with the access unit and applies to TargetOp is selected, and when DecodingUnitHrdFlag is equal to 1 and decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag is equal to 0, the decoding unit information SEI messages (present in BitstreamToDecode or available through external means not specified in this Specification) that are associated with decoding units in the access unit and apply to TargetOp are selected. The selected buffering period, picture timing, and decoding unit information SEI messages shall be either provided in SEI messages or provided by external means.
6. A value of SchedSelIdx is selected. The selected SchedSelIdx shall be in the range of 0 to hrd\_cpb\_cnt\_minus1[ HighestTid ], inclusive, where hrd\_cpb\_cnt\_minus1[ HighestTid ] is found in the general\_hrd\_parameters( ) syntax structure as selected above.

Each conformance test consists of a combination of one option in each of the above steps. When there is more than one option for a step, for any particular conformance test only one option is chosen. All possible combinations of all the steps form the entire set of conformance tests. For each operation point under test, the number of bitstream conformance tests to be performed is equal to n0 \* n1 \* n2 \* n3, where the values of n0, n1, n2, and n3 are specified as follows:

– n0 is derived as follows:

– If BitstreamToDecode is a Type I bitstream, n0 is equal to 1.

– Otherwise (BitstreamToDecode is a Type II bitstream), n0 is equal to 2.

– n1 is equal to hrd\_cpb\_cnt\_minus1[ HighestTid ] + 1.

– n2 is the number of access units in BitstreamToDecode that each is associated with a buffering period SEI message applicable to TargetOp.

– n3 is derived as follows:

– If decoding\_unit\_hrd\_params\_present\_flag in the selected general\_hrd\_parameters( ) syntax structure is equal to 0, n3 is equal to 1.

– Otherwise, n3 is equal to 2.

When BitstreamToDecode is a Type II bitstream, the following applies:

– If the sub\_layer\_hrd\_parameters( HighestTid ) syntax structure that immediately follows the condition "if( general\_vcl\_hrd\_parameters\_present\_flag )" is selected, the test is conducted at the Type I conformance point shown in Figure C.1, and only VCL and filler data NAL units are counted for the input bit rate and CPB storage.

– Otherwise (the sub\_layer\_hrd\_parameters( HighestTid ) syntax structure that immediately follows the condition "if( general\_nal\_hrd\_parameters\_present\_flag )" is selected), the test is conducted at the Type II conformance point shown in Figure C.1, and all bytes of the Type II bitstream, which may be a NAL unit stream or a byte stream, are counted for the input bit rate and CPB storage.

NOTE 2 – NAL HRD parameters established by a value of SchedSelIdx for the Type II conformance point shown in Figure C.1 are sufficient to also establish VCL HRD conformance for the Type I conformance point shown in Figure C.1 for the same values of InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ], BitRate[ HighestTid ][ SchedSelIdx ] and CpbSize[ HighestTid ][ SchedSelIdx ] for the variable bit rate (VBR) case (cbr\_flag[ HighestTid ][ SchedSelIdx ] equal to 0). This is because the data flow into the Type I conformance point is a subset of the data flow into the Type II conformance point and because, for the VBR case, the CPB is allowed to become empty and stay empty until the time a next picture is scheduled to begin to arrive.

All VPSs, SPSs, PPSs, and APSs referred to in the VCL NAL units and the corresponding buffering period and picture timing SEI messages shall be conveyed to the HRD, in a timely manner, either in the bitstream (by non-VCL NAL units), or by other means not specified in this Specification.

In Annexes C, D and E, the specification for "presence" of non-VCL NAL units that contain VPSs, SPSs, PPSs, APSs, buffering period SEI messages or picture timing SEI messages is also satisfied when those NAL units (or just some of them) are conveyed to decoders (or to the HRD) by other means not specified in this Specification. For the purpose of counting bits, only the appropriate bits that are actually present in the bitstream are counted.

NOTE 3 – As an example, synchronization of such a non-VCL NAL unit, conveyed by means other than presence in the bitstream, with the NAL units that are present in the bitstream, can be achieved by indicating two points in the bitstream, between which the non‑VCL NAL unit would have been present in the bitstream, had the encoder decided to convey it in the bitstream.

When the content of such a non-VCL NAL unit is conveyed for the application by some means other than presence within the bitstream, the representation of the content of the non-VCL NAL unit is not required to use the same syntax as specified in this Specification.

NOTE 4 – When HRD information is contained within the bitstream, it is possible to verify the conformance of a bitstream to the requirements of this clause based solely on information contained in the bitstream. When the HRD information is not present in the bitstream, as is the case for all "stand-alone" Type I bitstreams, conformance can only be verified when the HRD data are supplied by some other means not specified in this Specification.

The HRD contains a coded picture buffer (CPB), an instantaneous decoding process, a decoded picture buffer (DPB), and output cropping as shown in Figure C.2.
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Figure C.2 – HRD buffer model

For each bitstream conformance test, the CPB size (number of bits) is CpbSize[ HighestTid ][ SchedSelIdx ] as specified in clause 7.4.5.2, where SchedSelIdx and the HRD parameters are specified above in this clause. The DPB size (number of picture storage buffers) is sps\_max\_dec\_pic\_buffering\_minus1[ HighestTid ] + 1.

If DecodingUnitHrdFlag is equal to 0, the HRD operates at access unit level and each decoding unit is an access unit. Otherwise the HRD operates at decoding unit level and each decoding unit is a subset of an access unit.

NOTE 5 – If the HRD operates at access unit level, each time when some bits are removed from the CPB, a decoding unit that is an entire access unit is removed from the CPB. Otherwise (the HRD operates at decoding unit level), each time when some bits are removed from the CPB, a decoding unit that is a subset of an access unit is removed from the CPB. Regardless of whether the HRD operates at access unt level or decoding unit level, each time when some picture is output from the DPB, an entire decoded picture is output from the DPB, though the picture output time is derived based on the differently derived CPB removal times and the differently signalled DPB output delays.

The following is specified for expressing the constraints in this annex:

– Each access unit is referred to as access unit n, where the number n identifies the particular access unit. Access unit 0 is selected per step 4 above. The value of n is incremented by 1 for each subsequent access unit in decoding order.

– Each decoding unit is referred to as decoding unit m, where the number m identifies the particular decoding unit. The first decoding unit in decoding order in access unit 0 is referred to as decoding unit 0. The value of m is incremented by 1 for each subsequent decoding unit in decoding order.

NOTE 6 – The numbering of decoding units is relative to the first decoding unit in access unit 0.

– Picture n refers to the coded picture or the decoded picture of access unit n.

The HRD operates as follows:

– The HRD is initialized at decoding unit 0, with both the CPB and the DPB being set to be empty (the DPB fullness is set equal to 0).

NOTE 7 – After initialization, the HRD is not initialized again by subsequent buffering period SEI messages.

– Data associated with decoding units that flow into the CPB according to a specified arrival schedule are delivered by the hypothetical stream scheduler (HSS).

– The data associated with each decoding unit are removed and decoded instantaneously by the instantaneous decoding process at the CPB removal time of the decoding unit.

– Each decoded picture is placed in the DPB.

– A decoded picture is removed from the DPB when it becomes no longer needed for inter prediction reference and no longer needed for output.

For each bitstream conformance test, the operation of the CPB is specified in clause C.2, the instantaneous decoder operation is specified in clauses 2 through 10, the operation of the DPB is specified in clause C.3 and the output cropping is specified in clauses C.3.3 and C.5.2.2.

HSS and HRD information concerning the number of enumerated delivery schedules and their associated bit rates and buffer sizes is specified in clauses 7.3.4.1 and 7.4.5.1. The HRD is initialized as specified by the buffering period SEI message specified in clauses D.2.2 and D.3.2. The removal timing of decoding units from the CPB and output timing of decoded pictures from the DPB is specified using information in picture timing SEI messages (specified in clauses D.2.3 and D.3.3) or in decoding unit information SEI messages (specified in clauses D.2.4 and D.3.4). All timing information relating to a specific decoding unit shall arrive prior to the CPB removal time of the decoding unit.

The requirements for bitstream conformance are specified in clause C.4 and the HRD is used to check conformance ofbitstreams as specified above in this clause and to check conformance of decoders as specified in clause C.5.

NOTE 8 – While conformance is guaranteed under the assumption that all picture-rates and clocks used to generate the bitstream match exactly the values signalled in the bitstream, in a real system each of these may vary from the signalled or specified value.

All the arithmetic in this annex is performed with real values, so that no rounding errors can propagate. For example, the number of bits in a CPB just prior to or after removal of a decoding unit is not necessarily an integer.

The variable ClockTick is derived as follows and is called a clock tick:

ClockTick = num\_units\_in\_tick ÷ time\_scale (C‑1)

The variable ClockSubTick is derived as follows and is called a clock sub-tick:

ClockSubTick = ClockTick ÷ ( tick\_divisor\_minus2 + 2 ) (C‑2)

* 1. Operation of coded picture buffer
     1. General

The specifications in this clause apply independently to each set of coded picture buffer (CPB) parameters that is present and to both the Type I and Type II conformance points shown in Figure C.1 and the set of CPB parameters is selected as specified in clause C.1.

* + 1. Timing of decoding unit arrival

If DecodingUnitHrdFlag is equal to 0, the variable decodingUnitParamsFlag is set equal to 0 and the process specified in the remainder of this clause is invoked with a decoding unit being considered as an access unit, for derivation of the initial and final CPB arrival times for access unit n.

Otherwise (DecodingUnitHrdFlag is equal to 1), the process specified in the remainder of this clause is first invoked with the variable decodingUnitParamsFlag set equal to 0 and a decoding unit being considered as an access unit, for derivation of the initial and final CPB arrival times for access unit n, and then invoked with decodingUnitParamsFlag set equal to 1 and a decoding unit being considered as a subset of an access unit, for derivation of the initial and final CPB arrival times for the decoding units in access unit n.

The process specified in the remainder of this clause is invoked for derivation of the initial and final CPB arrival times for access unit n.

The variables InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ] and InitCpbRemovalDelayOffset[ HighestTid ][ SchedSelIdx ] are derived as follows:

– If the value of decodingUnitParamsFlag is equal to 1, InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ] and InitCpbRemovalDelayOffset[ HighestTid ][ SchedSelIdx ] are set equal to the values of the buffering period SEI message syntax elements nal\_initial\_alt\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and nal\_initial\_alt\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 1 or vcl\_initial\_alt\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and vcl\_initial\_alt\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 0, where the buffering period SEI message syntax elements are selected as specified in clause C.1.

– Otherwise (DecodingUnitHrdFlag is equal to 0), InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ] and InitCpbRemovalDelayOffset[ HighestTid ][ SchedSelIdx ] are set equal to the values of the buffering period SEI message syntax elements nal\_initial\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and nal\_initial\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 1, or vcl\_initial\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and vcl\_initial\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 0, where the buffering period SEI message syntax elements are selected as specified in clause C.1.

The time at which the first bit of decoding unit m begins to enter the CPB is referred to as the initial arrival time initArrivalTime[ m ].

The initial arrival time of decoding unit m is derived as follows:

– If the access unit is decoding unit 0 (i.e., when m is equal to 0), initArrivalTime[ 0 ] is set equal to 0.

– Otherwise (the decoding unit is decoding unit m with m > 0), the following applies:

– If cbr\_flag[ SchedSelIdx ] is equal to 1, the initial arrival time for decoding unit m is equal to the final arrival time (which is derived below) of decoding unit m − 1, i.e.,

if( !decodingUnitParamsFlag )  
 initArrivalTime[ m ] = FinalArrivalTime[ m − 1 ] (C‑3)  
else  
 initArrivalTime[ m ] = DuFinalArrivalTime[ m − 1 ]

– Otherwise (cbr\_flag[ SchedSelIdx ] is equal to 0), the initial arrival time for decoding unit m is derived as follows:

if( !decodingUnitParamsFlag )  
 initArrivalTime[ m ] = Max( FinalArrivalTime[ m − 1 ], initArrivalEarliestTime[ m ] ) (C‑4)  
else  
 initArrivalTime[ m ] = Max( DuFinalArrivalTime[ m − 1 ], initArrivalEarliestTime[ m ] )

where initArrivalEarliestTime[ m ] is derived as follows:

– The variable tmpNominalRemovalTime is derived as follows:

if( !decodingUnitParamsFlag )  
 tmpNominalRemovalTime = NominalRemovalTime[ m ] (C‑5)   
else  
 tmpNominalRemovalTime = DuNominalRemovalTime[ m ]

where NominalRemovalTime[ m ] and DuNominalRemovalTime[ m ] are the nominal CPB removal time of access unit m and decoding unit m, respectively, as specified in clause C.2.3.

– If decoding unit m is not the first decoding unit of a subsequent buffering period, initArrivalEarliestTime[ m ] is derived as follows:

initArrivalEarliestTime[ m ] = tmpNominalRemovalTime −  
 ( InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ]  
 + InitCpbRemovalDelayOffset[ HighestTid ][ SchedSelIdx ] ) ÷ 90000 (C‑6)

– Otherwise (decoding unit m is the first decoding unit of a subsequent buffering period), initArrivalEarliestTime[ m ] is derived as follows:

initArrivalEarliestTime[ m ] = tmpNominalRemovalTime −  
 ( InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ] ÷ 90000 ) (C‑7)

The final arrival time for decoding unit m is derived as follows:

if( !decodingUnitParamsFlag )  
 FinalArrivalTime[ m ] = initArrivalTime[ m ] + sizeInbits[ m ] ÷ BitRate[ SchedSelIdx ] (C‑8)   
else  
 DuFinalArrivalTime[ m ] = initArrivalTime[ m ] + sizeInbits[ m ] ÷ BitRate[ SchedSelIdx ]

where sizeInbits[ m ] is the size in bits of decoding unit m, counting the bits of the VCL NAL units and the filler data NAL units for the Type I conformance point or all bits of the Type II bitstream for the Type II conformance point, where the Type I and Type II conformance points are as shown in Figure C.1.

The values of SchedSelIdx, BitRate[ HighestTid ][ SchedSelIdx ] and CpbSize[ HighestTid ][ SchedSelIdx ] are constrained as follows:

– If the content of the selected general\_hrd\_parameters( ) syntax structures for the access unit containing access unit m and the previous access unit differ, the HSS selects a value SchedSelIdx1 of SchedSelIdx from among the values of SchedSelIdx provided in the selected general\_hrd\_parameters( ) syntax structures for the access unit containing access unit m that results in a BitRate[ HighestTid ][ SchedSelIdx1 ] or CpbSize[ HighestTid ][ SchedSelIdx1 ] for the access unit containing access unit m. The value of BitRate[ HighestTid ][ SchedSelIdx1 ] or CpbSize[ HighestTid ][ SchedSelIdx1 ] may differ from the value of BitRate[ HighestTid ][ SchedSelIdx0 ] or CpbSize[ HighestTid ][ SchedSelIdx0 ] for the value SchedSelIdx0 of SchedSelIdx that was in use for the previous access unit.

– Otherwise, the HSS continues to operate with the previous values of SchedSelIdx, BitRate[ HighestTid ][ SchedSelIdx ] and CpbSize[ HighestTid ][ SchedSelIdx ].

When the HSS selects values of BitRate[ HighestTid ][ SchedSelIdx ] or CpbSize[ HighestTid ][ SchedSelIdx ] that differ from those of the previous access unit, the following applies:

– The variable BitRate[ HighestTid ][ SchedSelIdx ] comes into effect at the initial CPB arrival time of the current access unit.

– The variable CpbSize[ HighestTid ][ SchedSelIdx ] comes into effect as follows:

– If the new value of CpbSize[ HighestTid ][ SchedSelIdx ] is greater than the old CPB size, it comes into effect at the initial CPB arrival time of the current access unit.

– Otherwise, the new value of CpbSize[ HighestTid ][ SchedSelIdx ] comes into effect at the CPB removal time of the current access unit.

* + 1. Timing of decoding unit removal and decoding of decoding unit

The variables InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ], and InitCpbRemovalDelayOffset[ HighestTid ][ SchedSelIdx ], are derived as follows:

– If the value of decodingUnitParamsFlag is equal to 1, InitCpbRemovalDelay[ SchedSelIdx ] and InitCpbRemovalDelayOffset[ HighestTid ][ SchedSelIdx ] are set equal to the values of the buffering period SEI message syntax elements nal\_initial\_alt\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and nal\_initial\_alt\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 1, or vcl\_initial\_alt\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and vcl\_initial\_alt\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 0, where the buffering period SEI message containing the syntax elements is selected as specified in clause C.1.

– Otherwise (DecodingUnitHrdFlag is equal to 0), InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ] and InitCpbRemovalDelayOffset[ HighestTid ][ SchedSelIdx ] are set equal to the values of the buffering period SEI message syntax elements nal\_initial\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and nal\_initial\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 1, or vcl\_initial\_cpb\_removal\_delay[ HighestTid ][ SchedSelIdx ] and vcl\_initial\_cpb\_removal\_offset[ HighestTid ][ SchedSelIdx ], respectively, when NalHrdModeFlag is equal to 0, where the buffering period SEI message containing the syntax elements is selected as specified in clause C.1.

The nominal removal time of the access unit n from the CPB is specified as follows:

– If access unit n is the access unit with n equal to 0 (the access unit that initializes the HRD), the nominal removal time of the access unit from the CPB is specified by:

NominalRemovalTime[ 0 ] = InitCpbRemovalDelay[ SchedSelIdx ] ÷ 90000 (C‑9)

– Otherwise, the following applies:

– When access unit n is the first access unit of a buffering period that does not initialize the HRD, the following applies:

The nominal removal time of the access unit n from the CPB is specified by:

if( !concatenationFlag ) {  
 baseTime = NominalRemovalTime[ firstPicInPrevBuffPeriod ]  
 tmpCpbRemovalDelay = CpbRemovalDelayVal  
} else {  
 baseTime = NominalRemovalTime[ prevNonDiscardablePic ]  
 tmpCpbRemovalDelay =  
 Max( ( CpbRemovalDelayDeltaMinus1 + 1 ), (C‑10)  
 Ceil( ( InitCpbRemovalDelay[ SchedSelIdx ] ÷ 90000 +  
 FinalArrivalTime[ n − 1 ] − NominalRemovalTime[ n − 1 ] ) ÷ ClockTick ) )  
}  
NominalRemovalTime[ n ] = baseTime + ClockTick \* tmpCpbRemovalDelay

where NominalRemovalTime[ firstPicInPrevBuffPeriod ] is the nominal removal time of the first access unit of the previous buffering period, NominalRemovalTime[ prevNonDiscardablePic ] is the nominal removal time of the preceding picture in decoding order with TemporalId equal to 0 that is not a RASL or RADL picture, CpbRemovalDelayVal is the value of CpbRemovalDelayVal[ OpTid ] derived according to cpb\_removal\_delay\_minus1[ OpTid ] and cpb\_removal\_delay\_delta\_idx[ OpTid ] in the picture timing SEI message, and cpb\_removal\_delay\_delta[ cpb\_removal\_delay\_delta\_idx[ OpTid ] ] in the buffering period SEI message, selected as specified in clause C.1, associated with access unit n and concatenationFlag and CpbRemovalDelayDeltaMinus1 are the values of the syntax elements concatenation\_flag and cpb\_removal\_delay\_delta\_minus1, respectively, in the buffering period SEI message, selected as specified in clause C.1, associated with access unit n.

– When access unit n is not the first access unit of a buffering period, the nominal removal time of the access unit n from the CPB is specified by:

NominalRemovalTime[ n ] = NominalRemovalTime[ firstPicInCurrBuffPeriod ] +  
 ClockTick \* CpbRemovalDelayVal (C‑11)

where NominalRemovalTime[ firstPicInCurrBuffPeriod ] is the nominal removal time of the first access unit of the current buffering period and CpbRemovalDelayVal is the value of CpbRemovalDelayVal[ OpTid ] derived according to cpb\_removal\_delay\_minus1[ OpTid ] and cpb\_removal\_delay\_delta\_idx[ OpTid ] in the picture timing SEI message, and cpb\_removal\_delay\_delta[ cpb\_removal\_delay\_delta\_idx[ OpTid ] ] in the buffering period SEI message, selected as specified in clause C.1, associated with access unit n.

When DecodingUnitHrdFlag is equal to 1, the following applies:

– The variable duCpbRemovalDelayInc is derived as follows:

– If decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag is equal to 0, duCpbRemovalDelayInc is set equal to the value of du\_spt\_cpb\_removal\_delay\_increment in the decoding unit information SEI message, selected as specified in clause C.1, associated with decoding unit m.

– Otherwise, if du\_common\_cpb\_removal\_delay\_flag is equal to 0, duCpbRemovalDelayInc is set equal to the value of du\_cpb\_removal\_delay\_increment\_minus1[ i ] + 1 for decoding unit m in the picture timing SEI message, selected as specified in clause C.1, associated with access unit n, where the value of i is 0 for the first num\_nalus\_in\_du\_minus1[ 0 ] + 1 consecutive NAL units in the access unit that contains decoding unit m, 1 for the subsequent num\_nalus\_in\_du\_minus1[ 1 ] + 1 NAL units in the same access unit, 2 for the subsequent num\_nalus\_in\_du\_minus1[ 2 ] + 1 NAL units in the same access unit, etc.

– Otherwise, duCpbRemovalDelayInc is set equal to the value of du\_common\_cpb\_removal\_delay\_increment\_minus1 + 1 in the picture timing SEI message, selected as specified in clause C.1, associated with access unit n.

– The nominal removal time of decoding unit m from the CPB is specified as follows, where AuNominalRemovalTime[ n ] is the nominal removal time of access unit n:

– If decoding unit m is the last decoding unit in access unit n, the nominal removal time of decoding unit m DuNominalRemovalTime[ m ] is set equal to AuNominalRemovalTime[ n ].

– Otherwise (decoding unit m is not the last decoding unit in access unit n), the nominal removal time of decoding unit m DuNominalRemovalTime[ m ] is derived as follows:

if( decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag )  
 DuNominalRemovalTime[ m ] = DuNominalRemovalTime[ m + 1 ] −  
 ClockSubTick \* duCpbRemovalDelayInc (C‑12)  
else  
 DuNominalRemovalTime[ m ] = AuNominalRemovalTime[ n ] −  
 ClockSubTick \* duCpbRemovalDelayInc

If DecodingUnitHrdFlag is equal to 1, the removal time of access unit n from the CPB is specified as follows, where FinalArrivalTime[ n ] and NominalRemovalTime[ n ] are the final CPB arrival time and nominal CPB removal time, respectively, of access unit n:

if( !low\_delay\_hrd\_flag[ HighestTid ] | | NominalRemovalTime[ n ] >= FinalArrivalTime[ n ] )  
 CpbRemovalTime[ n ] = NominalRemovalTime[ n ]  
else (C‑13)  
 CpbRemovalTime[ n ] = NominalRemovalTime[ n ] + ClockTick \*  
 Ceil( ( FinalArrivalTime[ n ] − NominalRemovalTime[ n ] ) ÷ ClockTick )

NOTE 1 – When low\_delay\_hrd\_flag[ HighestTid ] is equal to 1 and NominalRemovalTime[ n ] is less than FinalArrivalTime[ n ], the size of access unit n is so large that it prevents removal at the nominal removal time.

Otherwise (DecodingUnitHrdFlag is equal to 1), the removal time of decoding unit m from the CPB is specified as follows:

if( !low\_delay\_hrd\_flag[ HighestTid ] | | DuNominalRemovalTime[ m ] >= DuFinalArrivalTime[ m ] )  
 DuCpbRemovalTime[ m ] = DuNominalRemovalTime[ m ]  
else (C‑14)  
 DuCpbRemovalTime[ m ] = DuFinalArrivalTime[ m ]

NOTE 2 – When low\_delay\_hrd\_flag[ HighestTid ] is equal to 1 and DuNominalRemovalTime[ m ] is less than DuFinalArrivalTime[ m ], the size of decoding unit m is so large that it prevents removal at the nominal removal time.

If DecodingUnitHrdFlag is equal to 0, at the CPB removal time of access unit n, the access unit is instantaneously decoded.

Otherwise (DecodingUnitHrdFlag is equal to 1), at the CPB removal time of decoding unit m, the decoding unit is instantaneously decoded, and when decoding unit m is the last decoding unit of access unit n, the following applies:

– Picture n is considered as decoded.

– The final CPB arrival time of access unit n, i.e., AuFinalArrivalTime[ n ], is set equal to the final CPB arrival time of the last decoding unit in access unit n, i.e., DuFinalArrivalTime[ m ].

– The nominal CPB removal time of access unit n, i.e., AuNominalRemovalTime[ n ], is set equal to the nominal CPB removal time of the last decoding unit in access unit n, i.e., DuNominalRemovalTime[ m ].

– The CPB removal time of access unit n, i.e., AuCpbRemovalTime[ m ], is set equal to the CPB removal time of the last decoding unit in access unit n, i.e., DuCpbRemovalTime[ m ].

* 1. Operation of the decoded picture buffer
     1. General

The specifications in this clause apply independently to each set of decoded picture buffer (DPB) parameters selected as specified in clause C.1.

The decoded picture buffer contains picture storage buffers. Each of the picture storage buffers may contain a decoded picture that is marked as "used for reference" or is held for future output. The processes specified in clauses C.3.2, C.3.3, and C.3.4 are sequentially applied as specified below.

* + 1. Removal of pictures from the DPB before decoding of the current picture

The removal of pictures from the DPB before decoding of the current picture (but after parsing the slice header of the first slice of the current picture) happens instantaneously at the CPB removal time of the first decoding unit of access unit n (containing the current picture) and proceeds as follows:

– The decoding process for reference picture list construction as specified in clause 8.3.2 is invoked and decoding process for reference picture marking as specified in clause 8.3.3 is invoked.

– When the current picture is a CLVSS picture that is not picture 0, the following ordered steps are applied:

1. The variable NoOutputOfPriorPicsFlag is derived for the decoder under test as follows:

– If the value of pic\_width\_in\_luma\_samples, pic\_height\_in\_luma\_samples, chroma\_format\_idc, separate\_colour\_plane\_flag, bit\_depth\_luma\_minus8, bit\_depth\_chroma\_minus8 or sps\_max\_dec\_pic\_‌buffering\_minus1[ HighestTid ] derived from the SPS is different from the value of pic\_width\_in\_luma\_samples, pic\_height\_in\_luma\_samples, chroma\_format\_idc, separate\_colour\_plane\_‌flag, bit\_depth\_luma\_minus8, bit\_depth\_chroma\_minus8 or sps\_max\_dec\_pic\_buffering\_‌minus1[ HighestTid ], respectively, derived from the SPS referred to by the preceding picture, NoOutputOfPriorPicsFlag may (but should not) be set to 1 by the decoder under test, regardless of the value of no\_output\_of\_prior\_pics\_flag.

NOTE – Although setting NoOutputOfPriorPicsFlag equal to no\_output\_of\_prior\_pics\_flag is preferred under these conditions, the decoder under test is allowed to set NoOutputOfPriorPicsFlag to 1 in this case.

– Otherwise, NoOutputOfPriorPicsFlag is set equal to no\_output\_of\_prior\_pics\_flag.

2. The value of NoOutputOfPriorPicsFlag derived for the decoder under test is applied for the HRD, such that when the value of NoOutputOfPriorPicsFlag is equal to 1, all picture storage buffers in the DPB are emptied without output of the pictures they contain, and the DPB fullness is set equal to 0.

– When both of the following conditions are true for any pictures k in the DPB, all such pictures k in the DPB are removed from the DPB:

– picture k is marked as "unused for reference".

– picture k has PictureOutputFlag equal to 0 or its DPB output time is less than or equal to the CPB removal time of the first decoding unit (denoted as decoding unit m) of the current picture n; i.e., DpbOutputTime[ k ] is less than or equal to DuCpbRemovalTime[ m ].

– For each picture that is removed from the DPB, the DPB fullness is decremented by one.

* + 1. Picture output

The processes specified in this clause happen instantaneously at the CPB removal time of access unit n, CpbRemovalTime[ n ].

When picture n has PictureOutputFlag equal to 1, its DPB output time DpbOutputTime[ n ] is derived as follows:

if( !DecodingUnitHrdFlag )  
 DpbOutputTime[ n ] = CpbRemovalTime[ n ] + ClockTick \* picDpbOutputDelay – (C‑15)  
 picDpbOutputDelta[ OpTid ]   
else  
 DpbOutputTime[ n ] = AuCpbRemovalTime[ n ] + ClockSubTick \* picSptDpbOutputDuDelay

where picDpbOutputDelay is the value of pic\_dpb\_output\_delay and picDpbOutputDelta is the value of picDpbOutputDelta[ OpTid ] derived according to cpb\_removal\_delay\_minus1[ OpTid ], and cpb\_removal\_delay\_delta\_idx[ OpTid ] in the picture timing SEI message associated with access unit n, and cpb\_removal\_delay\_delta[ cpb\_removal\_delay\_delta\_idx[ OpTid ] ] in the buffering period SEI message associated with access unit n, and picSptDpbOutputDuDelay is the value of pic\_spt\_dpb\_output\_du\_delay, when present, in the decoding unit information SEI messages associated with access unit n, or the value of pic\_dpb\_output\_du\_delay in the picture timing SEI message associated with access unit n when there is no decoding unit information SEI message associated with access unit n or no decoding unit information SEI message associated with access unit n has pic\_spt\_dpb\_output\_du\_delay present.

NOTE – When the syntax element pic\_spt\_dpb\_output\_du\_delay is not present in any decoding unit information SEI message associated with access unit n, the value is inferred to be equal to pic\_dpb\_output\_du\_delay in the picture timing SEI message associated with access unit n.

The output of the current picture is specified as follows:

– If PictureOutputFlag is equal to 1 and DpbOutputTime[ n ] is equal to CpbRemovalTime[ n ], the current picture is output.

– Otherwise, if PictureOutputFlag is equal to 0, the current picture is not output, but will be stored in the DPB as specified in clause C.3.4.

– Otherwise (PictureOutputFlag is equal to 1 and DpbOutputTime[ n ] is greater than CpbRemovalTime[ n ] ), the current picture is output later and will be stored in the DPB (as specified in clause C.3.4) and is output at time DpbOutputTime[ n ] unless indicated not to be output by the decoding or inference of no\_output\_of\_prior\_pics\_flag equal to 1 at a time that precedes DpbOutputTime[ n ].

When output, the picture is cropped, using the conformance cropping window specified in the SPS for the picture.

When picture n is a picture that is output and is not the last picture of the bitstream that is output, the value of the variable DpbOutputInterval[ n ] is derived as follows:

DpbOutputInterval[ n ] = DpbOutputTime[ nextPicInOutputOrder ] − DpbOutputTime[ n ] (C‑16)

where nextPicInOutputOrder is the picture that follows picture n in output order and has PictureOutputFlag equal to 1.

* + 1. Current decoded picture marking and storage

The current decoded picture is stored in the DPB in an empty picture storage buffer, the DPB fullness is incremented by one, and the current picture is marked as "used for short-term reference".

* 1. Bitstream conformance

A bitstream of coded data conforming to this Specification shall fulfil all requirements specified in this clause.

The bitstream shall be constructed according to the syntax, semantics and constraints specified in this Specification outside of this annex.

The first coded picture in a bitstream shall be an IRAP picture (i.e., an IDR picture or a CRA picture) or a GDR picture.

The bitstream is tested by the HRD for conformance as specified in clause C.1.

For each current picture, let the variables maxPicOrderCnt and minPicOrderCnt be set equal to the maximum and the minimum, respectively, of the PicOrderCntVal values of the following pictures:

– The current picture.

– The previous picture in decoding order that has nuh\_layer\_id the same as the current picture and TemporalId equal to 0 and that is not a RASL or RADL picture.

– The STRPs referred to by all entries in RefPicList[ 0 ] and all entries in RefPicList[ 1 ] of the current picture.

– All pictures n that have nuh\_layer\_id the same as the current picture, PictureOutputFlag equal to 1, CpbRemovalTime[ n ] less than CpbRemovalTime[ currPic ] and DpbOutputTime[ n ] greater than or equal to CpbRemovalTime[ currPic ], where currPic is the current picture.

All of the following conditions shall be fulfilled for each of the bitstream conformance tests:

1. For each access unit n, with n greater than 0, associated with a buffering period SEI message, let the variable deltaTime90k[ n ] be specified as follows:

deltaTime90k[ n ] = 90000 \* ( NominalRemovalTime[ n ] − FinalArrivalTime[ n − 1 ] ) (C‑17)

The value of InitCpbRemovalDelay[ SchedSelIdx ] is constrained as follows:

– If cbr\_flag[ SchedSelIdx ] is equal to 0, the following condition shall be true:

InitCpbRemovalDelay[ SchedSelIdx ] <= Ceil( deltaTime90k[ n ] ) (C‑18)

– Otherwise (cbr\_flag[ SchedSelIdx ] is equal to 1), the following condition shall be true:

Floor( deltaTime90k[ n ] ) <= InitCpbRemovalDelay[ SchedSelIdx ] <= Ceil( deltaTime90k[ n ] ) (C‑19)

NOTE 1 – The exact number of bits in the CPB at the removal time of each picture may depend on which buffering period SEI message is selected to initialize the HRD. Encoders must take this into account to ensure that all specified constraints must be obeyed regardless of which buffering period SEI message is selected to initialize the HRD, as the HRD may be initialized at any one of the buffering period SEI messages.

1. A CPB overflow is specified as the condition in which the total number of bits in the CPB is greater than the CPB size. The CPB shall never overflow.
2. When low\_delay\_hrd\_flag[ HighestTid ] is equal to 0, the CPB shall never underflow. A CPB underflow is specified as follows:

– If DecodingUnitHrdFlag is equal to 0, a CPB underflow is specified as the condition in which the nominal CPB removal time of access unit n NominalRemovalTime[ n ] is less than the final CPB arrival time of access unit n FinalArrivalTime[ n ] for at least one value of n.

– Otherwise (DecodingUnitHrdFlagis equal to 1), a CPB underflow is specified as the condition in which the nominal CPB removal time of decoding unit m DuNominalRemovalTime[ m ] is less than the final CPB arrival time of decoding unit m DuFinalArrivalTime[ m ] for at least one value of m.

1. When DecodingUnitHrdFlag is equal to 1, low\_delay\_hrd\_flag[ HighestTid ] is equal to 1 and the nominal removal time of a decoding unit m of access unit n is less than the final CPB arrival time of decoding unit m (i.e., DuNominalRemovalTime[ m ] < DuFinalArrivalTime[ m ]), the nominal removal time of access unit n shall be less than the final CPB arrival time of access unit n (i.e., AuNominalRemovalTime[ n ] < AuFinalArrivalTime[ n ]).
2. The nominal removal times of pictures from the CPB (starting from the second picture in decoding order) shall satisfy the constraints on NominalRemovalTime[ n ] and CpbRemovalTime[ n ] expressed in clauses A.4.1 through A.4.2.
3. For each current picture, after invocation of the process for removal of pictures from the DPB as specified in clause C.3.2, the number of decoded pictures in the DPB, including all pictures n that are marked as "used for reference", or that have PictureOutputFlag equal to 1 and CpbRemovalTime[ n ] less than CpbRemovalTime[ currPic ], where currPic is the current picture, shall be less than or equal to sps\_max\_dec\_pic\_buffering\_minus1[ HighestTid ].
4. All reference pictures shall be present in the DPB when needed for prediction. Each picture that has PictureOutputFlag equal to 1 shall be present in the DPB at its DPB output time unless it is removed from the DPB before its output time by one of the processes specified in clause C.3.
5. For each current picture that is not a CLVSS picture, the value of maxPicOrderCnt − minPicOrderCnt shall be less than MaxPicOrderCntLsb / 2.
6. The value of DpbOutputInterval[ n ] as given by Equation C‑16, which is the difference between the output time of a picture and that of the first picture following it in output order and having PictureOutputFlag equal to 1, shall satisfy the constraint expressed in clause A.4.1 for the profile, tier and level specified in the bitstream using the decoding process specified in clauses 2 through 10.
7. For each current picture, when decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag is equal to 1, let tmpCpbRemovalDelaySum be derived as follows:

tmpCpbRemovalDelaySum = 0  
for( i = 0; i < num\_decoding\_units\_minus1; i++ ) (C‑20)  
 tmpCpbRemovalDelaySum += du\_cpb\_removal\_delay\_increment\_minus1[ i ] + 1

The value of ClockSubTick \* tmpCpbRemovalDelaySum shall be equal to the difference between the nominal CPB removal time of the current access unit and the nominal CPB removal time of the first decoding unit in the current access unit in decoding order.

1. For any two pictures m and n in the same CVS, when DpbOutputTime[ m ] is greater than DpbOutputTime[ n ], the PicOrderCntVal of picture m shall be greater than the PicOrderCntVal of picture n.

NOTE 2 – All pictures of an earlier CVS in decoding order that are output are output before any pictures of a later CVS in decoding order. Within any particular CVS, the pictures that are output are output in increasing PicOrderCntVal order.

* 1. Decoder conformance
     1. General

A decoder conforming to this Specification shall fulfil all requirements specified in this clause.

A decoder claiming conformance to a specific profile, tier and level shall be able to successfully decode all bitstreams that conform to the bitstream conformance requirements specified in clause C.4, in the manner specified in Annex A, provided that all VPSs, SPSs, PPSs and APSs referred to in the VCL NAL units and appropriate buffering period and picture timing SEI messages are conveyed to the decoder, in a timely manner, either in the bitstream (by non-VCL NAL units), or by external means not specified in this Specification.

When a bitstream contains syntax elements that have values that are specified as reserved and it is specified that decoders shall ignore values of the syntax elements or NAL units containing the syntax elements having the reserved values, and the bitstream is otherwise conforming to this Specification, a conforming decoder shall decode the bitstream in the same manner as it would decode a conforming bitstream and shall ignore the syntax elements or the NAL units containing the syntax elements having the reserved values as specified.

There are two types of conformance that can be claimed by a decoder: output timing conformance and output order conformance.

To check conformance of a decoder, test bitstreams conforming to the claimed profile, tier and level, as specified in clause C.4 are delivered by a hypothetical stream scheduler (HSS) both to the HRD and to the decoder under test (DUT). All cropped decoded pictures output by the HRD shall also be output by the DUT, each cropped decoded picture output by the DUT shall be a picture with PictureOutputFlag equal to 1, and, for each such cropped decoded picture output by the DUT, the values of all samples that are output shall be equal to the values of the samples produced by the specified decoding process.

For output timing decoder conformance, the HSS operates as described above, with delivery schedules selected only from the subset of values of SchedSelIdx for which the bit rate and CPB size are restricted as specified in Annex A for the specified profile, tier and level or with "interpolated" delivery schedules as specified below for which the bit rate and CPB size are restricted as specified in Annex A. The same delivery schedule is used for both the HRD and the DUT.

When the HRD parameters and the buffering period SEI messages are present with hrd\_cpb\_cnt\_minus1[ HighestTid ] greater than 0, the decoder shall be capable of decoding the bitstream as delivered from the HSS operating using an "interpolated" delivery schedule specified as having peak bit rate r, CPB size c( r ) and initial CPB removal delay ( f( r ) ÷ r ) as follows:

α = ( r − BitRate[ HighestTid ][ SchedSelIdx − 1 ] ) ÷ ( BitRate[ HighestTid ][ SchedSelIdx ] −  
 BitRate[ HighestTid ][ SchedSelIdx − 1 ] ), (C‑21)

c( r ) = α \* CpbSize[ HighestTid ][ SchedSelIdx ] + ( 1 − α ) \* CpbSize[ HighestTid ][ SchedSelIdx − 1 ], (C‑22)

f( r ) = α \* InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx ] \* BitRate[ HighestTid ][ SchedSelIdx ] +  
 ( 1 − α ) \* InitCpbRemovalDelay[ HighestTid ][ SchedSelIdx − 1 ] \*  
 BitRate[ HighestTid ][ SchedSelIdx − 1 ] (C‑23)

for any SchedSelIdx > 0 and r such that BitRate[ HighestTid ][ SchedSelIdx − 1 ] <= r <= BitRate[ HighestTid ][ SchedSelIdx ] such that r and c( r ) are within the limits as specified in Annex A for the maximum bit rate and buffer size for the specified profile, tier and level.

NOTE 1 – InitCpbRemovalDelay[ SchedSelIdx ] can be different from one buffering period to another and have to be re-calculated.

For output timing decoder conformance, an HRD as described above is used and the timing (relative to the delivery time of the first bit) of picture output is the same for both the HRD and the DUT up to a fixed delay.

For output order decoder conformance, the following applies:

– The HSS delivers the bitstream BitstreamToDecode to the DUT "by demand" from the DUT, meaning that the HSS delivers bits (in decoding order) only when the DUT requires more bits to proceed with its processing.

NOTE 2 – This means that for this test, the coded picture buffer of the DUT could be as small as the size of the largest decoding unit.

– A modified HRD as described below is used, and the HSS delivers the bitstream to the HRD by one of the schedules specified in the bitstream BitstreamToDecode such that the bit rate and CPB size are restricted as specified in Annex A. The order of pictures output shall be the same for both the HRD and the DUT.

– The HRD CPB size is given by CpbSize[ HighestTid ][ SchedSelIdx ] as specified in clause 7.4.5.2, where SchedSelIdx and the HRD parameters are selected as specified in clause C.1. The DPB size is given by sps\_max\_dec\_pic\_buffering\_minus1[ HighestTid ][ HighestTid ] + 1. Removal time from the CPB for the HRD is the final bit arrival time and decoding is immediate. The operation of the DPB of this HRD is as described in clauses C.5.2 through C.5.2.3.

* + 1. Operation of the output order DPB
       1. General

The decoded picture buffer contains picture storage buffers. Each of the picture storage buffers contains a decoded picture that is marked as "used for reference" or is held for future output. The process for output and removal of pictures from the DPB before decoding of the current picture as specified in clause C.5.2.2 is invoked, the invocation of the process for current decoded picture marking and storage as specified in clause C.3.4, and finally followed by the invocation of the process for additional bumping as specified in clause C.5.2.3. The "bumping" process is specified in clause C.5.2.4 and is invoked as specified in clauses C.5.2.2 and C.5.2.3.

* + - 1. Output and removal of pictures from the DPB

The output and removal of pictures from the DPB before the decoding of the current picture (but after parsing the slice header of the first slice of the current picture) happens instantaneously when the first decoding unit of the access unit containing the current picture is removed from the CPB and proceeds as follows:

– The decoding process for reference picture list construction as specified in clause 8.3.2 and decoding process for reference picture marking as specified in clause 8.3.3 is invoked.

– If the current picture is a CLVSS picture that is not picture 0, the following ordered steps are applied:

1. The variable NoOutputOfPriorPicsFlag is derived for the decoder under test as follows:

– If the value of pic\_width\_in\_luma\_samples, pic\_height\_in\_luma\_samples, chroma\_format\_idc, separate\_colour\_plane\_flag, bit\_depth\_luma\_minus8, bit\_depth\_chroma\_minus8 or sps\_max\_dec\_pic\_‌buffering\_minus1[ HighestTid ] derived from the SPS is different from the value of pic\_width\_in\_luma\_samples, pic\_height\_in\_luma\_samples, chroma\_format\_idc, separate\_colour\_plane\_‌flag, bit\_depth\_luma\_minus8, bit\_depth\_chroma\_minus8 or sps\_max\_dec\_pic\_buffering\_‌minus1[ HighestTid ], respectively, derived from the SPS referred to by the preceding picture, NoOutputOfPriorPicsFlag may (but should not) be set to 1 by the decoder under test, regardless of the value of no\_output\_of\_prior\_pics\_flag.

NOTE – Although setting NoOutputOfPriorPicsFlag equal to no\_output\_of\_prior\_pics\_flag is preferred under these conditions, the decoder under test is allowed to set NoOutputOfPriorPicsFlag to 1 in this case.

– Otherwise, NoOutputOfPriorPicsFlag is set equal to no\_output\_of\_prior\_pics\_flag.

2. The value of NoOutputOfPriorPicsFlag derived for the decoder under test is applied for the HRD as follows:

– If NoOutputOfPriorPicsFlag is equal to 1, all picture storage buffers in the DPB are emptied without output of the pictures they contain and the DPB fullness is set equal to 0.

– Otherwise (NoOutputOfPriorPicsFlag is equal to 0), all picture storage buffers containing a picture that is marked as "not needed for output" and "unused for reference" are emptied (without output) and all non-empty picture storage buffers in the DPB are emptied by repeatedly invoking the "bumping" process specified in clause C.5.2.4 and the DPB fullness is set equal to 0.

– Otherwise (the current picture is not a CLVSS picture), all picture storage buffers containing a picture which are marked as "not needed for output" and "unused for reference" are emptied (without output). For each picture storage buffer that is emptied, the DPB fullness is decremented by one. When one or more of the following conditions are true, the "bumping" process specified in clause C.5.2.4 is invoked repeatedly while further decrementing the DPB fullness by one for each additional picture storage buffer that is emptied, until none of the following conditions are true:

* The number of pictures in the DPB that are marked as "needed for output" is greater than sps\_max\_num\_reorder\_pics[ HighestTid ].
* sps\_max\_latency\_increase\_plus1[ HighestTid ] is not equal to 0 and there is at least one picture in the DPB that is marked as "needed for output" for which the associated variable PicLatencyCount is greater than or equal to SpsMaxLatencyPictures[ HighestTid ].
* The number of pictures in the DPB is greater than or equal to sps\_max\_dec\_pic\_buffering\_minus1[ HighestTid ] + 1.
  + - 1. Additional bumping

The processes specified in this clause happen instantaneously when the last decoding unit of access unit n containing the current picture is removed from the CPB.

When the current picture has PictureOutputFlag equal to 1, for each picture in the DPB that is marked as "needed for output" and follows the current picture in output order, the associated variable PicLatencyCount is set equal to PicLatencyCount + 1.

The following applies:

– If the current decoded picture has PictureOutputFlag equal to 1, it is marked as "needed for output" and its associated variable PicLatencyCount is set equal to 0.

– Otherwise (the current decoded picture has PictureOutputFlag equal to 0), it is marked as "not needed for output".

When one or more of the following conditions are true, the "bumping" process specified in clause C.5.2.4 is invoked repeatedly until none of the following conditions are true:

– The number of pictures in the DPB that are marked as "needed for output" is greater than sps\_max\_num\_reorder\_pics[ HighestTid ].

– sps\_max\_latency\_increase\_plus1[ HighestTid ] is not equal to 0 and there is at least one picture in the DPB that is marked as "needed for output" for which the associated variable PicLatencyCount that is greater than or equal to SpsMaxLatencyPictures[ HighestTid ].

* + - 1. "Bumping" process

The "bumping" process consists of the following ordered steps:

1. The picture that is first for output is selected as the one having the smallest value of PicOrderCntVal of all pictures in the DPB marked as "needed for output".
2. The picture is cropped, using the conformance cropping window specified in the SPS for the picture, the cropped picture is output, and the picture is marked as "not needed for output".
3. When the picture storage buffer that included the picture that was cropped and output contains a picture marked as "unused for reference", the picture storage buffer is emptied.

NOTE – For any two pictures picA and picB that belong to the same CVS and are output by the "bumping process", when picA is output earlier than picB, the value of PicOrderCntVal of picA is less than the value of PicOrderCntVal of picB.

1. Annex D  
     
   HRD related supplemental enhancement information

(This annex forms an integral part of this Recommendation | International Standard.)

* 1. General

This annex specifies syntax and semantics for SEI message payloads.

SEI messages assist in processes related to decoding, display or other purposes. However, SEI messages are not required for constructing the luma or chroma samples by the decoding process. Conforming decoders are not required to process this information for output order conformance to this Specification (see Annex C for the specification of conformance). SEI messages specified in this Annex are required for checking bitstream conformance and for output timing decoder conformance. SEI messages specified in ITU-T H.SEI | ISO/IEC 23002-7 are not required to check bitstream conformance and are not required for output timing decoder conformance.

In clause C.5.2, the specification for presence of SEI messages are also satisfied when those messages (or some subset of them) are conveyed to decoders (or to the HRD) by other means not specified in this Specification. When present in the bitstream, SEI messages shall obey the syntax and semantics specified in clause 7.3.5 and this annex. When the content of an SEI message is conveyed for the application by some means other than presence within the bitstream, the representation of the content of the SEI message is not required to use the same syntax specified in this annex. For the purpose of counting bits, only the appropriate bits that are actually present in the bitstream are counted.

* 1. SEI payload syntax
     1. General SEI message syntax

|  |  |
| --- | --- |
| sei\_payload( payloadType, payloadSize ) { | Descriptor |
| if( nal\_unit\_type = = PREFIX\_SEI\_NUT ) |  |
| if( payloadType = = 0 ) |  |
| buffering\_period( payloadSize ) |  |
| else if( payloadType = = 1 ) |  |
| pic\_timing( payloadSize ) |  |
| else if( payloadType = = 130 ) |  |
| decoding\_unit\_info( payloadSize ) |  |
| else if( payloadType = = 145 ) |  |
| dependent\_rap\_indication( payloadSize )  // Specified in ITU-T H.SEI | ISO/IEC 23002-7. |  |
| else if( payloadType = = 168 ) |  |
| frame\_field\_info( payloadSize ) |  |
| else |  |
| reserved\_sei\_message( payloadSize ) |  |
| else /\* nal\_unit\_type = = SUFFIX\_SEI\_NUT \*/ |  |
| if( payloadType = = 132 ) |  |
| decoded\_picture\_hash( payloadSize )  // Specified in ITU-T H.SEI | ISO/IEC 23002-7. |  |
| else |  |
| reserved\_sei\_message( payloadSize ) |  |
| if( more\_data\_in\_payload( ) ) { |  |
| if( payload\_extension\_present( ) ) |  |
| **reserved\_payload\_extension\_data** | u(v) |
| **payload\_bit\_equal\_to\_one** /\* equal to 1 \*/ | f(1) |
| while( !byte\_aligned( ) ) |  |
| **payload\_bit\_equal\_to\_zero** /\* equal to 0 \*/ | f(1) |
| } |  |
| } |  |

* + 1. Buffering period SEI message syntax

|  |  |
| --- | --- |
| buffering\_period( payloadSize ) { | **Descriptor** |
| **bp\_nal\_hrd\_parameters\_present\_flag** | u(1) |
| **bp\_vcl\_hrd\_parameters\_present\_flag** | u(1) |
| if( bp\_nal\_hrd\_parameters\_present\_flag | | bp\_ vcl\_hrd\_parameters\_present\_flag ) { |  |
| **initial\_cpb\_removal\_delay\_length\_minus1** | u(5) |
| **cpb\_removal\_delay\_length\_minus1** | u(5) |
| **dpb\_output\_delay\_length\_minus1** | u(5) |
| if( decoding\_unit\_hrd\_params\_present\_flag ) { |  |
| **du\_cpb\_removal\_delay\_increment\_length\_minus1** | u(5) |
| **dpb\_output\_delay\_du\_length\_minus1** | u(5) |
| } |  |
| } |  |
| **concatenation\_flag** | u(1) |
| **cpb\_removal\_delay\_delta\_minus1** | u(v) |
| **cpb\_removal\_delay\_deltas\_present\_flag** | u(1) |
| if( cpb\_removal\_delay\_deltas\_present\_flag ) { |  |
| **num\_cpb\_removal\_delay\_deltas\_minus1** | ue(v) |
| for( i = 0; i <= num\_cpb\_removal\_delay\_deltas\_minus1; i++ ) |  |
| **cpb\_removal\_delay\_delta**[ i ] | u(v) |
| } |  |
| **bp\_max\_sub\_layers\_minus1** | u(3) |
| for( i = 0; i <= bp\_max\_sub\_layers\_minus1; i++ ) { |  |
| **bp\_cpb\_cnt\_minus1**[ i ] | ue(v) |
| if( bp\_nal\_hrd\_parameters\_present\_flag ) |  |
| for( j = 0; j < bp\_cpb\_cnt\_minus1[ i ] + 1; j++ ) { |  |
| **nal\_initial\_cpb\_removal\_delay**[ i ][ j ] | u(v) |
| **nal\_initial\_cpb\_removal\_offset**[ i ][ j ] | u(v) |
| if( decoding\_unit\_hrd\_params\_present\_flag) { |  |
| **nal\_initial\_alt\_cpb\_removal\_delay**[ i ][ j ] | u(v) |
| **nal\_initial\_alt\_cpb\_removal\_offset**[ i ][ j ] | u(v) |
| } |  |
| } |  |
| if( bp\_vcl\_hrd\_parameters\_present\_flag ) |  |
| for( j = 0; j < bp\_cpb\_cnt\_minus1[ i ] + 1; j++ ) { |  |
| **vcl\_initial\_cpb\_removal\_delay**[ i ][ j ] | u(v) |
| **vcl\_initial\_cpb\_removal\_offset**[ i ][ j ] | u(v) |
| if( decoding\_unit\_hrd\_params\_present\_flag ) { |  |
| **vcl\_initial\_alt\_cpb\_removal\_delay**[ i ][ j ] | u(v) |
| **vcl\_initial\_alt\_cpb\_removal\_offset**[ i **]**[ j ] | u(v) |
| } |  |
| } |  |
| } |  |
| } |  |

* + 1. Picture timing SEI message syntax

|  |  |
| --- | --- |
| pic\_timing( payloadSize ) { | Descriptor |
| **pt\_max\_sub\_layers\_minus1** | u(3) |
| **cpb\_removal\_delay\_minus1**[ pt\_max\_sub\_layers\_minus1 ] | u(v) |
| for( i = TemporalId; i < pt\_max\_sub\_layers\_minus1; i++ ) { |  |
| **sub\_layer\_delays\_present\_flag**[ i ] | u(1) |
| if( sub\_layer\_delays\_present\_flag[ i ] ) { |  |
| **cpb\_removal\_delay\_delta\_enabled\_flag**[ i ] | u(1) |
| if( cpb\_removal\_delay\_delta\_enabled\_flag[ i ] ) |  |
| **cpb\_removal\_delay\_delta\_idx**[ i ] | u(v) |
| else |  |
| **cpb\_removal\_delay\_minus1**[ i ] | u(v) |
| } |  |
| } |  |
| **dpb\_output\_delay** | u(v) |
| if( decoding\_unit\_hrd\_params\_present\_flag ) |  |
| **pic\_dpb\_output\_du\_delay** | u(v) |
| if( decoding\_unit\_hrd\_params\_present\_flag &&  decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag ) { |  |
| **num\_decoding\_units\_minus1** | ue(v) |
| **du\_common\_cpb\_removal\_delay\_flag** | u(1) |
| if( du\_common\_cpb\_removal\_delay\_flag ) |  |
| **du\_common\_cpb\_removal\_delay\_increment\_minus1** | u(v) |
| for( i = 0; i <= num\_decoding\_units\_minus1; i++ ) { |  |
| **num\_nalus\_in\_du\_minus1**[ i ] | ue(v) |
| if( !du\_common\_cpb\_removal\_delay\_flag && i < num\_decoding\_units\_minus1 ) |  |
| **du\_cpb\_removal\_delay\_increment\_minus1**[ i ] | u(v) |
| } |  |
| } |  |
| } |  |

* + 1. Decoding unit information SEI message syntax

|  |  |
| --- | --- |
| decoding\_unit\_info( payloadSize ) { | Descriptor |
| **decoding\_unit\_idx** | ue(v) |
| if( !decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag ) |  |
| **du\_spt\_cpb\_removal\_delay\_increment** | u(v) |
| **dpb\_output\_du\_delay\_present\_flag** | u(1) |
| if( dpb\_output\_du\_delay\_present\_flag ) |  |
| **pic\_spt\_dpb\_output\_du\_delay** | u(v) |
| } |  |

* + 1. Frame-field information SEI message syntax

|  |  |
| --- | --- |
| frame\_field\_info( payloadSize ) { | Descriptor |
| **field\_pic\_flag** | u(1) |
| if( field\_pic\_flag ) { |  |
| **bottom\_field\_flag** | u(1) |
| **pairing\_indicated\_flag** | u(1) |
| if( pairing\_indicated\_flag ) |  |
| **paired\_with\_next\_field\_flag** | u(1) |
| } else { |  |
| **display\_fields\_from\_frame\_flag** | u(1) |
| if( display\_fields\_from\_frame\_flag ) |  |
| **top\_field\_first\_flag** | u(1) |
| **display\_elemental\_periods\_minus1** | ue(v) |
| } |  |
| **source\_scan\_type** | u(2) |
| **duplicate\_flag** | u(1) |
| } |  |

* 1. SEI payload semantics
     1. General SEI payload semantics

**reserved\_payload\_extension\_data** shall not be present in bitstreams conforming to this version of this Specification. However, decoders conforming to this version of this Specification shall ignore the presence and value of reserved\_payload\_extension\_data. When present, the length, in bits, of reserved\_payload\_extension\_data is equal to 8 \* payloadSize − nEarlierBits − nPayloadZeroBits − 1, where nEarlierBits is the number of bits in the sei\_payload( ) syntax structure that precede the reserved\_payload\_extension\_data syntax element, and nPayloadZeroBits is the number of payload\_bit\_equal\_to\_zero syntax elements at the end of the sei\_payload( ) syntax structure.

**payload\_bit\_equal\_to\_one** shall be equal to 1.

**payload\_bit\_equal\_to\_zero** shall be equal to 0.

NOTE 1 – SEI messages with the same value of payloadType are conceptually the same SEI message regardless of whether they are contained in prefix or suffix SEI NAL units.

NOTE 2 – For SEI messages with payloadType in the range of 0 to 47, inclusive, that are specified in this Specification, the payloadType values are aligned with similar SEI messages specified in Rec. ITU-T H.264 | ISO/IEC 14496-10.

The semantics and persistence scope for each SEI message are specified in the semantics specification for each particular SEI message.

NOTE 3 – Persistence information for SEI messages is informatively summarized in Table D.1.

Table D.1 – Persistence scope of SEI messages (informative)

|  |  |
| --- | --- |
| SEI message | Persistence scope |
| Buffering period | The remainder of the bitstream |
| Picture timing | The access unit containing the SEI message |
| Decoding unit information | The access unit containing the SEI message |
| Frame-field information | The access unit containing the SEI message |

* + 1. Buffering period SEI message semantics

A buffering period SEI message provides initial CPB removal delay and initial CPB removal delay offset information for initialization of the HRD at the position of the associated access unit in decoding order.

When the buffering period SEI message is present, a picture is said to be a notDiscardablePic picture when the picture has TemporalId equal to 0 and is not a RASL or RADL picture.

When the current picture is not the first picture in the bitstream in decoding order, let prevNonDiscardablePic be the preceding picture in decoding order with TemporalId equal to 0 that is not a RASL or RADL picture.

The presence of buffering period SEI messages is specified as follows:

– If NalHrdBpPresentFlag is equal to 1 or VclHrdBpPresentFlag is equal to 1, the following applies for each access unit in the CVS:

* If the access unit is an IRAP or GDR access unit, a buffering period SEI message applicable to the operation point shall be associated with the access unit.
* Otherwise, if the access unit contains a notDiscardablePic, a buffering period SEI message applicable to the operation point may or may not be associated with the access unit.
* Otherwise, the access unit shall not be associated with a buffering period SEI message applicable to the operation point.

– Otherwise (NalHrdBpPresentFlag and VclHrdBpPresentFlag are both equal to 0), no access unit in the CVS shall be associated with a buffering period SEI message.

NOTE 1 – For some applications, frequent presence of buffering period SEI messages may be desirable (e.g., for random access at an IRAP picture or a non-IRAP picture or for bitstream splicing).

**bp\_nal\_hrd\_parameters\_present\_flag** equal to 1 specifies that a list of syntax element pairs nal\_initial\_cpb\_removal\_delay[ i ][ j ] and nal\_initial\_cpb\_removal\_offset[ i ][ j ] are present in the buffering period SEI message. bp\_nal\_hrd\_parameters\_present\_flag equal to 0 specifies that no syntax element pairs nal\_initial\_cpb\_removal\_delay[ i ][ j ] and nal\_initial\_cpb\_removal\_offset[ i ][ j ] are present in the buffering period SEI message.

It is a requirement of bitstream conformance that the value of bp\_nal\_hrd\_parameters\_present\_flag in the buffering period SEI message assocaited with an access unit is equal to the value of general\_nal\_hrd\_parameters\_present\_flag in the HRD parameters of the SPS.

**bp\_vcl\_hrd\_parameters\_present\_flag** equal to 1 specifies that a list of syntax element pairs vcl\_initial\_cpb\_removal\_delay[ i ][ j ] and vcl\_initial\_cpb\_removal\_offset[ i ][ j ] are present in the buffering period SEI message. bp\_vcl\_hrd\_parameters\_present\_flag equal to 0 specifies that no syntax element pairs vcl\_initial\_cpb\_removal\_delay[ i ][ j ] and vcl\_initial\_cpb\_removal\_offset[ i ][ j ] are present in the buffering period SEI message.

It is a requirement of bitstream conformance that the value of bp\_vcl\_hrd\_parameters\_present\_flag in the buffering period SEI message associated with an access unit is equal to the value of general\_vcl\_hrd\_parameters\_present\_flag in the HRD parameters of the SPS.

**initial\_cpb\_removal\_delay\_length\_minus1** plus 1 specifies the length, in bits, of the syntax elements nal\_initial\_cpb\_removal\_delay[ i ][ j ], nal\_initial\_cpb\_removal\_offset[ i ][ j ], vcl\_initial\_cpb\_removal\_delay[ i ][ j ], and vcl\_initial\_cpb\_removal\_offset[ i ][ j ] of the buffering period SEI message. When not present, the value of initial\_cpb\_removal\_delay\_length\_minus1 is inferred to be equal to 23.

**cpb\_removal\_delay\_length\_minus1** plus 1 specifies the length, in bits, of the syntax elements cpb\_removal\_delay\_delta\_minus1 and cpb\_removal\_delay\_delta[ i ] in the buffering period SEI message and the syntax element cpb\_removal\_delay\_minus1[ i ] in the picture timing SEI message. When not present, the value of cpb\_removal\_delay\_length\_minus1 is inferred to be equal to 23.

**dpb\_output\_delay\_length\_minus1** plus 1 specifies the length, in bits, of the syntax element dpb\_output\_delay in the picture timing SEI message. When not present, the value of dpb\_output\_delay\_length\_minus1 is inferred to be equal to 23.

**du\_cpb\_removal\_delay\_increment\_length\_minus1** plus 1 specifies the length, in bits, of the du\_cpb\_removal\_delay\_increment\_minus1[ i ] and du\_common\_cpb\_removal\_delay\_increment\_minus1 syntax elements of the picture timing SEI message and the du\_spt\_cpb\_removal\_delay\_increment syntax element in the decoding unit information SEI message.

**dpb\_output\_delay\_du\_length\_minus1** plus 1 specifies the length, in bits, of the pic\_dpb\_output\_du\_delay syntax element in the picture timing SEI message and the pic\_spt\_dpb\_output\_du\_delay syntax element in the decoding unit information SEI message.

**concatenation\_flag** indicates, when the current picture is not the first picture in the bitstream in decoding order, whether the nominal CPB removal time of the current picture is determined relative to the nominal CPB removal time of the preceding picture with a buffering period SEI message or relative to the nominal CPB removal time of the picture prevNonDiscardablePic.

**cpb\_removal\_delay\_delta\_minus1** plus 1, when the current picture is not the first picture in the bitstream in decoding order, specifies a CPB removal delay increment value relative to the nominal CPB removal time of the picture prevNonDiscardablePic. The lenght of this syntax element is cpb\_removal\_delay\_length\_minus1 + 1 bits.

When the current picture contains a buffering period SEI message and concatenation\_flag is equal to 0 and the current picture is not the first picture in the bitstream in decoding order, it is a requirement of bitstream conformance that the following constraint applies:

* If the picture prevNonDiscardablePic is not associated with a buffering period SEI message, the cpb\_removal\_delay\_minus1 of the current picture shall be equal to the cpb\_removal\_delay\_minus1 of prevNonDiscardablePic plus cpb\_removal\_delay\_delta\_minus1 + 1.
* Otherwise, cpb\_removal\_delay\_minus1 shall be equal to cpb\_removal\_delay\_delta\_minus1.

NOTE 2 – When the current picture contains a buffering period SEI message and concatenation\_flag is equal to 1, the cpb\_removal\_delay\_minus1 for the current picture is not used. The above-specified constraint can, under some circumstances, make it possible to splice bitstreams (that use suitably-designed referencing structures) by simply changing the value of concatenation\_flag from 0 to 1 in the buffering period SEI message for an IRAP or GDR picture at the splicing point. When concatenation\_flag is equal to 0, the above-specified constraint enables the decoder to check whether the constraint is satisfied as a way to detect the loss of the picture prevNonDiscardablePic.

**cpb\_removal\_delay\_deltas\_present\_flag** equal to 1 specifies that the buffering period SEI message contains CPB removal delay deltas. cpb\_removal\_delay\_deltas\_present\_flag equal to 0 specifies that no CPB removal delay deltas are present in the buffering period SEI message.

**num\_cpb\_removal\_delay\_deltas\_minus1** plus 1 specifies the number of syntax elements cpb\_removal\_delay\_delta[ i ] in the buffering period SEI message. The value of num\_cpb\_removal\_offsets\_minus1shall be in the range of 0 to 15, inclusive.

**cpb\_removal\_delay\_delta**[ i ] specifies the i-th CPB removal delay delta. The lenght of this syntax element is cpb\_removal\_delay\_length\_minus1 + 1 bits.

**bp\_max\_sub\_layers\_minus1** plus 1 specifies the maximum number of temporal sub-layers for which CPB removal delay and CBP removal offset are indicated in the buffering period SEI message. The value of bp\_max\_sub\_layers\_minus1 shall be in the range of 0 to 6, inclusive.

It is a requirement of bitstream conformance that the value of bp\_max\_sub\_layers\_minus1 in the buffering period SEI message shall be equal to the value of sps\_max\_sub\_layers\_minus1 in the SPS.

**bp\_cpb\_cnt\_minus1**[ i ] plus 1 specifies the number of syntax element pairs nal\_initial\_cpb\_removal\_delay[ i ][ j ] and nal\_initial\_cpb\_removal\_offset[ i ][ j ] of the i-th temporal sub-layer when bp\_nal\_hrd\_parameters\_present\_flag is equal to 1, and the number of syntax element pairs vcl\_initial\_cpb\_removal\_delay[ i ][ j ] and vcl\_initial\_cpb\_removal\_offset[ i ][ j ] of the i-th temporal sub-layer when bp\_vcl\_hrd\_parameters\_present\_flag is equal to 1. The value of bp\_cpb\_cnt\_minus1 shall be in the range of 0 to 31, inclusive.

It is a requirement of bitstream conformance that the value of bp\_cpb\_cnt\_minus1[ i ] in the buffering period SEI message shall be equal to the value of hrd\_cpb\_cnt\_minus1 in the SPS.

**nal\_initial\_cpb\_removal\_delay**[ i ][ j ] and **nal\_initial\_alt\_cpb\_removal\_delay**[ i ][ j ] specify the j-th default and alternative initial CPB removal delay for the NAL HRD in units of a 90 kHz clock of the i-th temporal sub-layer. The length of nal\_initial\_cpb\_removal\_delay[ i ][ j ] and nal\_initial\_alt\_cpb\_removal\_delay[ i ][ j ] is initial\_cpb\_removal\_delay\_length\_minus1 + 1 bits. The value of nal\_initial\_cpb\_removal\_delay[ i ][ j ] shall not be equal to 0 and shall be less than or equal to 90000 \* ( CpbSize[ i ][ j ] ÷ BitRate[ i ][ j ] ), the time-equivalent of the CPB size in 90 kHz clock units.

**nal\_initial\_cpb\_removal\_offset**[ i ][ j ] and **nal\_initial\_alt\_cpb\_removal\_offset**[ i ][ j ] specify the j-th default and alternative initial CPB removal offset of the i-th temporal sub-layer for the NAL HRD in units of a 90 kHz clock. The length of nal\_initial\_cpb\_removal\_offset[ i ][ j ] and nal\_initial\_alt\_cpb\_removal\_offset[ i ][ j ] is initial\_cpb\_removal\_delay\_length\_minus1 + 1 bits.

Over the entire CVS, the sum of nal\_initial\_cpb\_removal\_delay[ i ] and nal\_initial\_cpb\_removal\_offset[ i ][ j ] shall be constant for each value of j, and the sum of nal\_initial\_alt\_cpb\_removal\_delay[ i ][ j ] and nal\_initial\_alt\_cpb\_removal\_offset[ i ][ j ] shall be constant for each value pair of i and j.

**vcl\_initial\_cpb\_removal\_delay**[ i ][ j ] and **vcl\_initial\_alt\_cpb\_removal\_delay**[ i ][ j ] specify the j-th default and alternative initial CPB removal delay of the i-th temporal sub-layer for the VCL HRD in units of a 90 kHz clock. The length of vcl\_initial\_cpb\_removal\_delay[ i ][ j ] and vcl\_initial\_alt\_cpb\_removal\_delay[ i ][ j ] is initial\_cpb\_removal\_delay\_length\_minus1 + 1 bits. The value of vcl\_initial\_cpb\_removal\_delay[ i ][ j ] shall not be equal to 0 and shall be less than or equal to 90000 \* ( CpbSize[ i ][ j ] ÷ BitRate[ i ][ j ] ), the time-equivalent of the CPB size in 90 kHz clock units.

**vcl\_initial\_cpb\_removal\_offset**[ i ][ j ] and **vcl\_initial\_alt\_cpb\_removal\_offset**[ i ][ j ] specify the i-th default and alternative initial CPB removal offset of the i-th temporal sub-layer for the VCL HRD in units of a 90 kHz clock. The length of vcl\_initial\_cpb\_removal\_offset[ i ] and vcl\_initial\_alt\_cpb\_removal\_offset[ i ][ j ] is initial\_cpb\_removal\_delay\_length\_minus1 + 1 bits.

Over the entire CVS, the sum of vcl\_initial\_cpb\_removal\_delay[ i ][ j ] and vcl\_initial\_cpb\_removal\_offset[ i ][ j ] shall be constant for each value pair of i and j, and the sum of vcl\_initial\_alt\_cpb\_removal\_delay[ i ][ j ] and vcl\_initial\_alt\_cpb\_removal\_offset[ i ][ j ] shall be constant for each value pair of i and j.

* + 1. Picture timing SEI message semantics

The picture timing SEI message provides CPB removal delay and DPB output delay information for the access unit associated with the SEI message.

If bp\_nal\_hrd\_parameters\_present\_flag or bp\_vcl\_hrd\_parameters\_present\_flag of the buffering period SEI mesage applicable for the current access unit is equal to 1, the variable CpbDpbDelaysPresentFlag is set equal to 1. Otherwise, CpbDpbDelaysPresentFlag is set equal to 0.

The presence of picture timing SEI messages is specified as follows:

– If CpbDpbDelaysPresentFlag is equal to 1, a picture timing SEI message shall be associated with the current access unit.

– Otherwise (CpbDpbDelaysPresentFlag is equal to 0), there shall not be a picture timing SEI message associated with the current access unit.

**pt\_max\_sub\_layers\_minus1** plus 1 specifies the maximum number of temporal sub-layers that may be present in the bitstream. The value of pt\_max\_sub\_layers\_minus1 shall be in the range of 0 to 6, inclusive.

It is a requirement of bitstream conformance that the value of pt\_max\_sub\_layers\_minus1 in the picture timing SEI message is equal to the value of sps\_max\_sub\_layers\_minus1 in the SPS.

**cpb\_removal\_delay\_minus1**[ i ] plus 1 is used to calculate the number of clock ticks between the nominal CPB removal times of the access unit associated with the picture timing SEI message and the preceding access unit in decoding order that contains a buffering period SEI message when HighestTid is equal to i. This value is also used to calculate an earliest possible time of arrival of access unit data into the CPB for the HSS. The length of cpb\_removal\_delay\_minus1[ i ] is cpb\_removal\_delay\_length\_minus1 + 1 bits.

The variable BpResetFlag of the current picture is derived as follows:

* If the current picture is associated with a buffering period SEI message, BpResetFlag is set equal to 1.
* Otherwise, BpResetFlag is set equal to 0.

**sub\_layer\_delays\_present\_flag**[ i ] equal to 1 specifies that cpb\_removal\_delay\_delta\_idx[ i ] or cpb\_removal\_delay\_minus1[ i ] is present for the the sub-layer with TemporalId equal to i. sub\_layer\_delays\_present\_flag[ i ] equal to 0 specifies that neither cpb\_removal\_delay\_delta\_idx[ i ] nor cpb\_removal\_delay\_minus1[ i ] is present for the sub-layer with TemporalId equal to i. When not present, the value of sub\_layer\_delays\_present\_flag[ i ] is infered to be equal to 0.

**cpb\_removal\_delay\_delta\_enabled**[ i ] equal to 1 specifies that cpb\_removal\_delay\_delta\_idx[ i ] is present in the picture timing SEI message. cpb\_removal\_delay\_delta\_enabled[ i ] equal to 0 specifies that cpb\_removal\_delay\_delta\_idx[ i ] is not present in the picture timing SEI message. When not present, the value of cpb\_removal\_delay\_delta\_enabled[ i ] is infered to be equal to 0.

**cpb\_removal\_delay\_delta\_idx**[ i ] specifies the index of the CPB removal delta that applies to HighestTid equal to i in the list of cpb\_removal\_delay\_delta[ j ] for j ranging from 0 to num\_cpb\_removal\_delay\_deltas\_minus1, inclusive.

The variables CpbRemovalDelayMsb[ i ] and CpbRemovalDelayVal[ i ] of the current picture are derived as follows:

* If the current access unit is the access unit that initializes the HRD, CpbRemovalDelayMsb[ i ] and CpbRemovalDelayVal[ i ] are both set equal to 0, and the value of cpbRemovalDelayValTmp[ i ] is set equal to cpb\_removal\_delay\_minus1[ i ] + 1.
* Otherwise, let the picture prevNonDiscardablePic be the previous picture in decoding order that has TemporalId equal to 0 that is not a RASL or RADL, let prevCpbRemovalDelayMinus1[ i ], prevCpbRemovalDelayMsb[ i ], and prevBpResetFlag be set equal to the values of cpbRemovalDelayValTmp[ i ] − 1, CpbRemovalDelayMsb[ i ], and BpResetFlag, respectively, for the picture prevNonDiscardablePic, and the following applies:
* CpbRemovalDelayMsb[ i ] is derived as follows:

cpbRemovalDelayValTmp[ i ] = cpb\_removal\_delay\_delta\_enabled\_flag[ i ] ?  
 cpb\_removal\_delay\_minus1[ sps\_max\_sub\_layers\_minus1 ] + 1 +  
 cpb\_removal\_delay\_delta[ cpb\_removal\_delay\_delta\_idx[ i ] ] : cpb\_removal\_delay\_minus1[ i ] + 1  
if( prevBpResetFlag )  
 CpbRemovalDelayMsb[ i ] = 0  
else if( cpbRemovalDelayValTmp[ i ] < prevCpbRemovalDelayMinus1[ i ] )  
 CpbRemovalDelayMsb[ i ] = prevCpbRemovalDelayMsb[ i ] + 2cpb\_removal\_delay\_length\_minus1 + 1 (D‑1)  
else  
 CpbRemovalDelayMsb[ i ] = prevCpbRemovalDelayMsb[ i ]

* CpbRemovalDelayVal is derived as follows:

CpbRemovalDelayVal[ i ] = CpbRemovalDelayMsb[ i ] + cpbRemovalDelayValTmp[ i ] (D‑2)

The value of CpbRemovalDelayVal[ i ] shall be in the range of 1 to 232, inclusive.

The variable picDpbOutputDelta[ i ] is derived as follows:

* If sub\_layer\_delays\_present\_flag[ i ] is equal to 0, picDpbOutputDelta[ i ] is set equal to 0.
* Otherwise (sub\_layer\_delays\_present\_flag[ i ] is equal to 1), picDpbOutputDelta[ i ] is set equal to CpbRemovalDelayVal[ i ] – ( cpb\_removal\_delay\_minus1[ sps\_max\_sub\_layers\_minus1 ] + 1 ).

**dpb\_output\_delay** is used to compute the DPB output time of the picture. It specifies how many clock ticks to wait after removal of an access unit from the CPB before the decoded picture is output from the DPB.

NOTE – A picture is not removed from the DPB at its output time when it is still marked as "used for short-term reference" or "used for long-term reference".

The length of dpb\_output\_delay is dpb\_output\_delay\_length\_minus1 + 1 bits. When sps\_max\_dec\_pic\_buffering\_minus1 is equal to 0, the value of pic\_dpb\_output\_delay shall be equal to 0.

The output time derived from the dpb\_output\_delay of any picture that is output from an output timing conforming decoder shall precede the output time derived from the dpb\_output\_delay of all pictures in any subsequent CVS in decoding order.

The picture output order established by the values of this syntax element shall be the same order as established by the values of PicOrderCntVal.

For pictures that are not output by the "bumping" process because they precede, in decoding order, a CLVSS picture that has no\_output\_of\_prior\_pics\_flag equal to 1 or inferred to be equal to 1, the output times derived from dpb\_output\_delay shall be increasing with increasing value of PicOrderCntVal relative to all pictures within the same CVS.

**pic\_dpb\_output\_du\_delay** is used to compute the DPB output time of the picture when DecodingUnitHrdFlag is equal to 1. It specifies how many sub clock ticks to wait after removal of the last decoding unit in an access unit from the CPB before the decoded picture is output from the DPB.

The length of the syntax element pic\_dpb\_output\_du\_delay is given in bits by dpb\_output\_delay\_du\_length\_minus1 + 1.

The output time derived from the pic\_dpb\_output\_du\_delay of any picture that is output from an output timing conforming decoder shall precede the output time derived from the pic\_dpb\_output\_du\_delay of all pictures in any subsequent CVS in decoding order.

The picture output order established by the values of this syntax element shall be the same order as established by the values of PicOrderCntVal.

For pictures that are not output by the "bumping" process because they precede, in decoding order, a CLVSS picture that has no\_output\_of\_prior\_pics\_flag equal to 1 or inferred to be equal to 1, the output times derived from pic\_dpb\_output\_du\_delay shall be increasing with increasing value of PicOrderCntVal relative to all pictures within the same CVS.

For any two pictures in the CVS, the difference between the output times of the two pictures when DecodingUnitHrdFlag is equal to 1 shall be identical to the same difference when DecodingUnitHrdFlag is equal to 0.

**num\_decoding\_units\_minus1** plus 1 specifies the number of decoding units in the access unit the picture timing SEI message is associated with. The value of num\_decoding\_units\_minus1 shall be in the range of 0 to PicSizeInCtbsY − 1, inclusive.

**du\_common\_cpb\_removal\_delay\_flag** equal to 1 specifies that the syntax element du\_common\_cpb\_removal\_delay\_increment\_minus1 is present. du\_common\_cpb\_removal\_delay\_flag equal to 0 specifies that the syntax element du\_common\_cpb\_removal\_delay\_increment\_minus1 is not present.

**du\_common\_cpb\_removal\_delay\_increment\_minus1** plus 1 specifies the duration, in units of clock sub-ticks (see clause C.1), between the nominal CPB removal times of any two consecutive decoding units in decoding order in the access unit associated with the picture timing SEI message. This value is also used to calculate an earliest possible time of arrival of decoding unit data into the CPB for the HSS, as specified in Annex C. The lenght of this syntax element is du\_cpb\_removal\_delay\_increment\_length\_minus1 + 1.

**num\_nalus\_in\_du\_minus1**[ i ] plus 1 specifies the number of NAL units in the i-th decoding unit of the access unit the picture timing SEI message is associated with. The value of num\_nalus\_in\_du\_minus1[ i ] shall be in the range of 0 to PicSizeInCtbsY − 1, inclusive.

The first decoding unit of the access unit consists of the first num\_nalus\_in\_du\_minus1[ 0 ] + 1 consecutive NAL units in decoding order in the access unit. The i-th (with i greater than 0) decoding unit of the access unit consists of the num\_nalus\_in\_du\_minus1[ i ] + 1 consecutive NAL units immediately following the last NAL unit in the previous decoding unit of the access unit, in decoding order. There shall be at least one VCL NAL unit in each decoding unit. All non-VCL NAL units associated with a VCL NAL unit shall be included in the same decoding unit as the VCL NAL unit.

**du\_cpb\_removal\_delay\_increment\_minus1**[ i ] plus 1 specifies the duration, in units of clock sub-ticks, between the nominal CPB removal times of the ( i + 1 )-th decoding unit and the i-th decoding unit, in decoding order, in the access unit associated with the picture timing SEI message. This value is also used to calculate an earliest possible time of arrival of decoding unit data into the CPB for the HSS, as specified in Annex C. The lenght of this syntax element is du\_cpb\_removal\_delay\_increment\_length\_minus1 + 1.

* + 1. Decoding unit information SEI message semantics

The decoding unit information SEI message provides CPB removal delay information for the decoding unit associated with the SEI message.

The following applies for the decoding unit information SEI message syntax and semantics:

– The syntax elements decoding\_unit\_hrd\_params\_present\_flag, decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag and dpb\_output\_delay\_du\_length\_minus1, and the variable CpbDpbDelaysPresentFlag are found in or derived from syntax elements in the general\_hrd\_parameters( ) syntax structure that is applicable to at least one of the operation points to which the decoding unit information SEI message applies.

– The bitstream (or a part thereof) refers to the bitstream subset (or a part thereof) associated with any of the operation points to which the decoding unit information SEI message applies.

The presence of decoding unit information SEI messages for an operation point is specified as follows:

– If CpbDpbDelaysPresentFlag is equal to 1, decoding\_unit\_hrd\_params\_present\_flag is equal to 1 and decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag is equal to 0, one or more decoding unit information SEI messages applicable to the operation point shall be associated with each decoding unit in the CVS.

– Otherwise, if CpbDpbDelaysPresentFlag is equal to 1, decoding\_unit\_hrd\_params\_present\_flag is equal to 1 and decoding\_unit\_cpb\_params\_in\_pic\_timing\_sei\_flag is equal to 1, one or more decoding unit information SEI messages applicable to the operation point may or may not be associated with each decoding unit in the CVS.

– Otherwise (CpbDpbDelaysPresentFlag is equal to 0 or decoding\_unit\_hrd\_params\_present\_flag is equal to 0), in the CVS there shall be no decoding unit that is associated with a decoding unit information SEI message applicable to the operation point.

The set of NAL units associated with a decoding unit information SEI message consists, in decoding order, of the SEI NAL unit containing the decoding unit information SEI message and all subsequent NAL units in the access unit up to but not including any subsequent SEI NAL unit containing a decoding unit information SEI message with a different value of decoding\_unit\_idx. Each decoding unit shall include at least one VCL NAL unit. All non-VCL NAL units associated with a VCL NAL unit shall be included in the decoding unit containing the VCL NAL unit.

**decoding\_unit\_idx** specifies the index, starting from 0, to the list of decoding units in the current access unit, of the decoding unit associated with the decoding unit information SEI message. The value of decoding\_unit\_idx shall be in the range of 0 to PicSizeInCtbsY − 1, inclusive.

A decoding unit identified by a particular value of duIdx includes and only includes all NAL units associated with all decoding unit information SEI messages that have decoding\_unit\_idx equal to duIdx. Such a decoding unit is also referred to as associated with the decoding unit information SEI messages having decoding\_unit\_idx equal to duIdx.

For any two decoding units duA and duB in one access unit with decoding\_unit\_idx equal to duIdxA and duIdxB, respectively, where duIdxA is less than duIdxB, duA shall precede duB in decoding order.

A NAL unit of one decoding unit shall not be present, in decoding order, between any two NAL units of another decoding unit.

**du\_spt\_cpb\_removal\_delay\_increment** specifies the duration, in units of clock sub-ticks, between the nominal CPB times of the last decoding unit in decoding order in the current access unit and the decoding unit associated with the decoding unit information SEI message. This value is also used to calculate an earliest possible time of arrival of decoding unit data into the CPB for the HSS, as specified in Annex C. The lenght of this syntax element is du\_cpb\_removal\_delay\_increment\_length\_minus1 + 1. When the decoding unit associated with the decoding unit information SEI message is the last decoding unit in the current access unit, the value of du\_spt\_cpb\_removal\_delay\_increment shall be equal to 0.

**dpb\_output\_du\_delay\_present\_flag** equal to 1 specifies the presence of the pic\_spt\_dpb\_output\_du\_delay syntax element in the decoding unit information SEI message. dpb\_output\_du\_delay\_present\_flag equal to 0 specifies the absence of the pic\_spt\_dpb\_output\_du\_delay syntax element in the decoding unit information SEI message.

**pic\_spt\_dpb\_output\_du\_delay** is used to compute the DPB output time of the picture when DecodingUnitHrdFlag is equal to 1. It specifies how many sub clock ticks to wait after removal of the last decoding unit in an access unit from the CPB before the decoded picture is output from the DPB. When not present, the value of pic\_spt\_dpb\_output\_du\_delay is inferred to be equal to pic\_dpb\_output\_du\_delay. The length of the syntax element pic\_spt\_dpb\_output\_du\_delay is given in bits by dpb\_output\_delay\_du\_‌length\_minus1 + 1.

It is a requirement of bitstream conformance that all decoding unit information SEI messages that are associated with the same access unit, apply to the same operation point, and have dpb\_output\_du\_delay\_present\_flag equal to 1 shall have the same value of pic\_spt\_dpb\_output\_du\_delay.

The output time derived from the pic\_spt\_dpb\_output\_du\_delay of any picture that is output from an output timing conforming decoder shall precede the output time derived from the pic\_spt\_dpb\_output\_du\_delay of all pictures in any subsequent CVS in decoding order.

The picture output order established by the values of this syntax element shall be the same order as established by the values of PicOrderCntVal.

For pictures that are not output by the "bumping" process because they precede, in decoding order, a CLVSS picture that has no\_output\_of\_prior\_pics\_flag equal to 1 or inferred to be equal to 1, the output times derived from pic\_spt\_dpb\_output\_du\_delay shall be increasing with increasing value of PicOrderCntVal relative to all pictures within the same CVS.

For any two pictures in the CVS, the difference between the output times of the two pictures when DecodingUnitHrdFlag is equal to 1 shall be identical to the same difference when DecodingUnitHrdFlag is equal to 0.

* + 1. Frame-field information SEI message semantics

The frame-field information SEI message may be used to indicate how the associated picture should be displayed (although this is merely a suggestion rather than a prescription, as the display process is outside the scope of this document), the source scan type of the associated picture, and whether the associated picture is a duplicate of a previous picture, in output order, of the same layer.

**field\_pic\_flag** equal to 1 indicates that the display model considers the current picture as a field for the display model, and field\_pic\_flag equal to 0 indicates that the display model considers the current picture as a frame for the display model. The value of field\_pic\_flag shall be equal to field\_seq\_flag.

**bottom\_field\_flag** equal to 1, when present, indicates that the current picture is a bottom field (i.e., that the parity of the current picture is bottom). bottom\_field\_flag equal to 0 indicates that the current picture is a top field (i.e., that the parity of the current picture is top). The two parities, bottom and top, are considered as opposite parities.

**pairing\_indicated\_flag** equal to 1, when present, indicates that the current picture is considered paired with the next picture in output order or with the previous picture in output order as the two fields of a frame. pairing\_indicated\_flag equal to 0, when present, indicates that a pairing of the current picture with another picture to form a frame is not expressed.

**paired\_with\_next\_field\_flag** equal to 1, when present, indicates that the current picture is considered paired with the next picture as the two fields of a frame. paired\_with\_next\_field\_flag equal to 0, when present, indicates that the current picture is considered paired with the previous picture as the two fields of a frame.

When paired\_with\_next\_field\_flag is present, the following constraints shall apply

– If paired\_with\_next\_field\_flag is equal to 0, there shall be at least one picture in the CVS that precedes the current picture in output order and the picture that precedes the current picture in output order shall have the opposite parity and pairing\_indicated\_flag equal to 1 and the value of paired\_with\_next\_field\_flag for that preceding picture in output order shall be equal to 1.

– Otherwise, there shall be at least one picture in the CVS that follows the current picture in output order and the picture that follows the current picture in output order shall have the opposite parity and pairing\_indicated\_flag equal to 1 and the value of paired\_with\_next\_field\_flag for that following picture in output order shall be equal to 0.

**display\_fields\_from\_frame\_flag** equal to 1, when present, indicates that the display model operates by sequentially displaying the individual fields of the frame with alternating parity. display\_fields\_from\_frame\_flag equal to 0, when present, indicates that the display model operates by displaying the current picture as a complete frame.

**top\_field\_first\_flag** equal to 1, when present, indicates that the first field of the frame that is displayed by the display model is the top field. top\_field\_first\_flag equal to 0, when present, indicates that the first field of the frame that is displayed by the display model is the bottom field.

**display\_elemental\_periods\_minus1** plus 1, when present and fixed\_pic\_rate\_within\_cvs\_flag[ TemporalId ], indicates the number of elemental picture period intervals that the current coded picture occupies for the display model. The value of display\_elemental\_periods\_minus1 is constrained as follows:

– If display\_fields\_from\_frame\_flag is equal to 1, display\_elemental\_periods\_minus1 shall be equal to 1 or 2.

– Otherwise, if fixed\_pic\_rate\_within\_cvs\_flag[ TemporalId ], display\_elemental\_periods\_minus1 shall be equal to 0.

– Otherwise, the value of display\_elemental\_periods\_minus1 shall be in the range of 0 to 232 − 2, inclusive..

When field\_pic\_flag is equal to 0 and fixed\_pic\_rate\_within\_cvs\_flag[ TemporalId ] is equal to 1, a value of display\_elemental\_periods\_minus1 greater than 0 may be used to indicate a frame repetition period for displays that use a fixed frame refresh interval equal to DpbOutputElementalInterval[ n ] as given by Equation 7‑89.

The interpretation of combinations of field\_pic\_flag, fixed\_pic\_rate\_within\_cvs\_flag[ TemporalId ], bottom\_field\_flag, display\_fields\_from\_frame\_flag, top\_field\_first\_flag, and display\_elemental\_periods\_minus1 is specified in Table D.2, in which syntax elements that are not present are indicated by "–". Combinations of syntax elements that are not listed in Table D.2 are reserved for future use by ITU-T | ISO/IEC and shall not be present in bitstreams conforming to this version of this Specification.

NOTE 1 – When fixed\_pic\_rate\_within\_cvs\_flag[ TemporalId ] is equal to 1, the picture output times of the HRD are constrained to account for time duration for a display model that follows the display patterns indicated by the values of the syntax elements of the frame-field information SEI message (although the display process is outside the scope of this Specification). For a particular picture, the HRD only outputs the entire cropped decoded picture, while the modelled display behaviour sometimes includes other steps, such as the repeated display of a frame for multiple time intervals when display\_fields\_from\_frame\_flag is equal to 0 or the sequential display of the individual fields of a frame when display\_fields\_from\_frame\_flag is equal to 1.

NOTE 2 – Frame doubling can be used to facilitate the display, for example, of 25 Hz progressive-scan video on a 50 Hz progressive-scan display or 30 Hz progressive-scan video on a 60 Hz progressive-scan display. Using frame doubling and frame tripling in alternating combination on every other frame can be used to facilitate the display of 24 Hz progressive-scan video on a 60 Hz progressive-scan display.

**Table D.2 – Interpretation of frame-field information syntax elements**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **field\_pic\_flag** | **fixed\_pic\_rate\_within\_cvs\_flag**[ TemporalId ] | **bottom\_field\_flag** | **display\_fields\_from\_frame\_flag** | **top\_field\_first\_flag** | **display\_elemental\_periods\_minus1** + 1 |  | **Indicated display of the picture by the display model** |
| 0 | 0 | – | 0 | – | 1 |  | (progressive) Frame |
| – | 1 | 0 | 2 |  | Bottom field, top field, in that order |
| – | 1 | 1 | 2 |  | Top field, bottom field, in that order |
| – | 1 | 0 | 3 |  | Bottom field, top field, bottom field repeated, in that order |
| – | 1 | 1 | 3 |  | Top field, bottom field, top field repeated, in that order |
| 1 | – | 0 | – | n |  | (progressive) Frame displayed for n elemental periods of time |
| – | 1 | 0 | 2 |  | Bottom field, top field, in that order, each displayed for 1 elemental period of time |
| – | 1 | 1 | 2 |  | Top field, bottom field, in that order, each displayed for 1 elemental period of time |
| – | 1 | 0 | 3 |  | Bottom field, top field, bottom field repeated, in that order, each displayed for 1 elemental period of time |
| – | 1 | 1 | 3 |  | Top field, bottom field, top field repeated, in that order, each displayed for 1 elemental period of time |
| 1 | 0 | 0 | – | – | 1 |  | Top field |
| 1 | – | – | 1 |  | Bottom field |
| 1 | 0 | – | – | 1 |  | Top field displayed for 1 elemental period of time |
| 1 | – | – | 1 |  | Bottom field displayed for 1 elemental period of time |

**source\_scan\_type** equal to 1 indicates that the source scan type of the associated picture should be interpreted as progressive. source\_scan\_type equal to 0 indicates that the source scan type of the associated picture should be interpreted as interlaced. source\_scan\_type equal to 2 indicates that the source scan type of the associated picture is unknown or unspecified. source\_scan\_type equal to 3 is reserved for future use by ITU-T | ISO/IEC and shall not be present in bitstreams conforming to this version of this Specification. Decoders conforming to this version of this Specification shall interpret the value 3 for source\_scan\_type as equivalent to the value 2.

The following applies to the semantics of source\_scan\_type:

– If general\_progressive\_source\_flag is equal to 0 and general\_interlaced\_source\_flag is equal to 1, the value of source\_scan\_type shall be equal to 0 when present, and should be inferred to be equal to 0 when not present.

– Otherwise, if general\_progressive\_source\_flag is equal to 1 and general\_interlaced\_source\_flag is equal to 0, the value of source\_scan\_type shall be equal to 1 when present and should be inferred to be equal to 1 when not present.

– Otherwise, when general\_progressive\_source\_flag is equal to 0 and general\_interlaced\_source\_flag is equal to 0, the value of source\_scan\_type shall be equal to 2 when present and should be inferred to be equal to 2 when not present.

**duplicate\_flag** equal to 1 indicates that the current picture is indicated to be a duplicate of a previous picture in output order. duplicate\_flag equal to 0 indicates that the current picture is not indicated to be a duplicate of a previous picture in output order.

NOTE 3 – The duplicate\_flag should be used to mark coded pictures known to have originated from a repetition process such as 3:2 pull-down or other such duplication and picture rate interpolation methods. This flag would commonly be used when a video feed is encoded as a field sequence in a "transport pass-through" fashion, with known duplicate pictures tagged by setting duplicate\_flag equal to 1.

NOTE 4 – When field\_seq\_flag is equal to 1 and duplicate\_flag is equal to 1, this should be interpreted as an indication that the access unit contains a field that duplicates the content of the previous field in output order with the same parity as the current field.
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Figure D.1 – Nominal vertical and horizontal sampling locations of 4:2:0 samples in top and bottom fields

![](data:image/png;base64,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)

Figure D.2 – Nominal vertical and horizontal sampling locations of 4:2:2 samples in top and bottom fields
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Figure D.3 – Nominal vertical and horizontal sampling locations of 4:4:4 samples in top and bottom fields

1. Annex E  
     
   Video usability information

(This annex forms an integral part of this Recommendation | International Standard.)

* 1. General

This annex specifies syntax and semantics of the VUI parameters of the SPSs.

VUI parameters are not required for constructing the luma or chroma samples by the decoding process. Conforming decoders are not required to process this information.

* 1. VUI syntax
     1. VUI parameters syntax

|  |  |
| --- | --- |
| vui\_parameters( ) { | Descriptor |
| **aspect\_ratio\_info\_present\_flag** | u(1) |
| if( aspect\_ratio\_info\_present\_flag ) { |  |
| **aspect\_ratio\_idc** | u(8) |
| if( aspect\_ratio\_idc = = 255 ) { |  |
| **sar\_width** | u(16) |
| **sar\_height** | u(16) |
| } |  |
| } |  |
| **colour\_description\_present\_flag** | u(1) |
| if( colour\_description\_present\_flag ) { |  |
| **colour\_primaries** | u(8) |
| **transfer\_characteristics** | u(8) |
| **matrix\_coeffs** | u(8) |
| **full\_range\_flag** | u(1) |
| } |  |
| **field\_seq\_flag** | u(1) |
| **chroma\_loc\_info\_present\_flag** | u(1) |
| if( chroma\_loc\_info\_present\_flag ) { |  |
| if( !field\_seq\_flag ) { |  |
| **chroma\_sample\_loc\_type\_frame** | ue(v) |
| else { |  |
| **chroma\_sample\_loc\_type\_top\_field** | ue(v) |
| **chroma\_sample\_loc\_type\_bottom\_field** | ue(v) |
| } |  |
| } |  |
| **overscan\_info\_present\_flag** | u(1) |
| if( overscan\_info\_present\_flag ) |  |
| **overscan\_appropriate\_flag** | u(1) |
| } |  |

* 1. VUI semantics
     1. VUI parameters semantics

**aspect\_ratio\_info\_present\_flag** equal to 1 specifies that aspect\_ratio\_idc is present. aspect\_ratio\_info\_present\_flag equal to 0 specifies that aspect\_ratio\_idc is not present.

**aspect\_ratio\_idc**, when not equal to 255, indicates the sample aspect ratio of the luma samples. Its semantics are as specified for SampleAspectRatio parameter in Rec. ITU-T H.273 | ISO/IEC 23091-2. When the aspect\_ratio\_idc syntax element is not present, the value of aspect\_ratio\_idc is inferred to be equal to 0. Values of aspect\_ratio\_idc that are specified as reserved for future use in Rec. ITU-T H.273 | ISO/IEC 23091-2 shall not be present in bitstreams conforming to this version of this Specification. Decoders shall interpret values of aspect\_ratio\_idc that are reserved for future use in Rec. ITU-T H.273 | ISO/IEC 23091-2 as equivalent to the value 0.

**sar\_width**, when present, indicates the horizontal size of the sample aspect ratio (in arbitrary units).

**sar\_height**, when present, indicates the vertical size of the sample aspect ratio (in the same arbitrary units as sar\_width).

When present, sar\_width and sar\_height shall be relatively prime or equal to 0. When aspect\_ratio\_idc is equal to 0 or sar\_width is equal to 0 or sar\_height is equal to 0, the sample aspect ratio is unspecified in this Specification.

**colour\_description\_present\_flag** equal to 1 specifies that colour\_primaries, transfer\_characteristics, and matrix\_coeffs are present. colour\_description\_present\_flag equal to 0 specifies that colour\_primaries, transfer\_characteristics, and matrix\_coeffs are not present.

**colour\_primaries** indicates the chromaticity coordinates of the source colour primaries. Its semantics are as specified for the ColourPrimaries parameter in Rec. ITU-T H.273 | ISO/IEC 23091-2. When the colour\_primaries syntax element is not present, the value of colour\_primaries is inferred to be equal to 2 (the chromaticity is unspecified or is determined by the application). Values of colour\_primaries that are identified as reserved for future use in Rec. ITU-T H.273 | ISO/IEC 23091-2 shall not be present in bitstreams conforming to this version of this Specification. Decoders shall interpret reserved values of colour\_primaries as equivalent to the value 2.

**transfer\_characteristics** indicates the transfer characteristics function of the colour representation. Its semantics are as specified for the TransferCharacteristics parameter in Rec. ITU-T H.273 | ISO/IEC 23091-2. When the transfer\_characteristics syntax element is not present, the value of transfer\_characteristics is inferred to be equal to 2 (the transfer characteristics are unspecified or are determined by the application). Values of transfer\_characteristics that are identified as reserved for future use in Rec. ITU-T | ISO/IEC 23091-2 shall not be present in bitstreams conforming to this version of this Specification. Decoders shall interpret reserved values of transfer\_characteristics as equivalent to the value 2.

**matrix\_coeffs** describes the formulae used in deriving luma and chroma signals from the green, blue, and red, or Y, Z, and X primaries. Its semantics are as specified for MatrixCoefficients in Rec. ITU-T H.273 | ISO/IEC 23091-2.

matrix\_coeffs shall not be equal to 0 unless both of the following conditions are true:

– BitDepthC is equal to BitDepthY.

– chroma\_format\_idc is equal to 3 (the 4:4:4 chroma format).

The specification of the use of matrix\_coeffs equal to 0 under all other conditions is reserved for future use by ITU‑T | ISO/IEC.

matrix\_coeffs shall not be equal to 8 unless one of the following conditions is true:

– BitDepthC is equal to BitDepthY,

– BitDepthC is equal to BitDepthY + 1 and chroma\_format\_idc is equal to 3 (the 4:4:4 chroma format).

The specification of the use of matrix\_coeffs equal to 8 under all other conditions is reserved for future use by ITU‑T | ISO/IEC.

When the matrix\_coeffs syntax element is not present, the value of matrix\_coeffs is inferred to be equal to 2 (unspecified).

**video\_full\_range\_flag** indicates the scaling and offset values applied in association with the matrix\_coefficients. Its semantics are as specified for the VideoFullRangeFlag parameter in Rec. ITU-T H.273 | ISO/IEC 23091-2. When not present, the value of video\_full\_range\_flag is inferred to be equal to 0.

**field\_seq\_flag** equal to 1 indicates that the CVS conveys pictures that represent fields, and specifies that a picture timing SEI message shall be present in every access unit of the current CVS. field\_seq\_flag equal to 0 indicates that the CVS conveys pictures that represent frames and that a picture timing SEI message may or may not be present in any access unit of the current CVS. When field\_seq\_flag is not present, it is inferred to be equal to 0. When general\_frame\_only\_constraint\_flag is equal to 1, the value of field\_seq\_flag shall be equal to 0.

When field\_seq\_flag is equal to 1, a frame-field information SEI message shall be present for every coded picture in the CVS.

NOTE 1 – The specified decoding process does not treat access units conveying pictures that represent fields or frames differently. A sequence of pictures that represent fields would therefore be coded with the picture dimensions of an individual field. For example, access units containing pictures that represent 1080i fields would commonly have cropped output dimensions of 1920x540, while the sequence picture rate would commonly express the rate of the source fields (typically between 50 and 60 Hz), instead of the source frame rate (typically between 25 and 30 Hz).

between 50 and 60 Hz), instead of the source frame rate (typically between 25 and 30 Hz).

**chroma\_loc\_info\_present\_flag** equal to 1 specifies that either chroma\_sample\_loc\_type\_frame or both chroma\_sample\_loc\_type\_top\_field and chroma\_sample\_loc\_type\_bottom\_field are present. chroma\_loc\_info\_present\_flag equal to 0 specifies that chroma\_sample\_loc\_type\_frame, chroma\_sample\_loc\_type\_top\_field, and chroma\_sample\_loc\_type\_bottom\_field are not present.

When chroma\_format\_idc is not equal to 1, chroma\_loc\_info\_present\_flag should be equal to 0.

**chroma\_sample\_loc\_type\_frame**, **chroma\_sample\_loc\_type\_top\_field**, and **chroma\_sample\_loc\_type\_bottom\_field** specify the location of chroma samples as follows:

– If field\_seq\_flag is equal to 0 and chroma\_format\_idc is equal to 1 (4:2:0 chroma format), chroma\_sample\_loc\_type\_frame specifies the location of chroma samples for both fields of each frame of the CVS as shown in Figure E.1.

– Otherwise, if field\_seq\_flag is equal to 1 and chroma\_format\_idc is equal to 1 (4:2:0 chroma format), chroma\_sample\_loc\_type\_top\_field and chroma\_sample\_loc\_type\_bottom\_field specify the location of chroma samples for each top field and bottom field of the CVS, respectively, as shown in Figure E.1.

– Otherwise (chroma\_format\_idc is not equal to 1), the values of the syntax elements chroma\_sample\_loc\_type, chroma\_sample\_loc\_type\_top\_field and chroma\_sample\_loc\_type\_bottom\_field shall be ignored. When chroma\_format\_idc is equal to 2 (4:2:2 chroma format) or 3 (4:4:4 chroma format), the location of chroma samples is specified in clause 6.2. When chroma\_format\_idc is equal to 0, there is no chroma sample array.

The value of chroma\_sample\_loc\_type\_frame, chroma\_sample\_loc\_type\_top\_field and chroma\_sample\_loc\_type\_bottom\_field shall be in the range of 0 to 5, inclusive. When chroma\_sample\_loc\_type\_top\_field and chroma\_sample\_loc\_type\_bottom\_field are not present, the values of chroma\_sample\_loc\_type\_top\_field and chroma\_sample\_loc\_type\_bottom\_field are inferred to be equal tochroma\_sample\_loc\_type\_frame.
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Figure E.1 – Location of chroma samples for top and bottom fields for chroma\_format\_idc equal to 1 (4:2:0 chroma format) as a function of chroma\_sample\_loc\_type\_top\_field and chroma\_sample\_loc\_type\_bottom\_field

Figure E.2 illustrates the indicated relative position of the top-left chroma sample when chroma\_format\_idc is equal to 1 (4:2:0 chroma format), and chroma\_sample\_loc\_type\_top\_field or chroma\_sample\_loc\_type\_bottom\_field is equal to the value of a variable ChromaLocType. The region represented by the top-left 4:2:0 chroma sample (depicted as a large red square with a large red dot at its centre) is shown relative to the region represented by the top-left luma sample (depicted as a small black square with a small black dot at its centre). The regions represented by neighbouring luma samples are depicted as small grey squares with small grey dots at their centres.
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Figure E.2 – Location of the top-left chroma sample when chroma\_format\_idc is equal to 1  
(4:2:0 chroma format) as a function of ChromaLocType

The relative spatial positioning of the chroma samples, as illustrated in Figure E.3, can be expressed by defining two variables HorizontalOffsetC and VerticalOffsetC as a function of chroma\_format\_idc and the variable ChromaLocType as given by Table E.1, where HorizontalOffsetC is the horizontal (x) position of the centre of the top-left chroma sample relative to the centre of the top-left luma sample in units of luma samples and VerticalOffsetC is the vertical (y) position of the centre of the top-left chroma sample relative to the centre of the top-left luma sample in units of luma samples.

In a typical FIR filter design, when chroma\_format\_idc is equal to 1 (4:2:0 chroma format) or 2 (4:2:2 chroma format), HorizontalOffsetC and VerticalOffsetC would serve as the phase offsets for the horizontal and vertical filter operations, respectively, for separable downsampling from 4:4:4 chroma format to the chroma format indicated by chroma\_format\_idc.
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Figure E.3 – Location of the top-left chroma sample when chroma\_format\_idc is equal to 1  
(4:2:0 chroma format) when ChromaLocType is equal to 1

Table E.1 – Definition of HorizontalOffsetC and VerticalOffsetC  
as a function of chroma\_format\_idc and ChromaLocType

|  |  |  |  |
| --- | --- | --- | --- |
| chroma\_format\_idc | ChromaLocType | HorizontalOffsetC | VerticalOffsetC |
| 1 (4:2:0) | 0 | 0 | 0.5 |
| 1 (4:2:0) | 1 | 0.5 | 0.5 |
| 1 (4:2:0) | 2 | 0 | 0 |
| 1 (4:2:0) | 3 | 0.5 | 0 |
| 1 (4:2:0) | 4 | 0 | 1 |
| 1 (4:2:0) | 5 | 0.5 | 1 |
| 2 (4:2:2) | – | 0 | 0 |
| 3 (4:4:4) | – | 0 | 0 |

When chroma\_format\_idc is equal to 1 (4:2:0 chroma format) and the decoded video content is intended for interpretation according to Rec. ITU-R BT.2020 or Rec. ITU-R BT.2100, chroma\_loc\_info\_present\_flag should be equal to 1, and chroma\_sample\_loc\_type\_frame, chroma\_sample\_loc\_type\_top\_field, and chroma\_sample\_loc\_type\_bottom\_field (as applicable) should be equal to 2.

**overscan\_info\_present\_flag** equal to 1 specifies that the overscan\_appropriate\_flag is present. When overscan\_info\_present\_flag is equal to 0 or is not present, the preferred display method for the video signal is unspecified.

**overscan\_appropriate\_flag** equal to 1 indicates that the cropped decoded pictures output are suitable for display using overscan. overscan\_appropriate\_flag equal to 0 indicates that the cropped decoded pictures output contain visually important information in the entire region out to the edges of the conformance cropping window of the picture, such that the cropped decoded pictures output should not be displayed using overscan. Instead, they should be displayed using either an exact match between the display area and the conformance cropping window, or using underscan. As used in this paragraph, the term "overscan" refers to display processes in which some parts near the borders of the cropped decoded pictures are not visible in the display area. The term "underscan" describes display processes in which the entire cropped decoded pictures are visible in the display area, but they do not cover the entire display area. For display processes that neither use overscan nor underscan, the display area exactly matches the area of the cropped decoded pictures.

NOTE 2 – For example, overscan\_appropriate\_flag equal to 1 might be used for entertainment television programming, or for a live view of people in a videoconference and overscan\_appropriate\_flag equal to 0 might be used for computer screen capture or security camera content.
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